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Using and Understanding Java Data Objects is the programmer's guide to JDO. Adopted by the Java
Community Process, Java Data Objects (JDO) specifies a universal and transparent persistence
service for Java objects.

JDO reduces the amount of code that application developers write to store and retrieve persistent
state. JDO frees application designers and programmers from the details of persistence. As a result,
designs can be more object-oriented, programmers can be more productive, and applications can be
more robust and flexible.

This book provides you with the insight to evaluate and use JDO. It begins by explaining the
concepts and terminology of JDO. It describes in detail the JDO interfaces and classes that you will
use to build an application. Throughout, the book probes in depth. It identifies the specification’s
blemishes so you can avoid relying on behavior that is not defined. It offers coding strategies to
solve common problems. It proposes working designs for common application architectures, such as
client/server Swing applications, web applications, and five flavors of Enterprise JavaBeans.

The last four chapters provide a tutorial on the JDO Learning Tools, a suite of open source programs
that explore JDO and exemplify its use. Using the JDO Learning Tools, you can take a JDO
implementation for a test drive and examine the architecture and code of several sample
applications.

About the Author

David Ezzio wrote his first application, which analyzed French elections, for a college professor in the
sixties. After a detour through philosophy and other pursuits, he has worked with software teams
building desktop applications, character recognition software, and Internet-related software. He has
worked exclusively with Java since 1997 and is a Sun Certified Java Developer. Dave founded his
consulting practice, Yankee Software, in 1988 and helped found MaineJUG in 2001. He is a member
of the JDO 1.0 maintenance group. Dave holds a bachelor’s degree in mathematical logic from Yale
University and a master’s degree in philosophy from the University of Chicago.
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I ntroduction

Java data objects (JDO) specifies a transparent persistence service for Java objects. The specification describes a general framework for
storing and retrieving the persistent state of Java objects. The JSR-12 expert group defined JDO using the Java Community Process. JDO
includes a specification, a reference implementation, and a technology compatibility kit (TCK). All three can be downloaded from the Java
Community Process Web site (ht t p: // www. j cp. org/jsr/detail/12. | sp). Anumber of vendors have created

implementations of JDO and provide versions of their products that you can download from the Web. URLs to some of these vendors are
found near the end of this introduction.

Java programmers use tools to make their projects successful. Most applications and server-side components involve moving data between
objects in memory and persistent storage. JDO promises to change the way that Java programmers store and retrieve object state. JDO
simplifies the application's code, increases the application's portability, and helps to separate concerns in the application's design. Compared
to existing alternatives, JDO makes persistence easier to understand, easier to model, and easier to code.

Who Should Read This Book

This book is intended for Java programmers and application architects. It assumes that you know how to program in Java, and it assumes
that you want to use JDO and understand how it works. This book emphasizes what you need to know to use JDO effectively.

By no means do you need to understand everything in this book to use JDO effectively. JDO encapsulates many of the details of data
storage, and for that reason, it is easy to use. Paradoxically, because much of what is familiar about storing and fetching data is hidden from
view, JDO can be confusing. This book attempts to give you more than enough information to understand the details of JDO and its behavior.
Depending on your background, temperament, and current needs, you may find there are parts of this book that you can skim or skip.

JDO has the simplicity of a violin. It is easy to pick up, and it almost instantly produces sounds. But if your purpose is to produce music,
knowledge and skill are required. The purpose of this book is to help you acquire the knowledge and skill needed to use JDO successfully.
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What 1sJDO?

JDO specifies a persistence service for those objects whose state outlives the lifetime of a single invocation of a Java Virtual Machine (JVM).
Nearly every program saves the state of some objects and either restores this state on a subsequent invocation or shares it with another
concurrently running program. The state preserved is both the state within objects and the relationships between objects.

JDO is a persistence service because it connects Java objects in memory to the long-term storage of their state. By using a service that is
concerned only with persistence, applications can isolate the work of moving state between memory and a datastore to one area of code.
Without a persistence service, the code to interface with the datastore is spread throughout the application. By using JDO, the application
programmer can make persistence a modular component. As a result, the maintainability of the application improves. It is easier to find bugs,
fix them, avoid introducing new bugs, and upgrade the capabilities of the application.

Although most applications need to persist some objects, not all objects require persistence. Many objects in a program are simply transient,
which means their state is created as needed and discarded when the program stops executing, if not before. Some objects are transient but
use persistent objects or the information in them. For example, an object that sums the sales figures from a collection of persistent invoices
may itself be transient.

JDO Specifies a Uniform Persistence Service

JDO specifies an Application Programming Interface (API) to a library of services that the application program can use for persistence. JDO
also specifies the persistent services that are provided transparently to all persistent objects. JDO ships with a reference implementation of
this API that may be suitable for prototype development. Numerous vendors have created new products or adapted existing products to
support the JDO specification. These products will compete against each other in terms of robustness, performance, supported datastores,
support for optional JDO features, ease of configuration, flexibility, and so forth.

JDO encapsulates and simplifies the programming issues that are unique to persistent objects. It provides a service to find, update, and
delete existing persistent objects and to store new persistent objects. It encapsulates the mapping of object state in memory to persistent
state in the datastore. It ensures that multiple changes made to persistent objects in memory are stored in an all-or-nothing fashion in the
datastore. Lastly, it allows multiple concurrently executing applications and threads to share access to the persistent state.

JDO offers a uniform set of persistence services that do not vary with the datastore used or the deployment environment chosen. JDO
implementations can be built for a variety of datastore architectures, such as files, object databases, relational databases, and generalized
transaction processing services. Because JDO encapsulates the datastore, it allows the application to use the same set of services
regardless of the datastore selected. The uniformity of JDO allows the application to remain blissfully ignorant of the differences in query
languages, data models, and access interfaces between the various datastores. When it comes to deployment architectures, application
code that uses JDO may be deployed in stand-alone applications, client/server applications, servlets, and Enterprise JavaBeans (EJBS). For
the most part, the same set of JDO services is available in all of these environments.

A LargePart of JDO's Persistence Service s Transpar ent

When using JDO, the application programmer does not write persistence-related code in the application data classes—these are the classes
that define the objects that have persistent state. Instead, the programmer creates the application data classes as if persistence were not an
issue. He declares the fields that contain the object's state and writes the methods to access and modify the state of the object in memory.

JDO requires an enhancement step for all application data classes. The JDO vendor supplies a tool, called the enhancer, that the
programmer uses to add the persistence-related code to application data classes. As a result of enhancement, JDO can manage the
application data objects as persistent objects. Because enhancement usually occurs after compilation, persistence-related code is usually
not visible in the source code of the application data classes.

Transparent persistence is powerful because it requires no coding by the application programmer and because it imposes few design and
coding constraints. When an application uses JDO, persistence code is effectively absent in the source code of application data classes. Yet,
at runtime, the data objects are alive. They can be fetched from the datastore by queries or identity. If one persistent object references
another, the reference is instantiated transparently when used. When a transaction is active, the data object's persistent state is
transactionally consistent with the datastore, and modifications made to it will be reflected in the datastore when the transaction is committed.
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The Advantages of JDO

The programmer's toolbox contains many tools that can be used to store and retrieve an object's state. Java serialization saves an object
graph and restores it across space and time. An object's state can be written to XML text streams or stored in custom file formats. Object-
oriented database management systems (ODBMS) and object-to-relational (O/R) mapping software can be used to store the object's state in
a database. JDBC provides a universal API to relational databases and is currently the principle way to store persistent state. Many of these
alternatives offer the advantages of being widely available, widely used, and well understood. What advantages does JDO hold over them?

JDO Compared to Serialization, XML, and Custom File Formats

Serialization is simple to use, and the serialization mechanisms are largely transparent to the application's code. It is the persistence
mechanism of choice in a large number of cases. Where there is one-to-one communication between peers or between a client and service,
serialization is often an excellent choice for copying objects from one JVM to another. It is also a reasonable choice for an application that
needs to store or read infrequently a small amount of persistent state. For example, a text editor or Web browser might serialize the
configuration object for its user. Nevertheless, serialization has several deficiencies when used for general-purpose persistence. Serialization
loads into memory the entire graph of objects at once, and therefore it is slow and memory consuming when the purpose is to view a small
part of a large object graph. Serialization has no transactional mechanisms and therefore it does not support concurrent updates to the
serialized objects. It also lacks a query mechanism. Finally, serialization must store the entire graph of objects if any object in the graph has
changed.

Although XML and custom file formats have their strengths, they suffer from many of the same disadvantages as serialization and have other
disadvantages of their own. Unlike serialization, XML and custom file formats require a fair amount of code to move the persistent state in
and out of the object. In addition, the application becomes responsible for managing object references. If A refers to B and C refers to B, how
does the shared use of B become represented in the file format? The application must make the decision and implement it.

In contrast to serialization, XML, and custom file formats, JDO provides a transactional service that permits and regulates concurrent access
to the same underlying persistent state. JDO loads the object graph lazily. As the application uses the references to persistent objects, JDO
loads the objects into memory. JDO stores the persistent state for only the objects that have changed within the transaction. It has a query
mechanism, and it manages object references. For these reasons, JDO offers significant advantages in many cases.

JDO Compared to ODBM S and O/R Mapping

Because JDO sprang from concepts pioneered in the development of object-oriented database management systems, JDO retains
similarities to object databases. However, the interface to each vendor's ODBMS is distinct from the interface offered by the next vendor.
Although the Object Data Management Group (ODMG) specified a standard interface, the standard has not been widely adopted by vendors
or application developers. JDO provides a single service that can access all object databases for which a JDO implementation is built.

Several object-to-relational mapping products already provide a persistence service for Java applications. Unfortunately, each of these
products uses a product-specific interface to access the functionality of the persistence service. JDO offers the hope that all O/R mapping
vendors will come to support a common interface.

JDO Compared to EJBswith CMP

In EJB containers, container-managed persistence (CMP) maps entity EJBs to their persistent state. JDO may displace, but it does not
replace, CMP. For application developers who are looking for more flexibility than the current CMP provides, JDO offers a simpler way to
write EJBs that use bean-managed persistence. For vendors who are looking for a more flexible way to implement CMP in their EJB
containers, JDO offers a way to plug in a variety of datastore architectures to their CMP mechanisms.

JDO Compared to JDBC

Relational database management systems are the workhorses of data storage, and JDBC is the primary interface Java programs use to
access them. Although successful, JDBC requires a fair amount of glue code to manage persistence. Sometimes application programmers
write an entire persistence service, but more often, the glue code is written on a class-by-class basis.

Application programmers will find that JDO offers several advantages over JDBC. To begin with, storing and retrieving object state requires
much less code. JDO encapsulates entirely the object construction and deconstruction steps found everywhere in the code that uses JDBC.



Because the application programmer no longer writes the code to move persistent state in and out of objects, less code is written. Because
JDO transparently provides lazy loading, change tracking, and storage of modified state, the application data classes remain largely ignorant
of persistence mechanisms. As a result, these classes are not complicated by a need to explicitly interact with a persistence service.

As another advantage, JDO reduces the amount of skill needed to map an object model to a relational model. Depending on the tools
provided by the JDO implementation, the object model of the persistent objects and the relational model can come together in one of three
ways. Either the object model can be constructed with the tools deriving the relational model, or the relational model can be constructed with
the tools deriving the object model. In some cases, the tools allow programmers to work iteratively from both models to a meeting in the
middle. In the typical development effort using JDO, either the relational model or the object model is the driving consideration, and the other
is derived by tools.

JDO offers one more significant advantage over JDBC. Only the object model needs to be considered when constructing queries. For the
application programmer using JDO, there is no relational model. Likewise, during query coding, column and table names in the database are
not used. To determine whether a query can be constructed for some set of objects, it is only necessary to examine whether the objects,
fields, and relationships needed are present in the object model. If so, then the query can be constructed from this information. As a result,
the application programmer does not need to understand SQL. The JDO implementations for relational databases map JDO queries to SQL
transparently.

Some will question whether it is truly an advantage to remove the application programmer from the construction of SQL. It is commonplace to
tune some SQL statements in an application in order to achieve higher performance. In addition, stored procedures are often used for the
same purpose. By removing SQL from the application programmer's domain, doesn't JDO take a step backwards in terms of performance?
The answer has two parts. First, it is quite reasonable for a JDO implementation to provide these features, even though they are not
specified by JDO. Current JDO implementations are already addressing these features, and it can be expected that future versions will
concentrate more and more on enhancing performance. Second, application programmers are by nature jacks-of-all-trades. They do what
needs to be done to get the application running. Often they are not expert SQL coders. This lack of expertise is part of the reason why the
SQL statements in applications need to be tuned in the first place. It is quite possible that the typical application would benefit from using
persistence software whose specific concern is to make efficient use of the relational database.

Compared to JDBC, JDO provides the application programmer with a high-level persistence service. JDO encapsulates all the details of how
persistence is accomplished. The application programmer must decide only a small number of high-level issues. He must decide what
classes of objects and which particular objects of those classes need to be persisted. Within those classes, he must decide which fields need
to be persistent. Finally, he must decide where to draw the transactional boundaries. These are high-level issues of persistence that JDO
does not encapsulate. By exposing the irreducible issues of persistence and encapsulating everything else, JDO gives the application
programmer a powerful conceptual and executable framework that allows him to build more robust applications in a shorter period of time.

JDO Hasthe Potential to Become Ubiquitous

Because of the advantages that JDO offers in encapsulation, uniformity, transparency, and portability, the creators of this standard hope that
it will become ubiquitous, in the same way that JavaServer Pages, Java servlets, Enterprise JavaBeans, and JDBC have become ubiquitous
for the Java platform. By using JDO instead of the existing alternatives, application developers have greater flexibility to choose the datastore
appropriate for the application, more choice among competing implementations, greater flexibility to choose the deployment environment,
greater power to build a robust design, and speedier development. If, as the creators hope, JDO becomes ubiquitous, then all application
developers will become more productive and valuable as they acquire the skills to use another powerful tool in the Java toolbox.
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A Short History of JDO

Much of the world's transactional data resides in relational databases. Relational databases model the world using tables of rows and
columns. The SQL language is used to manipulate and interrogate the relational model. On the other hand, object-oriented programming
languages like Java model the world with graphs of objects. The objects are manipulated in memory by modifying the values of member
variables.

Java programs often use relational databases as the datastore, but difficulties and inefficiencies are common. One difficulty is that a fair
amount of code must be written to move data from objects to the relational database and back. This code is often repetitious and tied to the
relational model. As a result, cut-and-paste errors are introduced. Significant difficulties arise because the application programmer is faced
with two models of persistent state, one in the relational model created in the database, and the other in the object model of the application.
The programmer must decide whether to implement a full mapping between these two models or only a partial mapping. The first choice is a
lot of work, only some of which may be used, while the second choice leads to a patchwork of model synchronization and mapping code that
develops as the program design evolves. Whatever he decides, the application programmer must maintain the two models and the code to
map between them. The whole business is particularly vexing because application programmers can see that there must be some general-
purpose solution that would replace the code they are writing, debugging, and maintaining. Inefficiencies and errors creep in all over the
map, but particularly because the typical object-oriented programmer is not proficient in SQL and relational data modeling.

Object databases were created to make it easier and more efficient to manipulate persistent data with object-oriented languages. In the early
1990s, the vendors of object-oriented database management systems were hoping to grow their market by adopting a common interface to
object databases. From this desire, the Object Data Management Group was formed. In spite of three revisions of the ODMG specification, it
was clear by the late 1990s that object databases were not loosening the grip of relational databases on the world's transactional data.

Although the success of object databases was a disappointment to some, engineers could still see the value of a general-purpose
persistence service to handle the mapping between object models and relational databases. Consequently, during the 1990s, object-to-
relational mapping tools were created. These O/R mapping tools provided a way for the application programmer to use a packaged general-
purpose persistence service, rather than writing his own. Although programming teams have enjoyed good success using these tools, their
use is not widespread, and their interfaces remain individual and proprietary.

By the time the Java Specification Request for JDO was adopted by the Java Community Process in June of 1999, the original vision
concerning the best way to move data from a datastore to an object-oriented program had narrowed on one end and widened on the other.
In terms of object-oriented languages, the vision was narrowed to Java alone. In terms of reaching the datastore, the vision was widened to
include relational databases, object databases, and indeed any type of transactional datastore. The basic notion is that Java programmers
should have one transactional persistence API, for which the market provides different implementations for different datastores.

As JDO evolved in the expert group, the Enterprise JavaBean specification was adopted by vendors and the development community as the
primary model for building and deploying distributed objects on the Java platform. The response in the evolution of JDO was to find the ways
that JDO could be used in EJB component development. EJB developers will find that they can use JDO to substitute for the use of JDBC.
This substitution might occur in session beans that use JDBC, or it might occur in entity beans where the developer is using JDBC to
implement bean-managed persistence.

More than two-and-a-half years after the JDO Java Service Request was submitted, the Java Community Process released JDO 1.0 in
March 2002.

JDO 101

In 2003, the JDO maintenance lead released JDO 1.0.1. The 1.0.1 release offers minor improvements over the 1.0 release. It clarifies some
obscurities, resolves some ambiguities and discrepancies, and offers several minor enhancements. When discussing an issue where the
1.0.1 specification differs from the 1.0 specification, this book describes the improvements offered by the 1.0.1 version. When the issue is
sufficiently important, this book also draws attention to the differences between the 1.0.1 version and the 1.0 version.

[« previous [ nexr o |




[« erevious Jinext o]
Who IsImplementing JDO 1.0?

There has been worldwide interest in the JDO standard. A number of vendors are selling implementations that target relational databases.
These implementations generally work with any relational database for which there is a JDBC 2.0 driver. The open source example code that
accompanies this book features the products of three vendors that target relational databases. The three vendors are SolarMetric
(http://ww. sol ar et ri c. com) with the Kodo implementation, LIBeLIS (ht t p: / / www. | i bel i s. con) with the Lido

implementation, and Signsoft (ht t p: / / www. si gnsof t . com with the IntelliBO implementation. They were selected because they
had early versions of JDO, they updated their versions regularly, and they had free trial versions and good support.

JDO implementations are also starting to appear on the ODBMS side. Poet (ht t p: / / www. poet . conj is providing a JDO interface to
its FastObjects database. Poet and other vendors are supporting the JDOCentral Web site (ht t p: / / www. JDOCent r al . con). This
site has a lot of information on JDO and available implementations

As part of the specification process, Sun Microsystems is providing a reference implementation of JDO using a b-tree file datastore. Sun also
hosts the informal expert group's Web page atht t p: // access1. sun. com j do.

Open source implementations of JDO are starting to appear. ObJectRelationalBridge at Apache's Jakarta project (ht t p: / /| akart a.
apache. or g/ oj b)is an ODMG 3.0-compliant object database that is in the process of implementing a JDO interface. In addition,
TriActive JDO and XORM can be foundatht t p: / / sour cef or ge. net .

[« previous [ nexr o |
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Fear, Uncertainty, and Doubt (FUD)

JDO appears to be a disruptive innovation that threatens the established turf of some software products and the dynamics of the markets in
which they compete. A standard response from vendors who find their established products competing against new products with radically
different value propositions is to cast the upstart in an unfavorable light. Any confusion (or FUD) delays the customer migration to the new
alternative. To its credit, JDO has elicited FUD from some vendors of established products. In these circumstances, FUD is normal, and the
best thing to do is ignore it.

[crrevious [ o
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A Noteon the UML Diagrams Used in This Book

In this book, Universal Modeling Language (UML) class diagrams are used to introduce the various classes and interfaces of JDO that are
important to the application programmer. The standard UML class diagram consists of three boxes.

Class Name

Attributes

Operations

The top box contains the class name. The middle box contains the attributes of the class. These are the static or member variables of the
class. The bottom box contains the operations of the class. When an interface is diagrammed, the top box typically contains the string
"<<Interface>>" to identify that the diagram's subject is an interface.

In this book, the standard UML class diagram has been modified to provide more information. Instead of three boxes, the UML class
diagrams used in this book have four boxes.

———

extends
implements

Class Name

Operations

Properties

The top box contains, as before, the class name. The box has been expanded to include a line for the name of the class that the
diagrammed class extends (if other than Obj ect ) and a second line for the interfaces that the class implements. For the JDO classes and

interfaces presented in this book, there are no attributes of interest. For that reason, the box is present but looks more like a double line.

The third box contains, as before, the operations of the class. In this book, the only operations examined are public. An annotation is used to
indicate when the operation is overloaded. When the operation is followed by the plus sign ("+"), there are more parameter signatures than
the one shown. This annotation is used to keep the UML class diagrams as brief as possible.

At the bottom of the UML diagram, a fourth box is introduced where JavaBean-conforming properties are listed. JavaBean properties are
methods that generally come in get/set pairs and are backed by a private attribute in the implementation. The getter method returns a
reference or primitive of a particular type and the setter method uses one parameter of that return type. So, for example, the method pair

public int getCount()
public void setCount(int num

defines the JavaBean property Count for the class. Boolean properties can be a little bit different, because the "get" method may be an "is"
method instead. For example, the method pair

publ i c bool ean i sFast ()
public void set Fast (bool ean fl ag)
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defines the Boolean property Fast.

Because JavaBean properties are well understood, it is briefer and clearer to have one entry in the UML properties box rather than two
entries in the operations box. For example, four operations are required in the operations box to indicate the two properties Count and Fast:

get Count: int

set Count (num int): void

i sFast: bool ean

set Fast (fl ag: bool ean): void

On the other hand, to represent the same information in the properties box requires only two entries:

Count: int
Fast: bool ean

If the property name is the same as the type that the property returns, then the return type is omitted. For example, the entry
"Synchronization" in the property box indicates that there are two methods in the class:

public Synchronization get Synchronization();
public void setSynchronization(Synchronization sync);

Not all JavaBean properties are read/write. Some are write-only, and some are read-only. In these cases, the corresponding getter method
or setter method is not provided in the class. In this book, to indicate a read-only property, the UML property entry is followed by a minus
sign, as in the following property entry: “Initialized: boolean —". A write-only property is indicated by a plus sign at the end of the property
entry.
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How ThisBook Is Organized

This book assumes that you will download the JDO distribution from the Java Community Process Web site (ht t p: / / www. | cp. or g/
jsr/detail/12.] sp). Inthatdistribution, you will find the JDO reference implementation, the JDO Javadoc, and the JDO

specification. The JDO specification targets primarily those who write JDO implementations. In contrast, this book aims to provide application
developers with the information that they need to use JDO.

This book is divided into two parts. The first part, and the bulk of the book, is intended to supplement the Javadoc by discussing the concepts
and nuances of JDO from the application programmer's point of view. This part of the book is conceptual rather than hands-on. It will guide
your understanding of JDO.

The second part of the book is primarily hands-on and examines the open source programs called the JDO Learning Tools. The JDO

Learning Tools are programs that use JDO. There are two groups of programs in the JDO Learning Tools. The first group are atypical
programs that explore the behavior of JDO. By using them, you can gain a deeper understanding of how JDO implementations behave.

The second group of programs in the JDO Learning Tools are simple but typical applications. They are intended to be exemplars for
application architectures. Three architectures are considered in detail.

. Swing client/server applications
. Web applications that use JavaServer Pages and Java servlets
. Enterprise applications that use a JDO inside of Enterprise JavaBeans

The second part of the book discusses the application design issues and code patterns for each architecture. The discussion draws upon the
concepts covered in the first part of the book.

The source code for the JDO Learning Tools is available from the publisher's Web site (ht t p: / / www. apr ess. conj as well as from
SourceForge.net (ht t p: / / sour cef or ge. net/ proj ect s/ j do-t ool s). This book uses the 1.0 version of the JDO Learning

Tools.

To run the tools and examples, you will need to download either the reference implementation of JDO or a trial version of a commercial
implementation of JDO. Chapters 8 through 11 provide instructions for setting up your testing environment. The JDO Learning Tools provide
build files for Kodo, Lido, IntelliBO, and the reference implementation. The JDO Learning Tools will evolve over time. You are encouraged to
contribute improvements to make future releases of the JDO Learning Tools better for all of us.
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http://www.apress.com/
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Chapter 1. Basic Conceptsin JDO

Overview

Java Data Objects (JDO) defines six interfaces, one helper class, and an inheritance tree of exception classes that application programmers
use. For most of these interfaces and classes, the Unified Modeling Language (UML) diagrams presented here will be quite small. Although
small, JDO is conceptually interconnected. As a result, application programmers need to understand the implications of its options and
operations.

JDO shifts the perspective that application programmers have of an object's persistent state and how to handle it. Application programmers
are used to working with datastore interfaces like JDBC where the task is to move state between memory objects and the database. In
contrast, JDO provides a persistence service that hides the datastore service. JDO also hides much of the code that activates persistence.
Some basic operations of persistence are still exposed. These include beginning transactions, committing transactions, inserting new
objects, and deleting preexisting objects. When using JDO, application programs are designed and coded to interact with a persistence
service for objects rather than a datastore service for object state.

JDO is small, and the general idea of how it works is simple. JDO uses the toolkit pattern. For the most part, the specification defines
interfaces, while the JDO implementations provide classes that implement these interfaces. Figure 1-1 shows the application's view of JDO.

This figure shows five (of the six) interfaces that JDO defines for applications: Per si st enceManager Fact ory,
Per si st enceManager, Query, Transact i on,and | nst anceCal | backs. It also shows the Per si st enceCapabl e

interface, which is one of the interfaces that JDO defines for the implementation's use rather than the application's use.

| Sgpbliat o s Wiom o B s bidenle klll“j

s imbar s i Zpkpaf maps Pkt Falte slwirmf e
Py |y LercBeruprn F e gy BTy Calieiiom
1 crehe [
]
I e alah
wl Wil
i LT
W FE R — - i E
Peryisbencel e Parsdy Capal] Bl it Lt e |
— |
el T applleion b L
oy B LT
BN Claies, They i W
iy Trom sy
s Do 5nil el Bl Lk,
Interfice
e - iR « Sk bt
Tomdsinctdes Iratmcelal Lhachn

Figure 1-1: The application's view of JDO

Application programmers create application data classes to model the persistent state and persistent relationships of the entities in the
business domain. Application data classes are ordinary Java classes that contain some amount of state and may or may not contain a good
deal of behavior. Application data objects are instances of application data classes.

Before application data objects can interact with JDO, they must implement the Per si st enceCapabl e interface. The process of
making an application data class implement the Per si st enceCapabl e interface is called enhancement. JDO implementations

provide a tool, usually called the enhancer, to enhance application data classes. The tool might create or modify source code files, or it
might create or modify compiled class files. However it works, the enhancer has the responsibility to add the code that implements the
Per si st enceCapabl e interface. JDO manages the objects of enhanced application data classes through the

Per si st enceCapabl e interface.

Most JDO implementations opt to perform byte-code enhancement of the compiled class files. The byte-code enhancers accept as input the
compiled class files created by compiling the source files for unenhanced application data classes. They produce as output modified class
files whose classes, because of the modifications, implement the Per si st enceCapabl e interface. Byte-code enhancement adds an
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extra step to the build process.

The enhancer does more than simply add the code that implements the Per si st enceCapabl e interface. It also adds code that

enables the objects of application data classes to use the JDO persistence service. It may even add code to classes that are not application
data classes if these classes have access to the persistent fields of application data classes. Chapter 5 describes enhancement and the

effects it has on application data classes and other application classes.

JDO divides the application's persistence code into two separate areas of concern. In the first area, the application controls the basic
operations of persistence. To do this, the application gets a persistence manager factory and from that obtains a persistence manager. The
application uses the persistence manager to perform life cycle tasks such as inserting and deleting persistent objects. From the persistence
managet, the application obtains query objects to perform queries and the transaction object to control transactions. The

Per si st enceManager Fact or y interface is described in Chapter 6, and the Per si st enceManager interface is described in

Chapter 3. Queries are covered in Chapter 2, and transactions are covered in Chapter 4.

In the second area of concern, the application defines application data classes. Their primary purpose is to hold persistent state and to model
persistent relationships, but they may also define any behavior that is required. The application’s designers and programmers can, for the
most part, design and code the application data classes just as if persistence were not an issue. In particular, these classes do not derive
from any JDO-defined class. The enhancer integrates the application data classes with JDO by inserting all the code required for them to
implement the Per si st enceCapabl e interface and to otherwise interact with the JDO persistence service.

[« previous [ nexr o |
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The Persistence Services of JDO

JDO provides the full range of persistence services. Persistence services are sometimes called CRUD for Create, Retrieve, Update, and
Delete. In JDO, the Create, Retrieve, and Delete services are explicit; that is to say, JDO provides methods to add, find, or delete specific
objects. On the other hand, the Update service is transparent; that is to say, JDO does not offer an update method that the application calls
for those objects whose persistent state has been modified. Instead, the Update service occurs implicitly as a result of committing the
transaction. In fact, whenever it is reasonable to do so, JDO creates and retrieves persistent objects transparently as well.

Transactions

Transactions are not on the list of CRUD services, but they are an integral part of JDO. JDO provides transactional semantics and the explicit
methods to begin and complete transactions. Applications that use JDO can modify the persistent state in the datastore only within a
transaction. The modifications, including additions and deletions, are committed to the datastore only when the JDO transaction commits.

When a service supports transactional behavior, the client that uses the service can group its interactions with the service into units of work
called transactions. The transactional service guarantees that the client, when it is ready to end a transaction, has two options. The client
can ask the service to commit the work, and if the service is able to do this, then the results of all of the interactions are accepted and

stored. On the other hand, the client can ask the service to roll back the work, and in this case, the service discards any modifications
made within the transaction. Either way, the client gets all or nothing. Either everything is committed or nothing is committed. The service
may not be able to commit, in which case, the client has no choice but to roll back. The service can always roll back, and if it doesn't receive
a request to commit or roll back from the client, it will eventually roll back the transaction on its own. The all-or-nothing behavior of
transactions is called atomicity.

Atomicity is just one of the four required properties of a transactional service. The transactional service must also guarantee that the work of
a transaction, once committed, cannot be lost. This property is called durability. Transactional services are responsible for preventing
multiple clients from interacting with each other in unpredictable ways. This property is called isolation. Transactional services are
responsible for ensuring that the state, when stored, satisfies the defined rules for consistency. For example, if one of the rules is that the
date of birth cannot be null, then the transactional service is responsible for refusing to commit any state that violates the rule. Taken
together, these four properties of a transactional service, atomicity, consistency, isolation, and durability, are called the ACID properties of

transactions.

In JDO, transactions are an explicit service available through the Tr ansact i on interface. JDO's transactions support the ACID
properties. One Tr ansact i on object is associated with each persistence manager, and therefore each persistence manager supports
one active transaction at a time. The Tr ansact i on interface provides methods to begin, commit, and roll back transactions. The
Transact i on interface is covered in Chapter 4.

Creating Persistent Objects

The application creates new objects of the application data classes whenever it likes by invoking the Java new operator. These newly
created objects do not correspond to any state in the datastore, and for that reason they are called JDO-transient objects. Because JDO

is not aware of the existence of JDO-transient objects, they are also called unmanaged objects. The application can make unmanaged
application data objects persistent by calling the persistence manager's makePer si st ent method. Thereafter, the application relies

on JDO to insert the state of the newly made persistent object into the datastore when the transaction commits.

Objects can also be made persistent implicitly by assigning an unmanaged object to the persistent field of a persistent object. When the
transaction commits, JDO follows the reference in the persistent field to the unmanaged object and makes it persistent as well. This action is
a JDO feature called persistence by reachability, and it serves as an example of transparent persistence.

Retrieving Persistent Objects
JDO provides several ways to retrieve persistent objects:

. The application can retrieve persistent objects individually by JDO identity.



. It can iterate all the persistent objects of an application data class using an extent.

. It can iterate a collection of objects that satisfy a query.
To retrieve persistent objects by any of these methods requires one or more explicit calls to JDO. Chapter 2 describes extents and queries.
In addition, JDO will retrieve objects transparently when the application's code uses the references to persistent objects that are contained
within other persistent objects. Unlike serialization, which loads the entire graph of interconnected objects into memory at once, JDO loads

the objects as the references to them are used. This feature of JDO is called transparent navigation.

As an example of transparent navigation, consider an application that has two application data classes, Per son and Dog. As Listing 1-1
shows, the Per son class has a member field that refers to a Dog object, and getter-setter methods to set and return the Dog reference.

Listing 1-1: A Per son and His or Her Dog

public class Person

{
private Dog nyDog;
/1 ... other nenber fields omtted for brevity

publ i ¢ Dog get Dog()

{
return nyDog;

}

public void set Dog(Dog newbDog)

{
myDog = newDog;
}

{1 ... other nethods onitted for brevity

When the application needs the reference to the dog that the person owns, it executes the following code:
/'l somehow we have a reference to a persistent person

Dog dog = person. get Dog();

/1 ... do sonething with the dog

This example shows transparent persistence at work. Because the application data classes were enhanced, when the my Dog reference is
used as the return value in the get Dog method shown in Listing 1-1, JDO either finds in memory or creates in memory the persistent Dog

object that the person owns. The application programmer does not write code to make this happen. JDO provides this service transparently
for persistent application data objects.

Updating Persistent Objects

The application does not explicitly request that JDO update information in the datastore. Instead, the application modifies the persistent
object in memory either by setting a member field's value or by calling a setter method. When the persistent object's state changes, the code
that the enhancer added to the application data class notifies JDO of the change. As a result, the object becomes transactional and JDO
takes responsibility for ensuring that the change is flushed to the datastore when the transaction commits.

Using the example of the Per son and Dog classes again, the code in Listing 1-2 starts a transaction, makes a change to a persistent
Per son object, and commits the transaction.

Listing 1-2: Storing Modifications Upon Transaction Commit

/1 somehow, we have a reference to the persistence manager
pm current Transacti on() . begi n();



/1l somehow we have a reference to a persistent person
/!l and to a persistent, but unowned, dog

per son. set Dog( poundDog) ;

pm current Transaction().conmit();

The important code in Listing 1-1 and Listing 1-2 is the code that is not there. The set Dog method, like the get Dog method, is not
special. It simply assigns the parameter to the my Dog field. As a result of transparent persistence, JDO tracks the change and knows that
the Per son object and its my Dog field have changed. If the object wasn't transactional before the change was applied, it becomes

transactional. When the transaction commits, JDO writes the change to the datastore. From the point of view of the application, the code that
modifies a Per son object is not entangled with the code that controls the transaction's boundaries.

Deleting Persistent Objects

When the time comes to remove a persistent object's state from the datastore, the application calls the persistence manager's
del et ePer si st ent method. After del et ePer si st ent is called, the state of the deleted object is removed from the datastore

when the transaction commits.

JDO does not provide a general mechanism to implicitly delete objects. Using the example of persons and dogs once again, it is not the case
that deleting the dog's owner will cause the dog to be deleted transparently. However, some JDO implementations may provide for
cascading deletes in a manner that is implementation dependent. In addition, the application can implement cascading deletes by using the

| nst anceCal | backs interface, as described in Chapter 7.

Although JDO provides the API to insert, delete, and find objects with persistent state, much of the simplicity and power of JDO comes from
the persistence services that are provided transparently to the application. Persistence by reachability, transparent navigation, and implicit
updating of the datastore upon transaction commit are three important examples of transparent persistence. Transparent persistence arises
because many interactions between persistent objects and JDO are hidden from the application. The code that supports the interaction is
inserted into the application data classes in the enhancement step.




[« erevious [nexr o
Managed and Unmanaged Objects

In order to provide persistent services for the application's data objects, JDO must manage the objects. Within a Java Virtual Machine (JVM),
JDO manages some objects and does not manage other objects. If JDO manages an object, it manages its persistent state, or its
transactional state, or both. JDO is able to manage the objects of certain classes, while it cannot manage the objects of other classes. Those
classes whose objects JDO can manage are called the persistence-capable classes.

The persistence-capable classes include all the application data classes. These are the classes that the application defines for the primary
purpose of holding persistent state. These classes are enhanced, usually during the build process.

In addition, JDO identifies system classes from the j ava. * packages that implementations must in some cases, or may in other cases,
support as persistence-capable classes. Every JDO implementation must or may support the following system classes:

. Arrays (optional)

. ArrayLi st (optional)
. Bi gDeci nal

. Bi gl nt eger

. Bool ean

. Byte

. Character

. Date

. Doubl e

. Fl oat

. HashMap (optional)

. HashSet

. Hasht abl e (optional)
. I nteger

. Li nkedLi st (optional)
. Local e

. Long

. Short

. String

. Tr eeMap (optional)

. TreeSet (optional)

. Vect or (optional)



These classes are called the supported system classes.

The member fields of an application data class are divided into three groups: persistent fields, transactional fields, and unmanaged fields.
The persistent fields and the transactional fields, taken together, are called the managed fields. JDO can manage persistent fields both
persistently and transactionally, while it can manage transactional fields only transactionally. JDO ignores the unmanaged fields. The
application programmer can specify in the JDO metadata, which is an XML file, whether a member field is persistent, transactional, or
unmanaged. If the JDO metadata does not specify how the field is to be managed, the enhancer tool applies defaults that determine the
management for the field. Chapter 5 explains the structure and default values of the JDO metadata.

When JDO manages an object persistently, it manages the synchronization of the object's persistent fields with the state stored in the
datastore. The properties of the Tr ansact i on interface define when the synchronization occurs. After synchronization, the values of the

object's persistent fields match the values found in the datastore. At the same time, JDO inserts new information into the datastore and
deletes old information from the datastore to match the persistent objects added and deleted within the transaction.

When JDO manages an object transactionally, it manages both the persistent and transactional fields at and within transactional boundaries.
Upon successful commit, the current values of the transactional fields are retained in memory, and the current values of the persistent fields
are synchronized with the datastore. As determined by the RetainValues property inthe Tr ansact i on interface, JDO may retain in

memory the current values of the persistent fields after commit, or it may clear them to their Java default values. Upon rollback, the persistent
state in the datastore remains unaffected by the changes made in the transaction. As determined by the RestoreValues property in the
Tr ansact i on interface, the values of persistent fields and transactional fields may be restored to the values that the object had prior to

being modified within the transaction. Chapter 4 describes the Tr ansact i on interface and its properties.

JDO may not manage a data object, or it may manage it transactionally, persistently, or both. JDO's management of the object also varies
depending on whether the data object is a first class object or an embedded object.

First Class Objects and Application Data Objects

Afirst class object (FCO) is the primary kind of persistent object, and by default, all application data objects are first class objects. First
class objects have many distinguishing features. A first class object has its own JDO identity. JDO identities will be described in detail in the
section "The Three Types of JDO Identity" later in this chapter, but for now, it is sufficient to know that a JDO identity refers to one and only

one object's state in the datastore. The datastore saves the state of a first class object independently of any other object. JDO saves in the
datastore the relationships in memory between FCOs, and it re-creates the same relationships in memory when the objects are retrieved.

FCOs can be retrieved by queries and by JDO identity. FCOs usually have extents. An extent is an iterable grouping of all the objects in the
datastore that are assignment compatible with an application data class. Chapter 4 explores the Ext ent interface.

FCOs track their dirty fields, that is to say, the managed fields that have changed within the current transaction. As a result of tracking, JDO
can limit the datastore synchronization to the objects and even the field values that have changed.

The persistent fields of FCOs can be navigated within queries. Using the JDO query language, the programmer structures the query filter as
a Boolean expression that tests persistent fields for particular values.

Second Class Objects and Embedded Objects

Although the concept of a second class object (SCO) is an old concept in discussions of object-oriented persistence, many Java
programmers may be unfamiliar with the term. A St r i ng object is a good example of a second class object.

In the following code that briefly defines the class Dog, the weight of the dog is represented by a member field of type f | oat , and the
name of the dog is represented by a member field of type St r i ng. The objects of the Dog class are first class objects and the objects of
the St ri ng class are second class objects.

public class Dog
{

private float weight;
private String nane;

/1 ... constructors, getter-setter nethods



/1 and business nethods are onmitted for brevity

}

In memory, the narre field refers to a St r i ng object that contains the dog's name. In memory, the St r i ng object's lifetime may be
independent of the Dog object's lifetime. In addition, several dogs may share the same name by sharing the same St r i ng object.

The relationship between the dog and its name is quite different in the datastore. In most datastores, the dog's persistent state contains his
weight in one field and his name in another. If the dog's state is removed from the datastore, his name and weight are removed with it. If
information about three dogs named "Lilly" is stored in the datastore, then the name "Lilly" appears three times in the datastore as the value
of the nane field of three different dogs.

The architecture of the datastore determines what classes of objects are stored as second class objects. Most datastores store the objects of
the supported system classes as second class objects.

Embedded objects are nearly the same thing as second class objects, except that you are looking at them from the JDO perspective rather
than the datastore perspective. JDO determines which objects are embedded independently of the datastore architecture. All of the objects
of the supported system classes are embedded objects. JDO manages embedded objects as dependent objects of the application data
object that refers to them. As a result, when the application data object is deleted, the persistent state corresponding to the embedded
objects is deleted as well.

The JDO specification discusses the possibility of designating some application data objects as embedded within other first class application
data objects. In essence, this is intended to be a way for the application to define a second class object. Although the concept is in the
specification, it is not well defined by either the 1.0 or 1.0.1 specification. Any behavior documented by a particular JDO implementation may
be implementation dependent.

Leaving aside the possibility of embedding an application data object, the only difference between second class objects and embedded
objects comes down to the case of those datastore architectures that store the objects of some supported system classes as first class
objects rather than as second class objects. For some types of object databases, this situation arises for the collection classes. In this case,
the JDO implementation must take special steps to enforce the JDO requirement for the dependency of embedded objects. Likewise, if you
disregard the possibility of embedding an application data object, then all application data objects are first class objects.

Embedded objects never have a JDO identity, and they cannot be fetched independently of the application data object that refers to them.
Queries return first class application data objects, not embedded objects, in their results. Embedded objects are never members of a JDO
extent.

An embedded object participates in a transaction only when the first class application data object that refers to it has joined the transaction.
All persistence services for an embedded object are implicit and result from actions that occur on the application data object that refers to it.
Embedded objects are always inserted into the datastore, deleted from the datastore, or retrieved from the datastore as a result of the
corresponding action on a first class application data object. JDO treats the relationship between a first class application data object and the
embedded object that it refers to as a containment relationship. When the application deletes an application data object, the embedded
objects that it refers to are also deleted.

JDO offers excellent support for the supported system classes in its query language. Query filters can use the persistent fields whose types
are the supported system classes. Chapter 2 describes JDO's query language.

Although it is possible for the application to chain embedded objects, as for example when a HashSet contains a set of Dat e objects,
JDO does not mandate support for chaining embedded objects.

In summary, persistence-capable classes divide into two types, the application data classes and the various system classes that the JDO
implementation supports. JDO always manages the objects of the supported system classes as embedded objects. In the JDO metadata,
they must be marked either explicitly or by default as embedded. Chapter 5 discusses the JDO metadata.

Replacement and Sharing of Embedded Objects

From time to time, JDO changes the Java object that represents the embedded object's persistent state. Therefore the application should
expect that the object identity of the embedded object may change. After completing a transaction or making an object persistent, affected
application data objects may refer to different but equivalent embedded objects. When comparing embedded objects, the application should
use Java object equivalence (the equal s method) rather than Java object identity (the == operator).

JDO does not support sharing embedded objects among first class application data objects. Although the application may assign an



embedded object to the persistent field of multiple application data objects, JDO's actions almost never create shared embedded objects.
When JDO creates or replaces the embedded objects that an application data object refers to, each application data object will usually refer
to its own embedded object. For example, when embedded objects are shared, as shown in Figure 1-2, JDO does not generally store the

relationship in the datastore.

First Class
Application Data
Object

First Class
Application Data
Object

refers (contaims) refers (costains]

Embedded
Data Dbject of
Supported System

Class

Figure 1-2: Transient relationship in memory created by the application

Instead, when JDO later retrieves the state of the two application data objects and the embedded objects that they contain, it typically
creates the relationships shown in Figure 1-3. As you can see, instead of one shared embedded object, JDO creates two unshared

embedded objects. As a result, applications should never rely on application data objects sharing one embedded object.

refers (comtains)

Embedded
Data Object of

Supported System
Class

First Class First Class
Application Data Application Data
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refers (contains)

Enbedded
Data Object of
Supported System
Class

Figure 1-3: The relationship re-created in memory by JDO

As mentioned earlier, some datastores will store the objects of some supported system classes as first class objects. For these datastores, if
the application data objects share embedded objects of this type, it is possible that the JDO implementation may not undo the sharing. In this
case, when the application data classes share one embedded object as shown in Figure 1-2, JDO may re-create in memory the same
relationship when the objects are later retrieved. The application cannot rely on the general rule that shared embedded objects are not
shared in the datastore and that JDO will not re-create a shared relationship in memory upon later retrieval.

As a general rule, sharing embedded objects is harmless only when the supported system class is immutable and the application uses Java
equivalence to compare two embedded objects. The application should always avoid sharing mutable embedded objects. It is possible that a
future version of JDO may prohibit the sharing of mutable embedded objects.

Change Tracking in Supported System Classes

Embedded objects have the responsibility to notify the first class application data object that refers to them when they have changed and to
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track their own changes, but JDO permits supported system classes to duck this responsibility in some cases. When the supported system
class is an immutable type, such as | nt eger or St ri ng, then there is no way for the objects of that type to change. Consequently,

there is no need for the immutable system classes to support change notification or tracking.

When the supported system class is a mutable type such as a Dat e or HashSet , then one of two situations arise. In the first case, the

application creates the mutable object and assigns it to the persistent field. Because of the assignment, JDO receives all the notification that
it needs that the field's value has changed. In this case, the objects of supported mutable system types do not notify their containing
application data objects when they change.

There is one case where the embedded object of a mutable supported system class must notify its containing application data class of any

changes made to it. After JDO creates the mutable embedded object to hold the persistent state that it reads from the datastore, any change
to the embedded object must cause a notification to the containing application data object. The application data object needs this notification
because JDO manages transactions through application data objects. How will this notification occur? Certainly, the Java collection classes,
like HashSet , do not contain the logic to notify. Instead, when JDO created the object to hold the state, it did not create an instance of the

supported system class, but rather an instance of a derived class of the system class. The JDO implementation supplies these derived
classes to implement change notification, change tracking, and other features.

JDO's use of classes derived from the supported mutable system classes is transparent to the application. Their use has no impact on the
application's logic. Applications are free to use the instances of the supported system classes whenever they like.

Arrays

Support for arrays is an optional feature of the JDO implementation. Arrays are embedded objects in JDO and are usually stored as second
class objects in the datastore. JDO imposes several limitations on arrays that it does not impose on the other supported system classes.
JDO does not support the use of arrays in its query language. Although implementations may support change notification, JDO does not
require that implementations support change notification for arrays. Consequently, any portable application that uses arrays must take
responsibility for informing the referring application data object when the array is modified. (The makeDi r t y method in the JDOHel per

class, described in Chapter 7, handles this task.) When arrays are supported, the implementation decides what type of array elements it

supports. It may support arrays of primitives, arrays of application data objects, arrays of other supported system data objects, arrays of
arrays, or any combination thereof.

Unmanaged Data Objects

At runtime, for various reasons, JDO may not manage all the objects of persistence-capable classes. Unmanaged objects of persistence-
capable classes come into existence in a variety of ways.

. They may be newly created by the application.
. An application data object can stop referring to an embedded object, making the embedded object unmanaged.

. JDO allows the application to explicitly make any managed application data object unmanaged by calling the persistence manager's
makeTr ansi ent method.

. The application will obtain only unmanaged objects through serialization. When a managed data object is serialized, the deserialized
data object is unmanaged.

. A clone of a managed data object will be unmanaged.
While data objects may be managed or unmanaged, JDO never manages the objects of classes that are not persistence capable.

An unmanaged object is called a transient object in the JDO specification. Unfortunately, the specification uses the term transient in two

different but related ways. On the one hand, a transient object is an object that JDO is not managing at all, and on the other hand, it is a data
object that JDO manages transactionally but not persistently. The confusion is compounded by the Java keyword t r ansi ent , which has

nothing to do with JDO.
To reduce confusion, this book follows three conventions:

. Atransient data object is an object of a persistence-capable class that JDO is not managing persistently. JDO may, but usually does
not, manage a transient data object transactionally.



. An unmanaged object may or may not be a data object, but in either case, JDO is not managing it persistently nor transactionally.

. The specification uses the term transient to name one of the ten management states that a data object may be in. The next section of
this chapter describes management states. In this book, the term transient is never used in this sense. Instead, the term JDO-
transient is used to name the management state that the specification calls transient. In this book, the term unmanaged object
is a synonym for JDO-transient object.

Finally, Java serialization is orthogonal to JDO's management of data objects. You may define application data classes that implement, or do
not implement, the Ser i al i zabl e interface. You may define persistent, transactional, and unmanaged fields that are, or are not,

transi ent fields. Chapter 5 describes JDO's interaction with Java's serialization mechanisms in detail.

An important design principle followed by JDO is that unmanaged objects behave in exactly the same way as the object would behave if JDO
were not present at all. There are only a few places where the unmanaged objects of an enhanced class differ in behavior from the objects of
the unenhanced class. Chapter 5 covers the impacts of enhancement.

Defining Core Terminology
Here are some fundamental definitions for this chapter and the remainder of the book:

. Application data class: A class defined by the application programmer primarily to hold data that will be stored in the datastore.

. Application data object: An instance of an application data class.

. Per si st enceCapabl e class: Synonym for an application data class. This term stresses the fact that application data
classes after enhancement implement JDO's Per si st enceCapabl e interface.

. Persistence-capable class: Either a Per si st enceCapabl e class or one of the classes from the Java standard
packages that the JDO implementation supports.

. Data object: Aninstance of a persistence-capable class. A data object may be unmanaged, managed, transient, persistent,

transactional, transient and transactional, persistent and nontransactional, or persistent and transactional. It may be stored as a
first class object or as a second class object. The JDO specification uses the term JDO instance instead of data object.

. Persistent object: A data object when JDO is managing it persistently.

. Transactional object: A data object when JDO is managing it transactionally.

. Managed object: A persistent, transactional, or persistent and transactional data object.

. Transient object: Any object that JDO is not managing persistently. The JDO specification also uses the term as a synonym for
an unmanaged object.

. JDO-transient: The management state that indicates that JDO is not managing the object at all. The specification calls this the
transient state.

. Unmanaged object: Any object that JDO is not managing either transactionally or persistently. The term unmanaged object
is a synonym for JDO-transient object.

. First class object: A data object that is stored independently in the datastore with a JDO identity. In JDO, application data
objects are usually first class objects.

. Second class object: A data object that is stored in the datastore as part of a first class object. In JDO, objects of the
supported system classes, suchas St r i ng, Dat e, Long, and HashSet , are usually second class objects.

. ldentity value: The value of an attribute, or a list of attributes, that uniquely identifies one persistent state in the datastore.



. JDO identity: An object that contains the identity value and can be used to obtain the corresponding application data object.

. Identity string: The string obtained from the t oSt r i ng method of a JDO identity object. This can be used to obtain an
equivalent JDO identity object.

[crrevious [ o
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The Ten Management States of Data Objects

JDO defines ten management states for application data objects. The management state of an application data object determines the implicit
actions that JDO takes on the object and the explicit actions that JDO allows on the object. Table 1-1 shows these ten states grouped by the

two management dimensions.

Table 1-1: JDO Managed Life Cycle States

Managenent Di nmensi on Transact i onal Nont r ansact i onal
Persistent Persistent-clean Persistent-nontransactional
Persistent-new Hollow
Persistent-dirty

Persistent-deleted
Persistent-new-deleted

Transient Transient-clean Transient (JDO-transient)

Transient-dirty

Data objects of the supported system classes do not directly have management state. They have management state indirectly as a result of
their relationship to application data objects. If the persistent field of a persistent application data object refers to an embedded object, then
the embedded object is persistent; otherwise, it is not. The embedded object's transactional state is likewise acquired indirectly. If a
persistent or transactional field of a transactional application data object refers to an embedded object, then the embedded object is
transactional; otherwise, it is not.

Three of the states in Table 1-1 occur only when the JDO implementation supports optional features. The transient-clean and transient-dirty
states occur only when the implementation supports the j avax. j do. opti on. Tr ansi ent Transact i onal option. The

persistent-nontransactional state occurs only when the implementation supports any of the five transactional options of JDO, such as
NontransactionalRead or RetainValues. The remaining seven management states occur in all JDO implementations.

Note The suppor t edOpt i ons method in the Per si st enceManager Fact or y interface returns a string for each
optional feature of JDO that the implementation supports. Chapter 6 describes this interface and the various option strings.

As Table 1-1 shows, when JDO manages the object both transactionally and persistently, the object is in one of five management states:

. ltis persistent-clean when its persistent fields hold the values that are, or will be verified to be, consistent with the datastore in the
current transaction.

. Itis persistent-dirty when at least one transactional or persistent field has been modified during the current transaction.

. Itis persistent-new when the transient object has been added to the current transaction for insertion into the datastore as a result of a
call to the persistence manager's makePer si st ent method. An object can also be persistent-new because it can be reached by

persistent fields from an object that was made persistent. This feature is called persistence by reachability.

. ltis persistent-deleted when the object existed in the datastore but has been marked for deletion within the current transaction as a
result of a call to the persistence manager's del et ePer si st ent method.

. ltis persistent-new-deleted when the object is both added for insertion and later marked for deletion within the current transaction.

When an application data object is not persistent, its management state is one of the three transient states:

. Itis JDO-transient when it is neither persistent nor transactional. In this case, JDO is not managing the object, so this state is also
called the unmanaged state.

. ltis transient-clean when the JDO implementation supports the j avax. j do. opti on. Tr ansi ent Tr ansact i onal option



and the JDO-transient object is passed to the persistence manager's makeTr ansact i onal method. An object can be in the
transient-clean state even when a transaction is not active.

. Atransient-clean object becomes transient-dirty when any of its transactional or persistent fields are changed within a transaction. After
the transaction commits or rolls back, the transient-dirty object becomes transient-clean again.

When an application data object is persistent but not transactional, its management state is one of the two persistent and nontransactional
states:

. Itis hollow when the values of its persistent fields have not been read from the datastore. An application data object might be returned
in the hollow state after any retrieval operation. After a transaction is committed or rolled back, a transactional and persistent application
data object will become hollow when the transaction is not configured to retain values.

. Itis persistent-nontransactional when some or all of its persistent fields have values that were synchronized with the datastore either

outside of a transaction or in a previous transaction. Because the state is not transactional, the values of the persistent fields may no
longer match the values in the datastore.

The Attributes of Management States
As you read this book, you will find that the following adjectives are continually applied to application data objects:
. Persistent
. Transient
. Clean
. Dirty
. New
. Deleted

Table 1-2 defines, by JDO management states, when these adjectives can be properly applied to objects. Note that the term transient
applies when the object is not persistent, and the term clean applies when the object is transactional but not dirty.

Table 1-2: Attributes of the JDO Management States

| State | Per si st ent | Transact i onal | Dirty | New | Del et ed

| JDO-transient | | | | |

| Transient-clean | | x | | |

| Transient-dirty | | x | x | |

| Hollow | X | | | |
Persistent-nontransactional X | | | |

l—

| Persistent-clean | x | x | | |

| Persistent-dirty | x | x | x | |

| Persistent-new | x | x | x | x |

| Persistent-deleted | x | x | x | | x

| Persistent-new-deleted | X | X | X | X | X

Table 1-2 shows no distinguishing mark between an object in the hollow state and an object in the persistent-nontransactional state. An
object is hollow when it does not hold any of its persistent state, and it is persistent-nontransactional when it holds at least some of its



persistent state.

As Table 1-2 shows, an object cannot be new or deleted unless it is persistent. When a transaction is not active, the only objects that can be
transactional are the objects in the transient-clean state.

s
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| dentity and the Uniqueness Requirement

When JDO manages a persistent object, it periodically synchronizes the state of the object with the state in the datastore. How does JDO
match up objects in memory with the state in the datastore? Is it possible for two objects in memory to refer to the same state in the
datastore? By understanding JDO identity and the uniqueness requirement, you can answer these questions.

In Java, two references to objects may refer to the same object or distinct objects in memory. Likewise in JDO, two distinct persistent objects
in memory may refer to the same or distinct datastore objects. The term "datastore object" is really shorthand for the longer phrase "the

object's persistent state in the datastore." Persistent state in the datastore usually does not look or act anything like a Java object, but it is
convenient to use the shorthand in place of the more precise term.

In the Java language, the == operator determines whether two references refer to the same object in memory or distinct objects in memory.

On the other hand, to determine whether two persistent objects in memory refer to the same or distinct datastore objects requires the use of
the JDO identity. JDO identity is implemented in a separate object, called the identity object, that JDO associates with the persistent

object. The association between a persistent object and its JDO identity object is show in Figure 1-4. All persistent application data objects

have a JDO identity. Application data objects that are not persistent, which includes those that are JDO-transient, transient-clean, and
transient-dirty, do not have a JDO identity. The objects of supported system classes never have a JDO identity.
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Figure 1-4: Two application data objects referring to the same persistent state

By definition in JDO, two persistent application data objects in memory refer to the same datastore object if their JDO identity objects satisfy
the equal s method. In the JDO identity object's equal s method, the values of one or more fields are compared. The values of these

fields are collectively called the identity value. In Figure 1-4, the identity value is shown as contained within the JDO identity object.
Because the two JDO identity objects in Figure 1-4 satisfy the equal s method, their identity values are the same, and for that reason, the

application data objects represent the same persistent state in the datastore. By definition, there is no such thing as two distinct persistent
states in the datastore with the same identity value.

JDO does not hand off to the application a reference to the JDO identity object that JDO uses internally. Instead, when the application asks
for a JDO identity object, it receives a copy of the internal identity object. For that reason, the application never has the opportunity to alter
how JDO links the persistent object to its persistent state in the datastore.

The Three Typesof JDO Identity

There are three flavors of JDO identity, and the JDO metadata associates each application data class with one of these flavors. The first two
flavors, datastore identity and application identity, are called the durable JDO identities. As the name implies, the durable identity

value is stored in the datastore. As would be expected, the datastore ensures that all durable identity values are unique. The third flavor of
JDO identity is nondurable identity. As its name implies, its value is not stored in the datastore. Indeed, the purpose of nondurable
identity is to avoid the overhead of storing unique identity values in the datastore.

All of the application data classes that are related by inheritance to another application data class must use the same flavor of JDO identity
as the least-derived application data class in its inheritance hierarchy. For example, if Tr uck and Car are application data classes that

inherit from the Vehi cl e application data class, then the flavor of JDO identity used for Vehi cl e must also be used by Tr uck and
Car . On the other hand, if Tr uck and Car inherit from Obj ect instead, then they could use different flavors of JDO identity, because

applications do not enhance the Obj ect class.

Every JDO implementation must support one of the two durable identity types. It may, at its option, support either or both of the other two
identity types. Chapter 6 demonstrates how to determine the options that a particular implementation supports.

Datastor e | dentity

When datastore identity is used, the JDO implementation takes complete responsibility for managing the object identities for the application
data class. The identity class is defined by the implementation, and the JDO implementation selects a mechanism for generating the identity
values. As a result, the application programmer will find it convenient to use the datastore identity in many cases.

Enhancement does not add any additional instance fields to the application data class to hold the datastore identity. Because the identity
value is not stored in the application data object, the datastore identity value is opaque to the application data class. The application has no
access to its type or value, except by reflection on the identity object. JDO does not permit the application to change the value of a datastore
identity. Different implementations are very likely to have different datastore identity classes and use different algorithms for calculating the
identity value. For that reason, it is not meaningful to compare the equality of datastore identity objects that come from different
implementations.

The JDO implementation may impose additional restrictions on when it is meaningful to compare the equality of datastore identities. For
example, if the datastore reassigns identity values during reorganization, it is not meaningful to compare a datastore identity obtained before
the reorganization with a datastore identity obtained after the reorganization.

Although JDO gives implementations a free hand in the details of implementing the datastore identity class, any datastore identity class must
meet the following seven requirements:

. It must be public.
. It mustimplement Seri al i zabl e.
. It must have a public no-argument (no-arg) constructor.

. All of its instance fields must be serializable and public.



. It must have a constructor that accepts one string.

. ltst oSt ri ng method must return a string that can be passed to its string constructor, as well as to the persistence manager's
newChj ect | dl nst ance method, to obtain a new identity object that is equal to the original object from which the string was
obtained.

. Itsequal s method must return true if and only if the two datastore identity objects contain the same identity value, and its
hashCode method must return the same integer value for different identity objects when they contain the same identity value.

Two of the requirements on the list are especially interesting. First, the datastore identity object is serializable. Hence, it can be stored and
passed to other JVMs. Second, the t oSt r i ng method returns a string that can be used to re-create the identity object. In this book, this

string value is called the identity string. An identity string is very useful when dealing with HTML clients, because you can round-trip the
string to them. This gives you the opportunity to avoid holding state on the server for each client. Datastore identity, like application identity,
is @ magic cookie. The application can pass it to the persistence manager's get Obj ect Byl d method to obtain the corresponding
persistent object.

It is tempting to view the identity string as a surrogate for the identity object, but this is not strictly the case. While it is true that equality of
identity strings necessarily implies the equality of the identity objects that can be obtained with them, it is not true that equality of the identity
objects implies the equality of the identity strings that they produce. The reason for the asymmetry is this: the string constructor in the
datastore identity class can parse the string. Therefore, the t oSt r i ng method can safely construct a string that contains extraneous
information. The constructor would ignore the extra information when creating the identity object. As a result, identity strings returned from
equivalent identity objects (or even two strings from the same object at different times) could turn out not to satisfy the equal s method of
the St r i ng class. Although the specification allows this nonisomorphic behavior by its silence, most implementations are, in fact, providing

isomorphic mappings between identity objects and their identity strings.

Application Identity

The responsibility for defining and managing application identity is shared between the application and the JDO implementation. The identity
value of application identity is composed of the value of one or more primary key fields declared in the application data class. The primary
key fields are persistent fields in the application data class whose values, taken together, are unique for each object in the class of objects.

The responsibility for managing the uniqueness of the identity value is shared between the JDO implementation and the application. The
datastore fails any transaction that attempts to store an object whose primary key is already being used by another object of the same class.
The application retains responsibility for creating unique application identities. Some implementations allow the application to alter the key's
fields containing the application identity value after the object becomes persistent.

When the application makes persistent an unmanaged application data object that uses application identity, JDO constructs the application
identity object using the values of the primary key fields in the data object.

Note The implementation supports changing the application identity after the object becomes persistent if the implementation returns
the "javax.jdo.option.ChangeApplicationldentity" string from the suppor t edOpt i ons method in the

Per si st enceManager Fact or y interface. Chapter 6 describes this interface and its operations.

The JDO metadata identifies which application data classes use application identity, which fields in the application data class are key fields,
and which class is used for the application identity. In some cases, the JDO implementation will provide a tool to generate the application
identity class. In other cases, the programmer must define the class. Either way, the identity class used by JDO at runtime may be a
subclass of the defined application identity class.

The application identity class must meet the first six requirements of the datastore identity class. JDO also requires that application identity
classes meet three additional requirements:

. The instance fields in the identity class must include the key fields in the application data class, and their names and types must be the
same.

. The equal s and hashCode methods must use all of the fields that correspond to the key fields in the application data class.

. If the class is an inner class, it must be static.



Application identity provides two advantages over datastore identity. One, application identity classes are portable across JDO
implementations. Because of portability, comparisons between the application identity objects are always meaningful, even across JDO
implementations. Porting an application that uses application identity to a subsequent JDO implementation is easier because the application
can continue to use the same identity values. It is usually not possible to continue using the same datastore identity values after changing
JDO implementations. The second advantage of application identity arises because the application may know the key values before it has
the persistent object. Because it is trivial for the application to construct an application identity object when it has the key values, application
identity is very useful for retrieving individual persistent objects when their key values are known.

Regardless of the type of identity, JDO constructs the identity objects as needed. In the case of application identity, the application is
responsible for ensuring that any new application data objects added to the datastore have unique primary keys. If a new object has keys
that duplicate the keys of an existing persistent object, the transaction's commit will fail by throwing a JDO exception. The specification is not
clear about the type of JDO exception to expect.

Example of Application | dentity

Creating an application identity class that meets all nine requirements is straight-forward. For example, consider the Hef f al unp classin
Listing 1-3.

Listing 1-3: The Hef f al unp Class and Its Application Identity Class

public class Heffal ump

{

private String nane; Il primary key
private String color; // persistent fields
private int snhozzl e | engt h;

static public class HeffalunpO D i npl enents java.io. Serializable

{

public String nane;

public Heffal umpQ D()

{
}
public Heffal unpQ D(String nane)
{
if (nane == null || name.length() <= 0)

t hrow new |11 egal Argunent Excepti on(
"The nane nay not be null or enmpty");

this. nane = nane;

}

publ i c bool ean equal s(Cbj ect ot her)
{
/1 if two references to the sane object, they nust be equal
if (other == this)
return true;

/]l if the name field is not defined, then they can't be equal
if (nane == null)
return fal se;

/1 Note the use of the instanceof operator bel ow.
/1 This use allows an object of a subclass of Heffal unpd D
/] to conpare equal.
/1 The instanceof test al so catches the case where other is null.
if (!(other instanceof Heffal unpd D))
return fal se;

Hef f al unpO D hoi d = (Heffal unpO D) ot her;



return name. equal s(hoi d. name) ;

}
public int hashCode()
Eet urn nane. hashCode();
pub?i c String toString()
ieturn namne;
}
}
public Heffalunmp(String nane, String color, int snozzl elLength)
i{f (name == null || nane.trim).length() <= 0)

throw new |11 egal Argunment Excepti on(
"The heffal unp's nane cannot be null or enpty");

this.nane = nane.trin();
this.color = color;
snozzl e_|l ength = snozzl eLengt h;

}

//... additional behavior for the Heffalunp class

The Hef f al unp class in Listing 1-3 uses narne as its one key field. Multiple key fields might have been used, but the Hef f al unpisa
simple class. Hef f al unpQ D, the heffalump's application identity class, meets all nine requirements. In its equal s method, the

Hef f al unmpO Dclass checks that the key field is not null. The check is required because of the availability of a public no-arg constructor.
The equal s method uses i nst anceof to check for class compatibility. Since the JDO implementation may extend the application

identity class, polymorphic equality is needed to ensure that an instance created by the application and an instance created by JDO are
equal when their identity values are the same.

Recommended Typesfor Key Fields
The JDO specification recommends that the key fields be drawn from the following types:
. Primitives
. String
. Date
. Byte
. Short
. I nteger
. Long
. Fl oat

. Doubl e



. Bi gDeci nal
. Bi gl nt eger

The JDO implementation may choose to support additional types of key fields.
Using Application Identity for Related Compound Keys

Although the list of recommended types for key fields is long, JDO cannot handle, in an ideal fashion, related compound keys. The difficulty
is best illustrated by an example.

To model a company's personnel structure, there may be a Di vi si on object and a Teamobject. Each Di vi si on has a name that is
unique within the company. The name is the division's primary key. Each Teamhas a name that is unique within the Di vi si on. The
primary key for the team is the division name together with the team name. Each Di vi si on has a collection of the Teans within it, and
each Teamhas a reference to the Di vi si on to which it belongs.

What is the best way to define the application identity class for Tean® The tempting choice is to declare a compound key for Team as
shown in the following code:
Division division; [// reference to this team s division
/[l and first part of primary key
String nare; /1l this team s nane
/1l and second part of primary key

Given the key fields for Team the rules for application identity require the following field declarations in the team's identity class:
public Division division;
public String nane;

But Di vi si onis not a simple type; instead, it is another application data class. It may not implement the Ser i al i zabl e interface.
Even when it does, applications usually do not want a business object contained within an identity object. The Di vi si on class does not

come from the recommended field types for application keys, and for the reasons mentioned, its use is suspect. Ideally, JDO would map the
Di vi si on field in the Teamclass to the division's key field in the team'’s identity class, but JDO 1.0 does not support this mapping.

The better choice for the team's application identity class is to declare the division's key field di vi si onNane in the Teamobject, as
shown in the following code:

String divisionNane; // nane of this team s division
/[l and first part of primary key

String nane; /1l this team s nane
/! and second part of primary key
Di vi si on division; /1l reference to this teanm s division

/] but not a primary key

By using the di vi si onName and nane fields as the key fields for the Teamclass, the team's identity class can conform to all of the
required and recommended constraints for application identity.

Declaring both a di vi si onNane and a reference to a Di vi si on introduces duplication of information in the Teamclass. The
duplication requires some synchronization code. For example, the di vi si onNane should be set when the Team set Di vi si on
method is called. If the application allows a Di vi si on to change its name (this is allowing it to change its primary key), then the setter

method will have to ensure that the new name is propagated to all of the division's teams. The need for synchronization code for redundant
information is clearly not ideal. A future revision of JDO may improve how JDO handles related compound keys.

Using Application I dentity in Related Data Classes

JDO imposes complex constraints on the use of application identity for application data classes that are related by inheritance.
Implementations may not break any of these rules, but they may have rules of their own that are more restrictive. Application developers that
want a thorough understanding of how to use application identity in inheritance trees of application data classes really need to understand
three things. What are the most restrictive rules for defining application identity in inheritance trees? If you follow these rules, then your use
of application identity will work everywhere. What are the most liberal rules for defining application identity in inheritance trees? If you require



behavior that breaks any of these rules, then you will not find a JDO implementation that supports your strategy. Finally, what are the rules
that limit the JDO implementation that you have selected for your application? The implementation's rules may fall at either extreme or in the
middle.

Chapter 5 explains the most liberal rules that JDO allows. This section describes the most restrictive rules that work everywhere. There are
only two rules that you need to follow for portability.

First, application data classes that are not derived, directly or indirectly, from the same application data class should use distinct application
identity classes. If you follow this rule, you will not associate in the JDO metadata the same application identity class with different application
data classes.

Second, the application should associate the least-derived application data class, whether abstract or concrete, with a concrete application
identity class. When you follow this rule, the application data classes that derive from the least-derived application data class cannot declare
additional key fields. Instead, all of the key fields are declared in the least-derived application data class.

Note The obj ect i d- cl ass attribute of the JDO metadata's cl ass tag associates an application data class with an application
identity class.

If these two rules are too restrictive for your application, then you may want to understand the more liberal and complex constraints explained
in Chapter 5, or you may want to explore the limitations of your selected JDO implementation.

Nondurable | dentity

Providing for nondurable identity is an optional feature of the JDO implementation. As the name suggests, the identity value of nondurable
identity is not saved in the datastore with the persistent state. The reason for using this type of JDO identity is to achieve the highest
efficiency when inserting records into the datastore. It is suitable for things like log entries that are primarily write-once.

Because nondurable identity is not stored in the datastore, there is no guarantee that the same identity value will be used to refer to the
same persistent object state on multiple occasions. Data objects with nondurable identity can participate in only one transaction. If a query
that fetches a data object with a nondurable identity is run twice, the second data object returned is different from the first, even though they
both represent the same datastore state. A hondurable identity can be used only within the persistence manager that issued it and only
within the transaction in which it was obtained.

The JDO implementation defines the nondurable identity class. The JDO specification imposes a few requirements on the nondurable
identity class:

. It must be public.
. It must have a public no-arg constructor.
. All of its instance fields must be serializable and public.

Although applications may use nondurable JDO identities for special cases, as a rule, applications use the two types of durable identities for
their application data classes.

Note The type of JDO identity used for an application data class is specified in the JDO metadata and is fixed at class enhancement
time. Chapter 5 describes the JDO metadata.

The Uniqueness Requirement

Given either the persistent object or its identity object, JDO can provide the application with the other. By comparing their identity objects with
the equal s method, the application can determine whether two persistent objects refer to the same persistent state in the datastore. Just

as two references refer to the same object in memory when they satisfy the == operator, two application data objects in memory refer to the
same state in the datastore when their identity objects satisfy the equal s method. Likewise, two distinct objects in memory refer to
different states in the datastore when the comparison of their identity objects is valid, but comparing them with their equal s method
returns false.

The type of JDO identity determines when the identity object's equal s method performs a meaningful comparison. For either datastore or
application identity, the equality test is valid across queries, transactions, and persistence managers. For application identity, the equality test



is also valid across JDO implementations. For distinct nondurable identity objects, the equality test is valid only when it returns true.

Knowing how to tell when two data objects refer to the same persistent state is good, but knowing when there may be, or when there may not
be, a multiplicity of data objects that all refer to the same persistent state is better. In short, does JDO limit the potential for multiplicity?

Although the equality test between identity objects is robust, JDO provides a simpler test that handles the typical case. This simpler test
exists because JDO imposes the uniqueness requirement on JDO implementations. To understand the uniqueness requirement, consider
the following conditions:

. Let A and B be two (possibly distinct) persistent objects in the memory of the same application data class.

. Letthe application data class use a durable identity, either datastore or application.

. Let A and B be managed by the same persistence manager.

. Let A"and B' be the two (possibly distinct) persistent states in the datastore that A and B refer to respectively.

Under these conditions, the uniqueness requirement is the rule that if A" and B' are the same persistent state, then A and B must be the
same object in memory. In other words, every persistence manager creates no more than one persistent object for any persistent state.

The uniqueness requirement applies regardless of how the references to persistent objects were obtained, as long as the application uses
the same persistence manager to obtain them. The application may obtain the references from a query, by fetching an object by identity, by
making a transient object persistent, or by navigating the persistent fields of other persistent objects.

Note The uniqueness requirement does not prevent garbage collection of persistent objects. The implementation does not hold a
strong reference to persistent objects that are hollow or persistent-nontransactional. When the application does not hold a strong
reference to these objects, they may be garbage collected. After garbage collection, if the application again retrieves the same
datastore objects, JDO will create new persistent objects with an equivalent durable identity. The creation of duplicates after
garbage collection has no effect on application logic, since the application cannot have at the same time references to both the
garbage-collected object and the duplicate object.

In the typical case, application code handles the persistent objects of one persistence manager at a time. In this case, a test for the object
identity (==) of the possibly distinct application data objects is sufficient to determine whether the possibly distinct application data objects

refer to the same or different persistent states in the datastore.
The Uniqueness Requirement Simplifies Application Code

The uniqueness requirement simplifies the application logic that manipulates persistent objects. Within the confines of one persistence
manager, the term "same object" means both the same object in the datastore and the same object in memory. The uniqueness requirement
ensures that either both conditions are satisfied or neither condition is satisfied.

The uniqueness requirement is notable for the issues that the application code avoids because this requirement is enforced. If there were
multiple application data objects within the same persistence manager that referred to the same datastore object, then who is responsible for
ensuring that they have the same representation? In the event of inconsistent changes in duplicate objects, which object updates the
datastore? The uniqueness requirement prevents these issues from arising when durable identities are used. Each persistence manager can
manage at most one object with a durable identity for any persistent state. When two distinct application data objects represent the same
state in the datastore, but the objects are managed by distinct persistence managers, then the inconsistencies between the two
representations are handled by the transactional semantics, which Chapter 4 details.

The uniqueness requirement is Ockham's razor in JDO. William of Ockham was a fourteenth-century philosopher who remains famous for
saying in an ontological debate that objects should not be created needlessly. His rule became known as Ockham's razor. In JDO, a
persistence manager maintains the simplest representation in memory of persistent state because it never creates more than one persistent
object to represent the same persistent state.

Satisfaction of the uniqueness requirement is what allows the application to rely on JDO to simply and consistently represent persistent
relationships in memory. Remember the earlier example of two persons owning the same dog. If two persons a and b are fetched within the

same persistence manager, and they own the same dog, then the truth of the expression a. myDog == b. nyDog is the simple and
consistent way that JDO represents in memory the relationship in the datastore.

No Uniqueness Requirement for Nondurable I dentity



If nondurable identity is used, then multiple application data objects may represent the same state in the datastore and be managed by the
same persistence manager. As a result, it is possible for two persistent objects, using nondurable identity and managed by the same
persistence manager, to have inconsistent changes for the same persistent state. The JDO implementation is responsible for throwing an
exception if it is asked to commit any transaction where this situation arises. (Although the specification is not clear, the thrown exception is
likely to be a JDOUser Except i on.) Itis the application's responsibility to prevent this error condition from occurring to avoid failures

during commit.

Linking a Transient Object to Persistent State

So far the discussion has centered around application data objects in memory and how they refer to persistent state in the datastore. The
JDO identity is the link from the persistent application data object to its persistent state. On the other hand, transient application data objects
do not have a JDO identity, and therefore JDO does not recognize any linkage from them to persistent state. In some situations, as when
application data objects are passed by value, the application may find it necessary to remember the JDO identity even after JDO has
discarded it.

Application data objects are not always persistent. As described earlier, there are many ways that application data objects become transient.
However it happens, upon becoming transient, the application data object loses its JDO identity.

Although the transient application data object loses its identity, the notion that it still represents a particular persistent state in the datastore
can remain. This can be seen by considering an example where the business service uses serialization to communicate with the client.
Suppose the application builds a remote service to examine and modify customer information using JDO. This service finds Cust oner
objects and allows the client to modify the customer's information. As mentioned earlier, serialization delivers only unmanaged objects to the
recipient. As a result, the remote client views, modifies, and returns to the service unmanaged Cust omer objects. When the service is
called to modify a customer, it receives a JDO-transient Cust orrer object from the client. There can be no doubt about the application's
intent: the returned Cust oner object represents the same customer in the datastore as the original Cust oner object that the service
fetched and sent via serialization to the client. Hence, the notion that the returned Cust oner object represents a particular persistent state
in the datastore has not disappeared, but its association with its JDO identity has disappeared.

The fact that an application data object can lose its JDO identity may seem counterintuitive, or at least unhelpful. There are times when the
application's intent clearly justifies saying that a transient application data object refers to a persistent state in the datastore, even when JDO
does not provide the JDO identity object to support this assertion. A future version of JDO will likely address this issue. Until then, JDO
provides features that the application can use to create or remember the JDO identity associated with a transient application data object.

Application identity makes it easy to produce the identity object that goes with a transient application data object. Since the primary key fields
are in the application data object, it is usually trivial to ensure that they always contain valid values. JDO will require that the key fields are
loaded when the object is loaded from the datastore or inserted into the datastore. The application can do its part by requiring that the key
fields be supplied to construct the object. As a result, the identity value should be present in the primary key fields of every application data
object that has application identity. Using the values of the key fields, the application can construct the application identity object whenever it
likes.

When the application data class uses datastore identity, the situation is more complex. In this case, the application data object must capture
its identity object, or the corresponding identity string, while the object is still persistent. JDO provides two ways to obtain the identity object,
the persistence manager's get Cbj ect | d method and the get Cbj ect | d method in the JDOHel per class. After obtaining the

datastore identity object, it should be stored in an unmanaged and serializable instance field of the application data object. Once stored, any
copies made of the object will have a reference to its identity object. The callback methods defined inthe | nst anceCal | backs

interface, which is described in Chapter 7, can be used as triggers to capture the identity object or its corresponding identity string. Chapter 7
presents an example of this usage.
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Summary

This chapter introduces JDO's persistence service and defines much of the vocabulary needed to discuss it. As often happens when a
paradigm changes, new terms are required to describe the new concepts and their interrelationships. This chapter uses, so far as possible,
old and familiar concepts to define the new terms.

JDO is a paradigm shift for application programmers who are used to working with a datastore service. JDO encapsulates and removes from
the application all of the work involved in interacting with a datastore service. In place of the datastore service for information, JDO provides
a persistence service for objects. This service ensures that some aspects of persistence are taken care of transparently without requiring the
application to make explicit requests.

Although JDO hides some persistence services, it also exposes the aspects of persistence that the application must control. Queries and
transactions are among the most important of JDO's explicit services. The next chapter describes how to construct and execute a query

using JDO.
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Chapter 2: Queries

Overview

The ability to retrieve objects by queries is an essential feature of a persistence service, and for that reason, this book begins with JDO's
query service. Queries are used to find persistent data objects that meet a set of conditions. A JDO query can search for the relevant objects
either in the datastore or in a collection of persistent objects in memory.

Queries are one way that an application can retrieve references to persistent objects, but there are a variety of other ways. An application
can retrieve an application data object using an identity object. An application can also iterate through all persistent objects of an application
data class using the Ext ent interface, which is discussed in the next section. An application may obtain a reference to a persistent object
by navigating the persistent fields of other data objects. Once obtained, references to persistent objects remain valid as long as the
persistence manager that produced them remains open. As a result, a persistent application data object can be fetched in one transaction
and modified in a later transaction.

Although there are many ways for the application to obtain a reference to a persistent object in memory, the typical application will make
heavy use of JDO's query service. This chapter describes the Quer y interface in JDO. It begins with the Ext ent interface because

extents are often used to construct queries. It describes the configuration of JDO queries, including setting the query filter and declaring
variables and parameters. It compares JDO's queries to SQL queries. This chapter concludes by examining how the development process
benefits by using the JDO query service.
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The Extent Interface

The Ext ent interface specifies a group whose membership is managed by JDO and the datastore. Unless explicitly turned off in the JDO

metadata, all application data classes are associated with an extent. An extent holds information and resources related to the class of objects
in the datastore. Extents are used primarily to specify the objects in the datastore to examine when executing a query, but extents can also
iterate the entire class of persistent application data objects. When a query uses an extent, the JDO implementation usually translates the
query into the datastore's query language and sends it to the datastore service. The persistence manager is the factory that creates

Ext ent objects.

An extent acts like a read-only collection but does not implement the Java Col | ect i on interface. Like a Col | ect i on, it can be
iterated, but it does not have a si ze method, and it has no mutating methods. There are two ways to determine if a particular object is a

member of an extent. The extent can be iterated, or a query can be executed that uses the extent. The application cannot add objects to, nor
can it delete objects from, an extent directly. Instead, the application accomplishes these tasks indirectly by calling the persistence
manager's makePer si st ent and del et ePer si st ent methods.

Extents and the Persistence Manager's | gnoreCache Property

Extents are always up-to-date with regard to the effects of committed transactions. If a committed transaction added an object to the extent
by the makePer si st ent method or removed it from the extent by the del et ePer si st ent method, a new iteration of the extent

will always include the addition and exclude the deletion. These committed transactions might be previous transactions for the current
persistence manager from which the extent was obtained, or they may be transactions committed by other persistence managers. It depends
on the implementation whether an open iterator on an extent reflects the committed transactions that have occurred since the iterator was
opened.

On the other hand, it is possible that an extent will not include the additions or exclude the deletions made within the current, uncommitted
transaction. Whether the effects of calling nakePer si st ent or del et ePer si st ent are visible to a new iterator depends on the

setting of the IgnoreCache flag in the persistence manager that produced the extent at the time that the iterator is obtained. If the flag is
set to false, then the extent's iterator will include the additions and exclude the deletions made within the current transaction. In other words,
when the IgnoreCache flag is false, uncommitted changes in the current transaction are treated the same as committed changes in
previous or other transactions. If the flag is set to true, then the iterator may exclude the changes made within the current transaction. In this
case, the setting is a hint which the implementation may, or may not, follow.

The Factory Method That Produces Extent Objects

Although Chapter 3 describes the Per si st enceManager interface, this is the appropriate place to look at its factory method that
produces Ext ent objects.

public Extent getExtent(C ass add ass, bool ean get Subcl asses)

This method is the only way to obtain an Ext ent object. The adCl ass parameter is the Cl ass object for any application data class.
The get Subcl asses flag determines whether the extent includes objects in the subclasses, if any, of the adCl ass. As long as the
persistence manager remains open, an Ext ent object can be used and reused.

An application data class does not have an extent if the JDO metadata turns off this feature for the class. In this case, get Ext ent throws
aJDOUser Except i on. Chapter 5 describes the JDO metadata.

Starting with JDO 1.0.1, an application can obtain an extent regardless of the value of the transaction's Active property or its
NontransactionalRead property. Chapter 4 discusses the Tr ansact i on interface.

Figure 2-1 shows the UML class diagram of the Ext ent interface. Six methods define the four operations and two read-only properties
shown in Figure 2-1.
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Figure 2-1: The class diagram of the Ext ent interface

The Read-Only CandidateClass Property

The Ext ent interface provides a getter method that returns the read-only CandidateClass property.
public O ass get Candi dat ed ass()

This method returns the Cl as's object for the application data class used to obtained the extent. Every persistent object returned by
iterating the extent is assignment compatible with the CandidateClass.

The Read-Only PersistenceM anager Property

The Ext ent interface provides a getter method that returns the read-only PersistenceManager property.
publ i c Persi st enceManager get Persi st enceManager ()

This method returns the persistence manager that produced the extent.

Deter mining Whether the Extent Includes Subclasses

The Ext ent interface provides one method to determine whether the extent includes objects of subclasses of the CandidateClass.
publ i c bool ean hasSubcl asses()

The value returned by the has Subcl asses method is the value of the flag passed to the get Ext ent method. When true, iterators

return objects in the CandidateClass and all of its subclasses, if any. When false, iterators do not return objects in the subclasses of the
CandidateClass.

Obtaining an Iterator over the Extent

The Ext ent interface provides a factory method that returns iterators.

public java.util.lterator iterator()

The iterators obtained from the extent iterate the objects of the extent. Iterators obtained from an extent do not support the mutating methods
inthe | t er at or interface. Calling a mutating method in the iterator results inan j ava. | ang.

Unsuppor t edOper at i onExcept i on. To obtain an iterator, either the transaction's NontransactionalRead property must be
true or the transaction must be active. If these conditions are not met, then this method throws a JDOUser Except i on. Chapter 4
describes the Tr ansact i on interface.

Closing Extent Iterators



The Ext ent interface provides two methods to close an iterator.

public void close(java.util.lterator iter)
public void closeAll /()

The cl ose method closes an iterator. Because the iterators are likely tied to resource usage in the datastore, they should be closed when
no longer needed. After an iterator is closed, its hasNext method returns false and its next method throws aj ava. uti | .
NoSuchEl enent Except i on. Closing an iterator has no effect on new or other existing iterators for the extent.

The cl oseAl | method closes all open iterators on the extent.
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The Design of JDO'sQuery Service

JDO's query service has two parts, the Quer y interface and the query language (JDOQL). The syntax and semantics of JDOQL are similar

to the syntax and semantics of Java, except that JDOQL has a smaller syntax that is less type constrained than Java. The JDO
implementation can perform the query in memory, or it can translate the query into the native query language and interface of the datastore.
JDO permits the implementation to support additional query languages. While support for additional query languages is optional, support for
JDOQL is required.

JDO supports queries on extents of persistent objects in the datastore. It also supports queries on collections of persistent objects in
memory. The JDO implementation may use the datastore's native query language and interface, or it may use its own query logic. Most
implementations have both capabilities. The implementation is expected to support large results sets. JDO does not favor the capabilities of
any particular datastore, but most JDO implementations optimize query execution for the datastore that they target. The JDO query service
allows queries to be compiled for better performance.

JDO and its query capabilities are firmly rooted in the object model of the data classes. JDOQL provides the ability to compare field values
and navigate references and collections. With these capabilities, powerful queries can be constructed in JDOQL. These queries are simple
for Java programmers to create and understand because they are based on the application data classes and on a query language that is
similar to Java.

A complete query language for the data classes would include every query that could be executed by manipulating the classes. Although
powerful, JDOQL is not a complete query language. One limitation is the inability to navigate arrays contained within the application data
class. A more important limitation is the inability to invoke the methods of the application data class. Because methods cannot be invoked,
JDOQL cannot refer to an application data class as an implementation of an interface. The inability to call methods arises because most
datastores save only the object's state and not its behavior.
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The Query Interface

The Quer y interface is used to construct and execute queries. Figure 2-2 shows the class diagram of the Quer y interface. 20 methods
define the 11 operations and 5 properties shown in Figure 2-2.
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Figure 2-2: The class diagram of the Quer y interface

Queries are serializable and can be stored. A deserialized query is no longer related to its original persistence manager. For that reason, the
only use for a deserialized query is to obtain a new query with all the same settings from any open persistence manager. The newly obtained
query is related to the persistence manager that produced it. It is not compiled, and its candidates are not set. Otherwise, its settings are the
same as the original query.

After configuration, a query can be executed any number of times in the same transaction or in different transactions. Each time the query
executes, it selects objects from the candidates based on the query filter, the candidate class, and the parameter values. The query returns
the selected objects in the results collection. The results collection is empty when no candidates satisfy the query.

Setting the Query's Candidates

The Quer y interface provides two methods to set the query's candidates.

public void setCandi dat es( Ext ent extent)
public void setCandi dates(java.util.Collection collection)

When queries are executed, they select objects from a range of candidates. These methods specify the range as either an extent or a
collection. If a collection is used, it must contain persistent objects that are managed by the same persistence manager that produced the
query. If an extent is used, it must come from the same persistence manager that created the query. Using an extent to set the query's
candidates is a hint to the JDO implementation to send the query to the datastore service. Using a collection, on the other hand, usually
causes the JDO implementation to execute the query against objects in memory.

Setting the Query's Candidate Class

The Quer y interface provides a setter method for its write-only Class property. This property is also called the query's candidate class.

public void setd ass(d ass candi dat ed ass)

Queries select objects from the candidates that are assignment compatible with the query's candidate class. The candidate class is always
an application data class. When the query's candidate class is set, but the query's candidates are not set, the query uses by default the
extent associated with the query's candidate class. In other words, if you want to run a query against an extent, you have the option of setting
only the Class property and ignoring the Candidates property.
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Generally, when queries run against extents, the candidate class of the query is the same as the candidate class of the extent. The ability to
independently set the query's candidate class becomes important when the query runs against a collection of candidate objects, as the
collection may contain objects of different classes.

Setting the Query's Filter

The Quer y interface provides a setter method for its write-only Filter property.
public void setFilter(String filter)

The query selects matching candidates on the basis of a query string, which is stored in the write-only Filter property. Later sections of this
chapter, starting with "The Syntax of the JDO Query Filter," describe the syntax and semantics of the JDO Query Language (JDOQL) used in

the query filter.

Declaring the Query's Parameters

The Quer y interface provides a method to declare the parameters that can be passed when invoking the query.

public void decl areParanmeters(String paranttring)

The query filter may, or may not, use query parameters. By declaring parameters, the application can determine at runtime the values to be
used in the query filter. The application declares parameters by passing a string to the query's decl ar ePar amet er s method. The

syntax of this string is the same as the parameter declaration clause in a Java method. For example, the following string declares two
parameters of types Foo and Bar :

"Foo foo, Bar bar"

The following string declares one integer and two Dat e parameters:
"int count, Date yesterday, Date today"

All of the parameters must be declared in one parameter string, and the names must be distinct. Field names in the candidate class,
parameter names, and variable names share the same name space. If a parameter name is the same as the name of a field in the candidate
class, the field name is hidden. The field name may still be accessed in the query filter by using the t hi s. f i el dname syntax.

JDO allows the application to declare parameters of primitive types, but the parameters passed to the query's execut e methods must be
objects of the corresponding wrapper types. When the declared parameter is a primitive, the wrapper object passed to the execut e

method cannot be null. JDO implementations may require that parameters be primitives or persistent-capable types. They may also require
that all application data objects be managed. In all cases, if the object passed as a parameter value is managed, it must be managed by the
persistence manager that produced the Quer y object. Using transient application data objects and objects of classes that are not

persistence-capable for parameter values is not portable across JDO implementations.

Declaring the Query'sVariables

The Quer y interface provides a method to declare the variables that can be used in the query filter.

public void declareVariabl es(String varString)

By using variables, the application can construct more complex query filters. Later sections of this chapter, starting with "Query Variables,"
describe the syntax and semantics of the variable string and the use of variables in the query filter.

Declaring the Query'sImports

The Quer y interface provides a method to declare the types that must be imported into the query's name space.

public void declarelnmports(String importString)

In some cases, the declared parameters and variables, or the query filter, require the importing of type names. The decl ar el nports



method sets the string that handles this need. The type of the candidate class, all the types in the package containing the candidate class,
and all the types in the j ava. | ang package are automatically imported. Otherwise, the class or interface type must be imported unless it

is fully qualified when used in the filter, parameter, or variable strings.

The imports string has the same syntax as the Java import statement. For example, the following import string identifies another place where
the query can look to find classes used in variables and parameters:

"i mport exanpl e.persistent.*;"

Wildcards are permitted but not required in the import string. The import string may contain multiple import statements separated by
semicolons. All import statements must be contained in one string.

Ordering the Results

The Quer y interface provides a setter method for its write-only Ordering property.
public void setOrdering(String orderingString)

The order of iteration for the objects returned in the results collection is specified by an ordering string that is stored in the write-only
Ordering property. The "Ordering Results" section later in this chapter describes the ordering string in detail.

Running the Query

The Quer y interface provides six methods to run the query. Most of these methods take parameters that are used when evaluating the
query filter.
public Object execute()

public bject execute(Object paraml)

public Ohject execute(Object paraml, Object paran?)

public Object execute(Object paranl, Object paranR, OCbject paranB)
public Object executeWthArray(Chject [] parans)

public Object executeWthMap(Map parans)

Each of the five methods that execute a query returns the selected objects ina Col | ect i on called the results collection. The results
collection is returned as an Obj ect and must be cast to Col | ect i on. The objects included in the results collection are assignment

compatible with the query's candidate class. The results collection cannot be modified. Any attempt to modify the returned collection results
inaj ava. | ang. Unsupport edOper ati onExcepti on.

The results collection may be very large, but it can always be iterated. The returned collection may be used in another query. The results
collection returns a value for the si ze method. This value may be the size of the collection, or it may be | nt eger . MAX_VALUE when

the JDO implementation does not know the size.

The parameters of the execut e methods are matched left to right with the parameter names declared in the parameter string. The
execut eW t hAr r ay method accepts an array of values. The parameter at index zero is matched with the leftmost parameter in the
parameter string. The execut eW t hMap method accepts a Map object that contains the parameters. The keys in the map are matched
by name to the names in the parameter string, and the value associated with the key is used as the parameter's value.

The query must pass values for all declared parameters in each execution of the query. The query does not remember the parameter values
used in an earlier execution of the query.

For the execut e methods to succeed, the persistence manager that produced the query must be open and either the transaction must be
active or the transaction's NontransactionalRead property must be true. Otherwise, the execut e methods throw a
JDOUser Except i on. Chapter 3 describes the Per si st enceManager interface, and Chapter 4 describes the Tr ansact i on

interface and its properties.

Closing the Query's Results

The Quer y interface provides two methods to close the results collections obtained from running queries.



public void close(Cbject resultsCollection)
public void closeAll ()

The results collection is an instance of a collection class supplied by the JDO implementation. It may use resources in the datastore. When
the results collection is no longer needed, it should be closed. The cl ose method closes one results collection produced by the query. The

cl oseAl | method closes all open results collections produced by the query.

When a results collection is obtained by executing a query in a transaction, the specification does not define how the results collection
behaves when it is left open after the transaction ends. Any behavior that you observe is likely to be implementation dependent. For
portability, the application should close any results collections that it obtained within the transaction either before or immediately after
completing the transaction.

After the results collection is closed, it can no longer be used or iterated. Existing iterators on the results collection return false from the
hasNext method and throw the NoSuchEl enment Except i on from the next method. The application can continue to use the

persistent objects that it found in the results collection prior to closing it.

Compiling a Query

The Quer y interface provides a method to compile a query prior to using it.

public void compile()

Although any query can be compiled, because queries that use parameters are often reused, it makes sense to compile them. The
implementation can optimize compiled queries for higher performance. In the case of a relational datastore, the compiled query is likely to
use a prepared statement for faster performance. Compiling a query may detect problems with the query's configuration prior to execution.

The IgnoreCache Property

The Quer y interface provides getter and setter methods for its IgnoreCache property.

public void setlgnoreCache(bool ean fl ag)
publ i c bool ean getl gnoreCache()

The read-write IgnoreCache property in the Quer y interface determines whether the query uses the data objects that are persistent-

new, persistent-deleted, and persistent-dirty in determining the results of executing a query against an extent. The initial value of the
IgnoreCache property is inherited from the persistence manager that produced the Quer y object. The section "Using or Ignoring the

Cache in a Query" later in this chapter examines this property in detail.

The Read-Only PersistenceM anager Property

The Quer y interface provides a getter method for its read-only PersistenceManager property.
publ i c Persi st enceManager get Persi st enceManager ()

This method returns a reference to the persistence manager that produced the query.

[« previous [ nexr o |
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Factory Methods That Produce Query Objects

The newQuer y methods in the Per si st enceManager interface are the factory methods that produce Quer y objects. Although
the Per si st enceManager interface is described in Chapter 3, this is the appropriate place to describe its newQuer y methods.
public Query newQuery(C ass candi dat eCl ass)

public Query newQuery(Extent candi dates)

public Query newQuery(C ass candi dat eCl ass, Coll ection candi dates)

public Query newQuery(C ass candi dateCl ass, String filter)

public Query newQuery(Extent candi dates, String filter)

public Query newQuery(C ass candi dat eCl ass, Collection candidates, String filter)

When the query executes, it must know or be able to determine three things: its query filter, its candidates, and its candidate class. Each of
these factory methods is a convenience method that produces a query ready to use, as long as the filter does not use parameters or
variables. If the filter is not defined when the query executes, the filter evaluates to true for every candidate instance. If the candidate class is
not defined when the query executes, but an extent provides the candidates, then the query's candidate class defaults to the extent's
candidate class. Likewise, if the candidates are not defined when the query executes, but the candidate class is defined, then the candidates
default to the extent that is associated with the candidate class.

After obtaining a Quer y object, the application can perform any additional configuration required by using the operations and properties of
the Quer vy interface.

public Query newQuery()

This factory method produces a Quer y object that needs configuration before it can be used. You may find that your code is more self-
documenting when you use this method and the Quer y configuration methods than when you use the convenience factory methods.

public Query newQuery(Qbject query)

This method returns a new Quer y object associated with the persistence manager. Its primary use is to create viable Quer y objects from
deserialized Quer y objects. The returned Quer y object does not have its candidates set, and it is not compiled. Otherwise, it has the
same settings as the Quer y object supplied to the method. The deserialized Quer y object and the persistence manager must come from
the same JDO implementation.

public Query newQuery(String altQueryLanguage, Object altQueryQbject)

JDO implementations must support JDO's Query Language, but they may also support another query language. With this method, the
application can construct a Quer y object that uses a vendor-supported query language and a vendor-defined object.
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The Syntax of the JDO Query Filter

The selection logic of the JDO query is expressed in the filter string, which uses terms, operators, and query methods to create a Boolean
expression. For every object in the extent or collection of candidates, if the Boolean expression of the filter string evaluates to true for that
object and the object is an instance of the query's candidate class, the object is included in the results collection. If the filter string is not
specified, or if it is specified as the empty string, it defaults to true. In this case, every candidate that is an instance of the candidate class
satisfies the query filter.

The Termsof JDOQL

The most frequently used term of a query filter is the name of a persistent field in the query's candidate class, which is always an application
data class. In the simple case, the field name is compared to another term. The examples that follow use the field names defined in the
classes Foo and Bar , shown in Listing 2-1.

Listing 2-1: The Persistent Fields of the Foo and Bar Classes

public class Foo

{

private String nane;
private int nunber ;
private Bar speci al Bar;

private HashSet nyChildren; // collection of Foo el ements
private HashSet all MyBars; // collection of Bar elements

public class Bar

{

private int size,

Note You might want to bookmark Listing 2-1, as the Foo and Bar classes are used for many examples in this chapter.

If Foo is the candidate class, then the names of the fields in Foo can be used directly in the query filter. The following query filter selects all
the Foo objects where its nunber is 5 and its nane is "Mars":

"nunber == 5 && nane == \"Mars\""

Note that the query filter is a string and is, therefore, quoted. Any strings contained within it must be quoted as well, and for that reason, their
quotation marks must be escaped. The query filter can use field names that are private as well as any other level of accessibility.

Although the filter looks very similar to a Java expression, the use of the equality (==) operator to compare nane to "Mars" is not a Java
idiom. In Java, the expression

name == "Mars"

can be false even when nane contains the string value "Mars". In Java, the equality operator compares JVM identity, but when comparing
strings, it is usually the string values, not the JVM identities, that should be compared. The following expression shows the Java idiom that
compares string values:

nane. equal s(" Mars")

The use of the equality operator in the query filter works because JDOQL has different semantics than the Java language. In JDOQL the
equality operators (==, ! =) compare the values of embedded objects and the JDO identities of application data objects. (You may recall

from Chapter 1 that embedded objects do not have a JDO identity.)



The keywords t hi s and nul | can also be terms in the filter expression. The keyword t hi s refers to the candidate that is being
evaluated. Using Foo as the candidate class, the following query filter selects all the Foo objects whose speci al Bar field is not null:

"specialBar != null"

Reference fields can be navigated within the query filter by using the field access (.) operator, as in the following example that finds all Foo
objects with a special Bar object whose si ze is 2:

"speci al Bar. si ze ==

In a query filter, if a reference is null, then any subexpression using the reference evaluates to false. For that reason, the check for the null
value in the following example is unnecessary:

"specialBar != null && special Bar.size == 2"

In general, the root terms of a JDO query filter expression or subexpression must be one of the following:
. One of the four keyword literals: nul | ,t hi s,true,orf al se
. A literal numeric, character, or string value (for example, 42, 3.14, 'c', or "John Smith")

. The name of a persistent field in the candidate class, or of a persistent field reached from these by one or more field access (.)
operators (for example, speci al Bar or speci al Bar . si ze)

. A declared variable or parameter or a persistent field reachable from these by one or more field access operators

Parameters and variables are covered in the sections that follow. Literal string values are contained within double quotes that must be
escaped within the query filter string, as the preceding examples show. Literal numeric values may be integer or floating point.

The final static members of a class would be a wonderful addition to the list of terms for JDOQL. Although the 1.0 specification allows this
feature, it does not require it.

The Operators of JDOQL

The terms of JDOQL can be used to build Boolean expressions using the operators shown in Table 2-1. Most of the operators of the Java
language are listed in Table 2-1.

Table 2-1: JDOQL Operators

| Qper at or Descri ption
== Equal
I = Not equal
> Greater than
< Less than
>= Greater than or equal
<= Less than or equal
& Boolean AND
&& Conditional Boolean AND
| Boolean OR
| Conditional Boolean OR
! Boolean NOT
~ Integral bitwise complement




+ Addition or string concatenation

| - Subtraction or unary sign inversion
* Multiply by
/ Divide by
() Explicitly delimit subexpression
(type) Cast to type

| : Field access

The XOR (") operator is not on the list. Although JDO 1.0 is inconsistent on this point, JDO 1.0.1 does not include the XOR operator.

The semantics of the operators are similar to, but not identical to, their counterparts in the Java language. The equality operators (==, ! =)
test JDO identity for application data classes and perform the semantic equivalent of the equal s method for the supported system classes.
The equality operators never test JVM identity. String concatenation (+) occurs only between strings and does not support the string +
primitive construct of the Java language. Strings can be compared with the ordering operators (<, <=, >, >=). JDO leaves it to the

implementation and the datastore to determine whether this is a lexicographic or locale-specific comparison. Whether the string comparisons
are case sensitive also depends on the implementation.

The equality operators and the ordering operators accept both numeric primitives and the Nunber types (Byt e, | nt eger, Fl oat,
Doubl e, Long, Short, Bi gDeci nal , Bi gl nt eger ). Forthe Nunber types, the operators use the wrapped value within the
object. The equality operators and the logical operators (! , | , | | , & &&) do the same for bool ean and Bool ean. The equality and
ordering operators perform time-value comparisons between objects of the j ava. ut i | . Dat e class. The math operators (+, -, *,/ , ~)
accept both numeric primitives and the Nunber types. Arithmetic terms are promoted to compatible types for operations.

As was mentioned earlier, when speci al Bar is null, the expression

speci al Bar. si ze ==

throws a Nul | Poi nt er Except i on in Java, but for the same condition in JDOQL, the expression evaluates to false. In general, when
aNul | Poi nt er Except i on arises during filter evaluation against a candidate, the innermost expression containing the field operator

evaluates to false. The overall filter expression may still evaluate to true, and as a result, the candidate may still be included in the results
collection. In this way, JDOQL shields the query execution from the hazards of individual candidates that may have a null reference in the
fields that the JDOQL filter navigates.

Beginning with JDO 1.0.1, JDOQL also shields the query evaluation when a Cl assCast Except i on arises from using the cast

operator. For each candidate where the exception is thrown, the innermost subexpression that gives rise to the exception evaluates to false.
The overall filter expression may still evaluate to true, and as a result, the candidate may still be included in the results collection. In essence,
the shielded cast operator acts as an i nst anceof operator in JDOQL, because it evaluates to false if the candidate is not of the right

type.

The conditional Boolean operators (&&, | | ) ensure that the right term is evaluated only if that evaluation makes a difference in the

expression's value, but this feature is not tested by the JDO certification test suite. Because operators with side effects are not present in
JDOQL, the conditional Boolean operators are an optimization with no semantic consequences.

Some Java operators are missing in JDOQL. The i nst anceof operator, the increment and decrement operators, and all of the
assignment operators are not part of JDOQL. None of the operators included in JDOQL have side effects. Most of the bitwise operators are
excluded, and the new operator is not supported. The array access operator ([ ] ) is also missing.

JDO implementations may add other operators to JDOQL. Using these extensions limits the portability of your application between different
JDO implementations.

The Query Methods of JDOQL

JDOQL defines four query methods for use within the query filter. Two of the query methods operate on strings, and two operate on



collections. Table 2-2 lists the four query methods.

Table 2-2: JDO Query Methods

| Query Met hod Descri pti on
startsWth(String) Tests if the string begins with the passed string, no wildcards
endsWth(String) Tests if the string ends with the passed string, no wildcards
cont ai ns( Cbj ect) Tests if the collection contains the object
i sEmpty() Tests if the collection is empty

The st art sW t h query method tests whether a string begins with a particular substring. For example, the following query filter on the
candidate class Foo finds the foos whose names begin with "Jo":

"nane. startsWth(\"Jo\")"

The endsW t h query method tests whether a string ends with a particular substring. The st ar t sW t h method is found in the Java
Stri ng class, butwhen st art sW t his used in a JDOQL query filter, what it signifies depends on whether the query runs against
objects in memory or against an extent in the datastore. If the query runs in memory, then the St r i ng class's st ar t sSW t h method is
called. If the query runs in the datastore, then the st ar t sW t h method is translated into the semantic equivalent in the datastore's query
language. When the st ar t sSW t h and endsW t h methods execute in the datastore, JDO does not define whether they are case
sensitive or case insensitive.

If a collection reference is null or if the collection is empty, the i sEnpt y method evaluates to true and the cont ai ns method evaluates
to false. The cont ai ns query method has a special meaning when used with a variable. The section entitled "The Special Syntax and
Semantics of the contains Method" that comes later in this chapter describes the cont ai ns query method.

In JDOQL there is no general support for methods, but implementations may support additional nonmutating query methods in JDOQL. By
using an implementation-supplied extension, you limit the portability of your application.

A General Difficulty with Interface Types

Java interfaces are used to model the common behavior of unrelated classes. Since Java does not support multiple inheritance, an interface
handles the need to put a common type on classes that do not share a common implementation. Generally, application data classes are fine-
grained objects with only the behavior necessary to access and maintain the integrity of their data fields. As a result, many application data
classes are simple classes that do not use application-defined interface types for persistent fields. On the other hand, for those classes that
use such fields, be aware that JDOQL imposes limitations.

Although application data classes have persistent fields, interfaces never have persistent fields. The only members of interfaces are methods
and static fields. As Chapter 5 explains, static fields are never persistent. To query on a field that is an application-defined interface type, the
query filter must cast the field to one of the application data classes that implements the interface. If several application data classes
implement the interface, a separate filter clause might be required for each implementing class. Clearly this approach is not modular since
the query filter must be changed each time a new class implements the interface.

For these reasons, the use of application-defined interface types in the design of application data classes imposes one of two costs on the
application's design. Either the fields of application-defined interface types cannot be used in queries, or the query filter is dependent on the
list of application data classes that implement the interface.
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Query Variables

Variables are used to refer to the range of objects within an extent. When the query filter uses a variable, it evaluates to true only when there
is at least one object in the extent of the variable such that all the subexpressions that use the variable evaluate to true. For example, the
following query filter uses the variable somreBar :

"al | MyBars. contai ns(soneBar) && soneBar. size ==

The filter selects a Foo object only when there is at least one Bar object that meets two criteria: the Bar object is a member of the foo's
al | MyBar s collection, and its si ze is 3. Variables are typically used to navigate collection fields within the query.

In the preceding example, the only Bar objects that need to be considered are the objects that are members of the al | MyBar s collection

field. When the range is limited to the members of a collection field, the variable is a constrained variable. Otherwise, the variable is an
unconstrained variable that ranges over the entire extent of the variable's application data class. The distinction is important because JDO
implementations are required to support constrained variables, but they are not required to support unconstrained variables.

The application declares variables in the string passed to the decl ar eVar i abl es method. The variable sorreBar is declared in the
following string:
"Bar soneBar;"

The syntax of the variable string is the same as the syntax for local variable declarations in Java with two exceptions: only one variable can
be declared for each type declaration, and the trailing semicolon is optional. For example, if the query filter required a Foo variable and a

Bar variable, either of the following two variable declaration strings work equally well:

"Foo foo; Bar bar;"
"Foo foo; Bar bar"

Notice the missing semicolon in the second string.

If two Foo variables are required, then the following declaration string works:

"Foo x; Foo y;"

On the other hand, the following string would not be accepted, because each variable needs to be matched with its type:
"Foo x, y;"

All variables for a query must be declared in one variable string. The variable strings do not accumulate.
In most cases, the type of a variable will be an application data class. In any event, a variable type must be a persistence-capable type.

The names of variables must be distinct, and they cannot duplicate parameter names. If a variable name is the same as a field name in the
candidate class, it hides the field name, which can still be accessed using the t hi s. f i el dnane syntax.

Multiple variables may be used in a query. During filter evaluation, there is no requirement that different objects be used for different
variables of the same type. For example, to find all Foo objects that have at least two children, use the following variable declaration:

"Foo chil dA; Foo chil dB;"

and this query filter:
"myChi | dren. contai ns(chil dA) && (nmyChildren.contains(childB) & childA != childB)"

Without the inequality expression, the same child could satisfy both the first cont ai ns expression and the second cont ai ns
expression.

Some JDO implementations support unconstrained variables. In this case, the unconstrained variable ranges over the corresponding
Ext ent of its application data class. If the class does not have a corresponding Ext ent , then the subexpression using the variable

always evaluates to false. For example, when the JDO implementation supports unconstrained variables, you can find all the Foo objects



that have the same name by declaring the variable
n FOO y; n

and using this query filter:
"name == y.nanme & & this !'= y"

The Special Syntax and Semantics of the contains Method

Informally, a variable is constrained if it is limited to the objects contained in a persistent collection field. Formally, the definition is based on
the syntax of the query filter. A variable is constrained if each OR expression that uses the variable also uses a cont ai ns query method

to limit the variable's range to the members of a collection field. The cont ai ns expression must be the left term of an AND expression
where the variable is used in the right term. The following query filter, used earlier:

"al |l MyBars. contai ns(soneBar) && soneBar.size == 3"

satisfies the requirements, but the following filter, which commutes the && operator, does not:
"someBar.size == 3 && al | MyBars. cont ai ns(soneBar) "

Implementations that require constrained variables accept only the first form of the query.

Other query filters may appear to satisfy the conditions but, in fact, do not. For example, the following filter appears to satisfy the condition:

"books. cont ai ns(sonmeBook) && soneBook. cat egori es. contai ns(soneCat) &&
someCat . nane == \"Travel\""

In fact, the conditions for a constrained variable are not met, since the AND operator associates to the left. As a result, the expression
books. cont ai ns(soneBook) && soneBook. cat egori es. cont ai ns(soneCat)

is the left term for the last expression.
soneCat . na == "Travel "

Because the left term is an AND expression instead of the required cont ai ns expression, JDO implementations that require constrained
variables do not accept this query filter.

On the other hand, when parentheses are added as shown in the following example, JDO accepts the query filter because the requirements
for a constrained variable are met:

"books. cont ai ns(someBook) &&
(sormeBook. cat egori es. cont ai ns(soneCat) && soneCat.nane == \"Travel\")"

The Semantics of Constrained Variables

Semantically, a constrained variable is an existence expression. Consider again the example that follows:
"al | MyBars. contai ns(soneBar) && soneBar. size ==

This JDOQL expression means, "There exists a sonmeBar that is a member of al | MyBar s such that soneBar . si ze equals 3."

For a practical example of the semantics in action, consider the two Foo and four Bar objects presented in Table 2-3. The preceding query
filter selects every Foo object that has at least one Bar object of si ze 3inits al | MyBar s collection. For the objects in Table 2-3,
f 001 is selected because of bar 2, and f 002 is selected because of bar 3.

Table 2-3: The State of Two Foo and Four Bar Objects

Qoj ect al | MyBar s Si ze
f ool bar 1, bar 2

f oo2 bar 3, bar 4




bar 1 2
bar 2 3
bar 3 3
bar 4 4

The preceding JDOQL expression can be negated as shown in the following expression:
"I'(all MyBars. cont ai ns(sonmeBar) && soneBar. size == 3)"

In JDO 1.0, there was some confusion on the semantics of this negated query expression. JDO 1.0.1 resolved this confusion. Starting with
JDO 1.0.1, this negated expression means, "There does not exist a sorreBar that is a member of al | MyBar s such that soneBar .

si ze equals 3."

Without delving into the propositional calculus that underlies this logic, you can see intuitively that the following for-each statement is
semantically equivalent to the negated existence statement, "For each soneBar thatis a member of al | MyBar s, soneBar . si ze

is not equal to 3."

Regardless of which semantic statement you prefer, the meaning of the negated query expression is the same. When the query expression
is evaluated, f 001 is rejected because of bar 2, and f 002 is rejected because of bar 3. The query results in this case are empty.

DeMorgan RulesDo Not Apply to Constrained Variables

In Boolean logic, DeMorgan rules allow semantically neutral transformations of some negated Boolean expressions. For example, if A and B
are Boolean expressions, then the expressions

I(A && B)

A 'B

are semantically equivalent, that is to say, either both are true or both are false. The same is the case for the following pair:

(A ]l B)
IA 88 B

In the case of JDOQL, the expressions that use constrained variables cannot be transformed in either a syntactically or semantically neutral
way by the DeMorgan rules. Using DeMorgan's rules, the negated query expression

"I'(al |l MyBar s. cont ai ns(soneBar) && soneBar.size == 3)"

transforms to the following query expression:
"lal | MyBars. contai ns(soneBar) || !(soneBar.size == 3)"

The transformed query expression no longer contains a constrained variable, since the syntactic rules discussed earlier for a constrained
variable have been broken. As a result, those JDO implementations that do not support unconstrained variables reject this query filter based
on its syntax.

For those implementations that support unconstrained variables, the semantics of the transformed filter have also changed. The left side of
the OR is true when there is a Bar object anywhere in the extent of Bar objects that is not a member of this Foo object's al | MyBar s

collection. The right side of the OR is true, when there is a Bar object anywhere in the extent of Bar objects whose si ze is not 3. In the
case of the objects in Table 2-3, f 001 is selected because of bar 1, bar 3, or bar 4, and f 002 is selected because of bar 1, bar 2,
or bar 4. As you can see, the transformed query filter does not select the Foo objects that the untransformed filter selected.

Because DeMorgan rules fail for JDOQL expressions that use constrained variables, you must take care when constructing complex, and
particularly negated, expressions that navigate collections. Fortunately for application developers, complex JDOQL filters are the exception
rather than the rule.
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Ordering Results

The results are returned in a collection whose order of iteration can be controlled by setting the query's write-only Ordering string property.
The ordering string consists of one or more ordering clauses separated by commas. Each ordering clause consists of a field expression
followed by one of the two keywords ascendi ng or descendi ng. The field expression may be a simple field name of the candidate

class, or it may be a compound field name using one or more field access operators. The fields must be persistent, and their types can be
any of the following:

. Primitives except bool ean

Wrapper types except Bool ean

. Bi gDeci mal

. Bi gl nt eger

. String

. Date
Like the other strings that determine the query's behavior, there is only one ordering string for each query.
The ordering clauses are evaluated from left to right. If the clause to the left does not determine the relative ordering of two objects in the
results, then the next clause to the right is evaluated, and so on, until either the ordering is determined or all the clauses have been
evaluated. A field expression evaluates to null if any of the component field names evaluate to null. When a field expression evaluates to null,

it depends on the implementation whether the object containing the null reference comes before or after objects that have values for the field.

Let's look at several examples that illustrate the syntax of the ordering string. Listing 2-2 shows the persistent fields of the Song and
Label application data classes. When Song is the candidate class, any of the following strings can be the ordering string:

. "title ascending"
. "label.name descending"
. "label.hnometown ascending, title ascending"

Listing 2-2: The Persistent Fields of the Song and Label Classes

public class Song

{
private String title;
private Label |abel;

public cl ass Label

{

private String nane;
private String honet own;

In the first case, the results would be in ascending order by the title string, in the second case in descending order by the name of the label,
and in the third case, in ascending order by the label's hometown and, within that, in ascending order by the song's title.
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Using or Ignoring the Cachein a Query

Each persistence manager controls a cache of persistent application data objects in memory. When a transaction is active, the persistent
objects can become transactional. JDO assumes responsibility for the consistency of transactional and persistent objects with the
corresponding state in the datastore. If these objects are modified, JDO assumes responsibility for synchronizing their changed state with the
datastore before the transaction commits.

When the query ignores the cache, the persistent and transactional objects in the cache are not considered when determining the query
results. On the other hand, when the query uses the cache, the modified state in the cache may determine the query results. This modified
state includes the state of persistent-dirty, persistent-new, and persistent-deleted objects in the cache.

Consider the Tr uck objects described in Table 2-4. Before the transaction begins, there are three trucks, T1, T2, and T3, that are all

painted red. After the transaction begins, the three trucks are retrieved and loaded into the cache. During the transaction, the T1 truck is
deleted. A new T4 truck with the color blue is made persistent, and the color of the T3 truck is changed to blue. (For simplicity, the Tr uck

class represents the truck's color ina St r i ng field named, appropriately, col or .)

Table 2-4: The Cached State of Red and Blue Trucks Prior to Query Execution

| ldentity | Col or | Managenent State

| T1 | Red | Persistent-deleted

| T2 | Red | Persistent-clean or persistent-nontransactional
| T3 | Blue | Persistent-dirty (color changed)

| T4 | Blue | Persistent-new

When the application uses the two query filters

"color == \"red\""
"color == \"blue\""

which trucks are found? For the first query, if the cache is not ignored, then only T2 is found. T1 and T2 are not found because T1 has
been deleted and T3's color has changed to blue. On the other hand, if the cache is ignored, then T1, T2, and T3 are found, because the
changes in memory do not affect the query results. The second query has a similar story. If the cache is not ignored, then T3 and T4 are
found; otherwise, no blue trucks are found.

The query inherits the value of its IgnoreCache property from the persistence manager that produced it. When the query's IgnoreCache
property is false, it determines the query's behavior, but when it is true, it is only a hint. When the query ignores the cache, the specification
does not make it clear whether JDO is guaranteeing to ignore all the changes or only so many of them as is convenient. On the other hand, if
the query is directed to not ignore the cache, then the query must consider all the changes in the cache that could affect the query's results.

The setting of the IgnoreCache flag affects query results only when three conditions are met. First, the transaction for the query's
persistence manager must be active. When the transaction is not active, there are no persistent-new, persistent-deleted, or persistent-dirty
objects in the cache. Second, the query must run in the datastore. If the query runs in memory, then the uniqueness requirement ensures
that cached objects are used. Third, some persistent objects must have been added, deleted, or modified in the transaction. Setting the
IgnoreCache flag to true or false never alters the query results unless these three conditions are met.

Applications use the IgnoreCache flag to trade off accuracy in the query results for better performance. To understand how the
IgnoreCache flag may affect performance, it is helpful to consider some implementation details. By flushing the changes in the cache to
the datastore before sending the query to the datastore, the JDO implementation ensures that the query results reflect the changes in
memory. (There may be other ways to accomplish the same objective, but this is the obvious way to do it.)

Although flushing before the query is extra work, it is more work in some cases than in others. In a datastore transaction, the flush needs to
occur only once for each modification. Because a datastore transaction keeps the database transaction open, the work done in the flush is
not lost, and the flush would have to occur anyway when the transaction commits. On the other hand, in an optimistic transaction, the same
modifications might be flushed more than once. Since an optimistic transaction prefers to close the database transaction as soon as
possible, the same modifications might be flushed for every query execution.



As a general rule then, the time to consider setting the query's IgnoreCache flag to true is when the application executes queries in
optimistic transactions after modifications have been made. If this situation is avoided, then the recommended action is to set the flag to false.

[rreviovs [
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SQL Queries That Can Be Mapped to JIDOQL

If you are familiar with SQL, you may find it helpful to examine the JDOQL queries that correspond to a representative sample of SQL
queries. The examples in this section use four application data classes that provide a simple model of a small town library.

The persistent object model for the small library is presented in Figure 2-3. The Library application in the JDO Learning Tools uses these
classes. The Library application is designed to explore JDOQL. Chapter 8 discusses the JDO Learning Tools.

D™
Borrower == Book
1 o
becones a
[+ . | 0:."
Volunteer Category

Figure 2-3: Object model for a simple library

Books and borrowers are two important classes in the library's persistent object model. A borrower can borrow from zero to any number of
books. Each book is either borrowed or not borrowed. Books are categorized by subject. A book may fall into one or more categories, and
each category may have any number of books. Finally, since this is a small town library, volunteers are important to the institution. A
volunteer is always a borrower, but not all borrowers are volunteers. Although inheritance might model the relationship between volunteer
and borrower, composition is a better approach because borrowers can both become and cease to be volunteers.

The outline of the application data classes is contained in Listing 2-3. All the listed fields are declared persistent in the JDO metadata. The
examples of JDOQL query filters that follow use these persistent fields.

Listing 2-3: The Persistent Fields of the Library Classes

public class Borrower
{
/'l each of the fields belowis a persistent field
private String nane;
private HashSet books; // borrowed books
private Vol unteer vol unteer;

public class Vol unt eer
{
/'l each of the fields belowis a persistent field
private int hoursPerWek;
private Borrower borrower;

public cl ass Book
{
/1 each of the fields belowis a persistent field
private Date checkCQutDat e;
private String title;
private Borrower borrower;
private HashSet categories; // book's categories
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public class Category

{

/1l each of the fields belowis a persistent field
private String nane;
private HashSet books; // books in this category

Note You might want to bookmark Listing 2-3, as the library classes are used for most of the remaining examples in this chapter.

The four classes are mapped to the relational tables BORROWER, VOLUNTEER, BOOK, and CATEGORY. The many-to-many relationship
uses the cross-reference table CATEGORY_BOOK. Listing 2-4 describes the column structure of these tables. The proposed mapping of the

application data classes to the relational tables is straightforward, but it is not the only possible mapping. Each JDO implementation for
relational databases determines the mappings that it will use. The SQL queries that follow use the columns in these tables.

Listing 2-4: The Relational Tables for the Library Classes
Tabl e BORRONER

| NTEGER BORROWER | D ( PK)
VARCHAR( 80) NANE

Tabl e VOLUNTEER

| NTEGER VOLUNTEER | D ( PK)
| NTEGER BORROWER | D ( FK)
| NTEGER HOURS_PER WEEK

Tabl e BOOK

| NTEGER BOOK_| D ( PK)

VARCHAR( 80) TI TLE

DATE CHECKOUT

| NTEGER BORROWER | D ( FK)
Tabl e CATEGORY

| NTEGER CATEGORY_I D ( PK)
VARCHAR( 80) NANE

Tabl e CATEGORY_BOOK

| NTEGER CATEGORY_ | D ( FK)
| NTEGER BOOK_| D ( FK)

Select on One Table

The ability to select on one table for some criteria is straightforward both in SQL and in JDOQL. For example, to select books with the title
Gone Fishing, the following SQL query works:

sel ect book_id, checkout,title,borrower_id frombook where title = ' Gone Fi shing'

Using Book as the candidate class, the corresponding JDOQL query is the following expression:
"title == \"Gone Fishing\""



The results collection contains only books entitled Gone Fishing. If the library doesn't carry this title, the collection is empty.

Select on Join Using One-to-One Relationship

The ability in SQL to join on a one-to-one relationship has its counterpart in JDOQL. If the purpose of the query is to determine whether any
volunteers are named Tom, then the following SQL query does the job:

sel ect A volunteer _id, B.nanme fromvolunteer A borrower B
where A borrower _id = B.borrower_id and B. nane = ' Toni

Using the candidate class Vol unt eer , the equivalent JDOQL query is the following expression:

"borrower.nane == \"Tom""

As this example shows, navigating a field in JDOQL may translate to joining two tables in SQL.

Although SQL can bring back pieces of information from many tables, a JDO query brings back only objects that are assignment compatible
with the candidate class. To get related objects, the application must navigate the field references within the returned objects. JDO provides
transparently the mechanism to support the navigation, but this mechanism may generate more queries (in this case SQL queries) against
the datastore service.

Select on Join Using One-to-M any Relationship

The ability of SQL to query based on a one-to-many relationship has its counterpart in JDOQL. If the query were to find all the books that
Tom borrowed, then SQL could express it as follows:

sel ect A book id, Atitle, A checkout from book A, borrower B
where A borrower _id = B.borrower _id and b.nane = ' Tom

Using the candidate class Book, the corresponding query filter string in JDOQL is the following expression:
"borrower.name = \"Tom""

As in the previous example, JDOQL navigates where SQL typically joins.

Select on Join Using M any-to-M any Relationship

SQL provides the ability to join on a many-to-many relationship using the cross-reference table CATEGORY_BOOK. To determine the
categories of books that interest Tom at the present time, the SQL query could be the following:

sel ect distinct A category_id, A nanme
fromcategory A, book B, borrower C, book_category D
where A category_id = D.category_id
and B. book id = D.book id
and B.borrower_id = C borrower _id
and C. nane = ' Tom

Using the candidate class Cat egor y and the variable declaration string:

"Book sonmeBook;"

the corresponding query filter in JDOQL is the following expression:
"books. cont ai ns(sonmeBook) && sonmeBook. borrower. nane == \"Tom""

As you can see, this query filter navigates a collection field using a constrained variable.

As this example shows, the JDO query string is usually simpler than its SQL counterpart. This simplicity applies only for the application
programmer. The JDO implementation still runs the complex SQL query to pull the information from the relational database.



Select on Self-Join

Sometimes, to express a query in SQL, a table must be joined to itself. For example, to find books for which there are multiple copies, the
SQL query uses a self-join.

sel ect distinct A book id, Atitle frombook A book B
where A book_id <> B.book_id and Atitle = B.title

Using Book as the candidate class, the same query is expressed by using an unconstrained variable. After declaring the variable string

"Book x;"

the variable x is used in the following query filter:
"title = x.title & this = x"

The query variable x is unconstrained because the filter does not use the cont ai ns query method. When unconstrained, a variable

ranges over the extent of its corresponding application data class. In this case, the query filter yields all the books where there are multiple
copies.

As mentioned earlier, not all JDO implementations support unconstrained variables. As a result, this query filter is not portable. To achieve
the same end when the JDO implementation does not support unconstrained variables, the application can query for all books and order the
results by title. The application then iterates the ordered results collection to find duplicate copies. Usually this workaround does not have the
efficiency of a self-join.

Select on Outer Join

Sometimes in SQL, there is a need to pull information from a join but not limit the rows selected to just those that have a match on the joined
attribute. The following example finds all borrowers named Tom and the hours that they volunteer. Some borrowers named Tom are
volunteers and others are not, but the result must list all borrowers who are named Tom. This situation calls for an outer join. In Oracle
syntax, it is expressed as follows:

sel ect A borrower _id, A name, B.hours_per_week
fromborrower A, volunteer B
where A . name = 'Tom and B.borrower_id (+) = A borrower_id

In JDOQL, the corresponding query uses Bor r ower as the candidate class and uses the following query filter:

" nane == " Tom nn

The results collection contains all borrowers who are named Tom. Of this lot, those who are volunteers have a reference in the
vol unt eer field from which the hours can be obtained.

Select Using Subquery

Occasionally, the desired query would call for the use of a subquery in SQL. For example, to find all the borrowers who do not have any
books outstanding requires selecting the borrowers whose id is not contained in the bor r ower _i d foreign key field of the BOOK table.

The following SQL query performs this work:

sel ect borrower id, nanme from borrower
where borrower_id not in (
sel ect distinct borrower _id from book where borrower id is not null)

Using Bor r ower as the candidate class, the corresponding JDOQL query uses the query method i SEnpt y on the collection of books
that the borrower has borrowed, as shown in the following query filter:

"books. i sEnpty()"

Simplicity Isthe Power in JDOQL



As the preceding examples illustrate, JDOQL never leaves the persistent object model. The persistent fields of the application data classes
provide the basic terms for the query expressions. Rather than a limitation, the simplicity of JDOQL is a strength. As the examples show,
JDOQL can express in a simple manner many complex queries that are based on the relational data model.

The examples show the power of JDOQL and transparent navigation to simplify the application programmer's work. As the object model
becomes more complex, SQL queries rapidly become more complex. It is simpler to express the relation-ships between objects in JDOQL
than in SQL because the JDOQL query needs fewer terms. JDOQL queries are easier for a Java programmer to write and understand than
SQL queries because the query filter uses the member fields of the application data classes.

At the same time, without transparent navigation, the Java code that executes the SQL query must execute additional queries to build up the
object graph that flows from the initial objects of interest. With JDO, the additional queries to navigate the object graph are not coding tasks
for the application programmer. The implementation provides these queries transparently. All in all, JDO greatly reduces the number and
complexity of the queries that the application programmer writes.
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Using SQL When JDOQL IsNot Sufficient

Although many SQL queries have their counterparts in JDOQL, there are some SQL queries that JDOQL cannot express. For example, SQL
can perform operations on the returned result set. The gr oup by clause and operators like i n, max, and avg are cases in point. A

JDO query cannot return the information that these SQL queries return. Instead, JDO requires a workaround. For example, the results
collection can be processed in memory. In general, any SQL query that is designed to return something other than the state of individual
objects does not have a counterpart in JDOQL.

JDO allows the implementation to provide access to the native query interface and language of the datastore. The following factory method
in the persistence manager is the gateway to the alternate query language and interface:

newQuery(String | anguage, Object inpl Dependent Qbject)
Some vendors with object-to-relational implementations are using this method to support SQL queries.
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How JDO and JDOQL Help the Development Process

With the usual JDBC/SQL development tools, the development team creates both the data model and the persistent object model. The need
to develop two models can be an obstacle because those developers with the most experience in data model design often have little
experience in object model design, and vice versa. Many accomplished Java programmers do not have a complete understanding of SQL
and relational database theory, let alone a mastery of the quirks of one particular database. Few people who are masters of relational
databases and relational data modeling are competent in Java.

When the development team uses an object-to-relational JDO implementation, the team can pick either the data model or the persistent
object model as the primary model and use the tools supplied by the JDO implementation to generate the other model. JDO implementations
vary a great deal in the modeling tools supplied. JDO does not specify what the tools should be, but vendors support at least one, and
possibly more, of three approaches:

. Persistent object model primary, data model generated
. Data model primary, persistent object model generated
. An ability to iterate from both to a meeting in the middle

The tools help bridge the skill gap between relational data modelers and Java object modelers. They remove the requirement that one or two
people must understand completely both modeling methodologies. If the data model is created first, then the Java programmer, using the
tool, can create the persistent object model that flows from the data model without understanding all of the data model's nuances. Likewise, if
the persistent object model is created first, the database designer, using the appropriate tool, can create the supporting data model without
understanding all of the nuances of the persistent object model. In the beginning, the tools will be simple, and people of both skill sets will
work together to build the models. As the tools evolve, they hold the potential to completely disentangle data storage concerns from
application development concerns.

After the persistent object model is generated, the Java programmer who builds the application using JDO completely ignores the data
model. All queries and data manipulations occur either through JDO, JDOQL, or the persistent objects themselves. JDO's focus on the
persistent object model brings clarity of thought and ease of communication to the development process.

JDO's focus on the persistent object model also brings regimentation. When using JDBC and SQL, the developers have the opportunity to
adopt ad hoc access to the database and to hack around the persistent object model. When requirements are discovered late in
development, the temptation to hack a solution in JDBC is strong. In contrast, JDO will force the programmers to revise the persistent object
model. Revising the object model is a more robust solution. JDO requires the better solution, and it makes the better solution easier to
implement as well.
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[« previous [ nexr o |

Summary

Queries are very important for applications that use persistent storage. In JDO, the Quer y interface retrieves results based on criteria

expressed in JDOQL. The syntax of JIDOQL is simple. It is similar to Java and uses the field names of the application data classes in its
query terms. Although less powerful than SQL, JDO can express most search criteria.

JDO hides the query interface and query language of the datastore. When an application programmer uses JDBC, he is bilingually working
simultaneously with Java and with SQL. He also works with two state models, the persistent object model expressed in the Java code and
the data model expressed in the relational schema. When working with JDBC, the application programmer must translate between the two
models and the two languages. On the other hand, when working with JDO, the programmer works with two dialects of the same language,
Java and JDOQL. When coding, the only model that he needs to consider is the object model. By focusing exclusively on the persistent
object model, JDO's query service helps application programmers achieve clarity of design and simplicity of code.

The query service is an important exposed component of JDO's persistence service. Many of the other exposed services of JDO are found in
the Per si st enceManager interface. The next chapter describes the properties and operations of this interface.
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Chapter 3: The Persistence Manage

Overview

Chapter 1 Describes, in general terms, the implicit and explicit persistence services that JDO provides. The application does not take any

special steps to invoke the implicit services. JDO provides them automatically and transparently to all objects whose classes implement the
Per si st enceCapabl e interface. On the other hand, to invoke the explicit services, the application calls the JDO API at the

appropriate points in its code. Most of the explicit persistence services are contained in the Per si st enceManager interface. Those
related to transactions are found in the Tr ansact i on interface. This chapter discusses the Per si st enceManager interface.

Chapter 4 describes the Tr ansact i on interface.

The persistence manager acts on application data objects. As a result of enhancement, the application data classes implement the
Per si st enceCapabl e interface. Passing an object that does not implement the Per si st enceCapabl e interface to a method

in the persistence manager will likely cause a Cl assCast Except i on. In all cases, the persistence manager performs useful actions
only on application data objects.

If the object passed to a persistence manager's operation is controlled by a different persistence manager, the operation throws a
JDQUser Excepti on.

Figure 3-1 presents the UML class diagram for the Per si st enceManager interface. This is the largest class diagram in JDO, with five
groups of operations and five properties. This chapter examines the methods that define the operations and the properties.
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PersistenceManager

close) = wvoid

makePersistent{Object pc) :
lﬂ:lﬁlilltlﬂt“lim I.lrtwrl P“Z vaid +
deletePersistent{Object pe) ¢
deletefersisteatAll]{Callection p:s] vodd +
makeTransactional{Object pc) :
ukemnmtimlmljwllﬂtiu Pl:!I-]' vold #
makeRontransactional ect pel
lihﬂmtnns.l:tlmlﬂlitnllertim pes) @ weid
Ill:ﬂﬂn'l-itrltil.'l{ woid

makeTransi Enlle:'r_lun pes) : vodd #
retrisve(0bject pc) @ woid

retrieveall l:q-]lﬂ,tim pes) @ wold +

evict| pc) & wodd
evictall wld *
rn.-frul'u[ ect pel ¢

refreshAll{) : woid +

et0bjectTd({0b]
: I;:Itim.‘ll(ﬂ! Ii[mut p-l'.'] Object
:gltﬂjlett:-ﬂ'ﬂ-l!ﬁc 55 peClass) @ Class

n:mecttdmmu{chﬂ lm. Stri :tg Object
ectById{Dbject oid lean veri{-;.'f ject

curréntTransaction() : Transactiom
getExtent(Class peClass, boolean withSubllasses) : Extent
new(uery() : Query +
PersistenceManagerfactory -
Closed : boolean -
schie @ baolean
MultiThreaded : boolean
Object : UserObject

Figure 3-1: The class diagram of the Per si st enceManager interface
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As Figure 3-1 indicates, there are five groups of operations in the Per si st enceManager interface. Because the JDO implementations
can, and usually will, implement pooling of persistence managers and the datastore connections that they use, it is efficient for applications to
frequently obtain and close persistence managers. Using a persistence manager, the application can control the life cycle and caching of
application data objects. It can get the identity object for a persistent application data object, and it can later fetch the persistent object that
corresponds to an identity object. Finally, the Per si st enceManager interface has factory methods that return Quer y, Ext ent ,
and Tr ansact i on objects.
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The Handling of null Valuesin Method Parameters

Some methods of the Per si st enceManager interface take parameters of the following types:
- Ooj ect
. Obj ect |
. Coll ection

When a null value is passed fora Col | ect i on or Obj ect array parameter, the method throws a Nul | Poi nt er Except i on.
When a null is passed as the value of an Obj ect parameter, the method invocation is a no-operation (no-op) that returns silently and
returns a null if it has a reference return type. When a null is passed as the value of one of the elements of an Cbj ect array or

Col | ect i on parameter, then that element is ignored. The non-null values of the Cbj ect array or Col | ect i on parameter are
processed normally.
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Obtaining and Closing a Per sistence M anager

Chapter 6 describes how to get a Per si st enceManager object from the factory methods in the
Per si st enceManager Fact or y interface and the j avax. r esour ce. cci . Connect i onFact ory interface. When the
factory method returns a persistence manager, the persistence manager is open for business. It remains open until it is closed.

Closing a Per sistence M anager

The Per si st enceManager interface provides one method to close the persistence manager.

public void close()

Depending on the design of the application and the environment in which it is deployed, a persistence manager may be a short-lived or long-
lived object. After the application has finished using the persistence manager, it should recycle the resources consumed by the persistence
manager by calling the cl ose method. When the application closes the persistence manager, it should no longer use the persistence

manager or any of the persistent objects that it managed.

Sometimes the application code that uses JDO executes inside an Enterprise JavaBean (EJB) that uses container-managed transactions. In
this case, making multiple calls within the same client invocation of the bean to get a persistence manager from a factory method yields
multiple references to the same persistence manager. In this environment, the persistence manager is not actually closed until the container
completes the open transaction. The application code should be written, however, with the last step of each business method calling the
persistence manager's cl ose method. Chapter 6 describes the appropriate designs for using JDO inside various types of EJBs.

On the other hand, when there isn't any container managing transactions, the application code should end the transaction before closing the
persistence manager. As JDO 1.0.1 makes clear, when a container is not managing transactions, the cl ose method throws a

JDQUser Except i on if the transaction is active. Chapter 4 describes the Tr ansact i on interface.

It is very important that the application take care to clean up references to persistent application data objects before closing the persistence
manager. JDO does not define the behavior of application data objects that are managed at the time that the persistence manager closes.
They may become unmanaged application data objects. They may be recycled in an instance pool controlled by the JDO implementation.
The JDO implementation may mark them so that touching them results in a JDOEXcept i on. Whatever the behavior is, it is likely to

cause confusion or errors for your application.

The Read-Only Closed Property

The Per si st enceManager interface provides a getter method for the Closed property.

public bool ean i sd osed()

Once the persistence manager is closed, the persistence manager's Closed property is true. After the persistence manager is closed, this is
its only method that does not throw a JDOFat al User Except i on. Likewise, the Tr ansact i on object, Quer y objects, Ext ent

objects, and | t er at or objects obtained from query results collections or extents cannot be used, and any attempt to do so throws a
JDCFat al User Except i on. After closing the persistence manager, the application should avoid using any persistent or transactional

objects that the closed persistence manager controlled. Any data objects that are unmanaged when the persistence manager closes are not
affected by the closing.

The Read-Only PersistenceM anager Factory Property

The Per si st enceManager interface provides a better method for the PersistenceManagerFactory property.
publ i c Persi st enceManager Fact ory get Persi st enceManager Factory()

This method returns a reference to the factory that produced the persistence manager. It returns a reference to a
Per si st enceManager Fact or y object even when the persistence manager was obtained from a Connect i onFact ory.
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Controlling JDO's M anagement of Data Objects

As Figure 3-1 shows, the persistence manager has a group of ten operations that control how JDO directly manages application data objects

and indirectly manages the embedded objects that the application data objects refer to. These operations, when they have any effect,
immediately modify the management state of the application data object.

The Behavior of the xxxAll Operations

There are five operations in this group that end in "All". Each of them, as indicated by the plus sign next to their entry in Figure 3-1, has more
than one method signature. Some methods take a Col | ect i on of application data objects, and some take an array of application data
objects. The behavior of the xxXx Al | operation, where xxx is nakePer si st ent , del et ePer si st ent , and so on, derives from
the behavior of the corresponding xxx operation and two simple rules:

. The xxxAl' | methods perform the xxx operation on each of the elements of the collection or array.

. When the xxx operation is performed on one of the elements of the collection or array and an exception is thrown, this exception is
collected and nested within a JDOUs er Except i on that is thrown when the xxx Al | method has completed work on every
element of the collection or array. Each nested JDOUser Except i on contains a reference to the object that gave rise to that
exception.

Consequently, the failure of the xxXx operation on one or more elements of a collection or array does not prevent success with the other
elements of the collection or array. Chapter 7 describes the exception types of JDO.

Making and Deleting Persistent Objects

The two operations makePer si st ent and del et ePer si st ent add and delete objects from the datastore. The
nmakePer si st ent operation turns a transient application data object into a persistent-new object and causes a later insertion of the
object's persistent state into the datastore. The del et ePer si st ent operation makes a persistent application data object persistent-

deleted and causes a later deletion of the corresponding existing persistent state from the datastore. JDO is free to perform the insertion or
deletion of the persistent state when it chooses, but it cannot commit the changes to the datastore until the JDO transaction commits. When
the application calls makePer si st ent ordel et ePer si st ent, the persistence manager's transaction must be active; otherwise,

aJDOUser Except i on is thrown.

Making Transient Objects Persistent

The Per si st enceManager interface provides three methods to make transient objects persistent.

publi c void nakePersi stent(CObj ect adObj ect)
public void makePersistentAll (Coll ection adObj ects)
public void makePersistentAl |l (Object[] adObjects)

The makePer si st ent methods always link the transient application data object to a new object state in the datastore. JDO does not

provide a way for the application to say, "Here is a transient object, connect it to a preexisting object state in the database." To apply
changes held in a transient object to a preexisting persistent state, the application must find the persistent object that refers to this state and
then apply to the persistent object the updates indicated by the state of the transient object.

Note Given an unmanaged application data object, an application can find the corresponding existing persistent state by using the
object's durable JDO identity. If the application data class uses application identity, and if it requires that all application data
objects of this class be constructed with valid key fields, then the application can construct the application identity object using the
values of the key fields. If the application data class uses datastore identity, then the application must capture the identity object
or its identity string before the application data object becomes unmanaged. See the section "Capturing the Identity String" in

Chapter 7 for more details.

When the object is made persistent, a new JDO identity object is created for it. If the object uses datastore JDO identity, then JDO creates



the identity value for it. If the object uses application identity, then the identity value is pulled from the key fields of the application data object.
If there is another application data object in the persistence manager's cache with an equivalent JDO identity, then makePer si st ent

throws a JDOUser Except i on. Otherwise, if an object already exists in the datastore with the same identity value, then the datastore
insert throws a JDOUs er Except i on upon transaction commit. The JDO implementation is responsible for avoiding duplicate use of

datastore identity values, while the application is responsible for avoiding duplicate use of application identity values. In most cases, JDO
configures the datastore to require unique identity values.

Note The key fields of application identity are contained in the application data class and in the application identity class. See Chapter
1 for a fuller discussion of application identity. See Chapter 5 for a discussion of the JDO metadata.

If the application data object is in any of the following three transient states when it is passed to the makePer si st ent method, it
becomes persistent-new:

. JDO-transient
. Transient-clean
. Transient-dirty

When an object becomes persistent-new, JDO may save a before-image of the object for use in the event of rollback. The before-image
contains the in-memory state of all managed fields. The RestoreValues property in the Tr ansact i on interface determines whether

JDO saves the before-image and restores it in the event of rollback. In the case of objects that were transient-dirty, JDO will have already
saved a before-image when the object became dirty, if RestoreValues is true. Otherwise, JDO saves the current state of the transient
object when it becomes persistent-new, if RestoreValues is true. Chapter 4 describes the Tr ansact i on interface and its properties.

Passing an application data object in any of the seven persistent states to the makePer si st ent methods is a no-op for that object.

After makePer si st ent is called, the transient application data object becomes persistent-new. At the same time, JDO's persistence-by-

reachability algorithm executes and makes persistent-new all transient application data objects that are reachable from the newly made
persistent object. The state change for reachable objects is provisional. When the transaction commits, the reachability algorithm executes
again, and any provisionally persistent-new application data objects that are not reachable revert to JDO-transient. Upon transaction commit,
the persistent-new object's state is inserted into the database, and the object remains persistent but nontransactional. If the transaction is
rolled back, the object management state reverts to JDO-transient, and when RestoreValues is true, the object is restored to the state
saved in its before-image.

Note Persistence by reachability, as explained in Chapter 1, is one of the elements of JDO's transparent persistence. To determine the

objects that it can reach, JDO traverses the object graph starting with a root persistent object and tracing all of the data objects
that can be found by following the persistent fields that have references. Implementations can be expected to optimize the
reachability algorithm so that the tracing is not done by brute force.

When a data object is made persistent, either because it is explicitly passed to the makePer si st ent method or because it is made

persistent implicitly as a result of persistence by reachability, JDO replaces the objects referred to by persistent fields of the supported
mutable system types, such as Dat e and HashSet , with the implementation-supplied subclasses that support change tracking. The new

objects are equivalent in value.
Deleting Persistent Objects

The Per si st enceManager | nt er f ace provides three methods to delete persistent application data objects.

public void del et ePersi stent(Cbj ect adCbj ect)
public void del etePersistentAll (Collection adObjects)
public void del etePersistentAll (Object][] adObjects)

The del et ePer si st ent operation either causes a preexisting persistent object to be removed from the datastore or prevents a newly
made persistent object from being inserted into the datastore. After the call to del et ePer si st ent , the persistent application data

object is still persistent and in one of two management states, persistent-new-deleted or persistent-deleted. After the call to
del et ePer si st ent , the application can still read the primary key fields of the application data object, if it uses application identity, but

any access to managed, non-key fields throws a JDOUser Except i on.



When the transaction commits, the preexisting persistent state of a persistent-deleted object is removed from the datastore. Since there is no
preexisting persistent state for a persistent-new-deleted object, there is nothing to remove from the datastore. After the transaction commits,
the deleted application data object becomes JDO-transient.

When an application data object is deleted, any embedded objects that it refers to are also deleted. In general, JDO does not automatically
delete the application data objects that the deleted object refers to. JDO does not specify deletion by reachability. JDO implementations may
provide a way to define a cascading delete, but no such behavior is specified by JDO. Applications themselves can provide cascading
deletes by implementing further delete operations in the j doPr eDel et e callback method. See the discussion in "The InstanceCallbacks

Interface" in Chapter 7 for more information.

If the transaction is rolled back, a persistent-new-deleted object becomes transient, and a persistent-deleted object becomes either hollow or
persistent-nontransactional, depending on the value of the transaction's RestoreValues property. This property is discussed in Chapter 4.

The del et ePer si st ent method works only on persistent objects. Passing transient or unmanaged objects to the method causes it to
throw a JDOUser Except i on.

Adding Objectsto and Removing Them from Transactions

The two operations mekeTr ansact i onal and makeNont ransacti onal add and remove application data objects from the

current transaction. As a general rule, JDO's transparent persistence implicitly makes objects transactional when they are read or modified
and makes them nontransactional when the transaction ends. As a result, the application needs the makeTr ansact i onal and

makeNont r ansact i onal operations only in special cases.

One case where these two methods are useful is to force a check of the concurrency value for persistent objects that are read, but not
modified, within an optimistic transaction. Within an optimistic transaction, reading a managed field does not make the object transactional,
as it does in a datastore transaction. When the optimistic transaction commits, the concurrency values of all transactional objects are
checked against the value in the datastore. To force JDO to check the concurrency value of persistent objects that the application has not
modified, the application must call makeTr ansact i onal to make the unmodified objects persistent-clean and therefore transactional.

Within an optimistic transaction, this change does not refresh the persistent state of the affected object. The
nmakeNont ransact i onal method allows the application to make the persistent-clean object persistent-nontransactional again and

thereby remove it from the concurrency value check at transaction commit.

Note Chapter 4 describes the two types of transactions within JDO, optimistic and datastore. JDO does not specify how to implement
optimistic transactions. Implementations might choose version numbers, timestamps, or some other technique.

The second case where the makeTr ansact i onal and makeNont r ansact i onal methods are useful is to permit the use of
transient and transactional application data objects. Those JDO implementations that support the j avax. j do. opti on.
Transi ent Tr ansact i onal implementation option support two transient and transactional management states, transient-clean and

transient-dirty. Both are transactional states. As a result of this optional feature, when the transient-clean application data object becomes
dirty and the transaction's RestoreValues property is turned on, JDO saves for rollback the before-image of its managed fields. When the
transaction commits, JDO discards any saved before-image. The values of fields in transient-clean and transient-dirty objects are never
modified as the result of a commit, and of course, no persistent state is changed in the datastore. Practical uses for transient and
transactional application data objects are likely to be highly specialized.

Making Objects Transactional

The Per si st enceManager interface provides three methods to make nontransactional objects transactional.

public void makeTransacti onal (Obj ect adObj ect)
public void makeTransacti onal All (Col | ecti on adChj ects)
public void makeTransacti onal Al l (Cbject[] adOhjects)

When successful, these methods associate the application data objects with the persistence manager's transaction. Seven of the ten JDO
management states are transactional. Passing a transactional object to the makeTr ansact i onal operation is a no-op for that object.

Passing either a hollow or persistent-nontransactional object to nakeTr ansact i onal succeeds only when the transaction is active. If
the transaction is not active, the call throws a JDOUser Except i on. When successful, the affected objects become persistent-clean.



Note In JDO, each Per si st enceManager object is associated with one Tr ansact i on object. The transaction may be
active or inactive. Chapter 4 describes the Tr ansact i on interface.

In a datastore transaction, it is not necessary to call makeTr ansact i onal for either a hollow or a persistent-nontransactional object,

since any read of a managed, non-key field makes the object persistent-clean. Passing a hollow or persistent-nontransactional object to
nmakeTr ansact i onal also causes the object to become persistent-clean. If it was persistent-nontransactional before the call, its

persistent state in memory is discarded. Fresh values for persistent fields are loaded from the datastore when needed.

In an optimistic transaction, JDO does not make a hollow or persistent-nontransactional object persistent-clean when a persistent field is
read. Instead, JDO makes the object persistent-nontransactional, if it isn't already so. In an optimistic transaction, the call to

makeTr ansact i onal forces the object, whether hollow or persistent-nontransactional, to become persistent-clean. In the case of
persistent-nontransactional objects, the change to persistent-clean does not discard the persistent state in memory. In an optimistic
transaction, persistent state is never discarded unless the application invokes r ef r esh or evi ct to do so, or unless the transaction has

been configured through the RetainValues and RestoreValues properties to do so at transaction completion. A value for a persistent
field is loaded from the datastore only when it is not already cached in memory. Later, when the transaction commits, the concurrency values
of all transactional objects are checked against the corresponding values in the datastore.

When the application data object passed to nekeTr ansact i onal is JDO-transient and the implementation supports the two transient
and transactional management states, then the call to makeTr ansact i onal succeeds whether a transaction is active or not. When a

transaction is not active, the object remains in the transient-clean state even when its managed state is changed. Once a transaction
becomes active, the transient-clean state changes to transient-dirty when a managed field is changed.

Making Transactional Objects Nontransactional

The Per si st enceManager interface provides three methods to make transactional objects nontransactional.

publi c void nakeNontransacti onal (Obj ect adObj ect)
public void makeNontransactional All (Col | ecti on adObj ect s)
public void makeNontransactional All (Cbject[] adObjects)

These methods undo the action of the makeTr ansact i onal methods. In other words, they disassociate the objects from the
persistence manager's transaction. For example, passing a persistent-clean object to the nakeNont r ansact i onal method, when an

optimistic transaction is active, causes the object to become persistent-nontransactional again. As a consequence, its concurrency value is
not checked during transaction commit. Likewise, passing a transient-clean object to the makeNont r ansact i onal operation returns

the object to a JDO-transient state. As a consequence, the object no longer interacts with transactions.

Passing a persistent-clean object to the makeNont r ansact i onal operation within a datastore transaction makes the object

persistent-nontransactional, with one notable exception. If the JDO implementation does not support the NontransactionalRead
implementation option, the call to makeNont r ansact i onal throws a JDOUnsupport edOpt i onExcept i on. Although the

persistent-clean object becomes persistent-nontransactional, JDO may continue to hold locks on the persistent state in the datastore until the
transaction ends.

Note JDO specifies many optional features for JDO implementations. The features that an implementation supports can be determined
from the string returned from the suppor t edOpt i ons method in the Per si st enceManager Fact or y interface.

Chapter 6 describes this interface and the various options.

Five of the JDO states are transactional and dirty states:
. Persistent-new
. Persistent-new-deleted
. Persistent-deleted
. Persistent-dirty

. Transient-dirty



The makeNont r ansact i onal methods throw a JDOUser Except i on when passed an object in one of the dirty states. It also
throws a JDOUser Except i on when the passed object is JDO-transient.

If the application data object passed to the nekeNont r ansact i onal methods is in either the hollow or persistent-nontransactional
state, then the call is a no-op for that object.

Removing Persistent Objects from JDO's Management

The Per si st enceManager interface provides three methods to remove persistent application data objects from JDO's management.

public void makeTransi ent (Obj ect adQbj ect)
public void makeTransi ent All (Col | ecti on adOhj ect s)
public void makeTransi ent All (Cbj ect[] adObjects)

These methods disconnect a persistent application data object from JDO's management and put it into the JDO-transient management state.
They affect only the object in memory. They do not affect the persistent state in the datastore. The application can use a durable JDO identity
or a query to find the persistent state in the datastore again. When this happens, JDO constructs another persistent object in memory.

Making a persistent object JDO-transient is a one-way operation. There is no equivalent reverse operation because there is no way to wire
up a transient object in memory to a preexisting state in the datastore.

These methods have a few gotchas. To begin with, if another persistent and transactional object refers, by means of a persistent field, to the
newly made transient object, then persistence by reachability makes the transient object persistent again when the transaction commits. This
action is probably not what the application intends, since the implicit makePer si st ent action attempts to insert a new object state into

the datastore. The solution for the application is to make transient all persistent objects that refer to the newly made transient object. Another
solution is to change the references in the persistent objects so that they no longer refer to the newly made transient object.

Likewise, when a persistent object is made JDO-transient, any of its persistent fields may still hold references to other persistent objects. The
callto makeTr ansi ent for an application data object does not make the objects that it refers to JDO-transient as well. When the

application finds it necessary to prevent the newly made JDO-transient object from referring to persistent objects, the application must either
change the references or make the objects referred to transient as well.

As mentioned earlier, the makeTr ansi ent methods do not affect the state stored in the datastore. As a consequence, making a

persistent object JDO-transient when it lives in the middle of an object graph of persistent references may introduce some unexpected and
unpredictable behavior in relationships. Consider the following example. Objects A and B are instances of the Per son class, which has a

persistent field dog that refers to an object of the Dog class. Suppose that persons A and B both own the same dog D and that the states

of these three objects are stored in the datastore. The application finds person A and gets a reference to the dog D through A. The
application next makes the dog D transient. Now the application finds person B and gets a reference to the dog through B. Does the
reference obtained from A refer to the same object in memory as the reference obtained from B? The answer depends on what objects and
references were cached prior to these actions. If the application data objects A, B, and D were all in the cache, and if the two references to
D were cached, then both A and B refer to the same now JDO-transient dog D. If B was not in the cache or if its reference to D was not
cached, then A refers to D, a JDO-transient Dog object, while B refers to a different and persistent Dog object.

The makeTr ansi ent methods are abrupt. They do not invoke transparent persistence, and they do not alter the values of any of the

object's fields. In particular, they do not load persistent values in persistent fields. If the application data object is in a hollow state, then the
newly made JDO-transient object has Java default values for all persistent fields. To load the persistent values before making the object JDO-
transient, the application should call the r et r i eve operation, which is described later in this chapter.

The makeTr ansi ent methods change the passed object to JDO-transient when the object is in one of the following three management
states:

. Persistent-clean
. Hollow

. Persistent-nontransactional



The change is not subject to rollback. The makeTr ansi ent methods make persistent-nontransactional and hollow objects unmanaged
whether or not a transaction is active.

The makeTr ansi ent methods perform no operation on passed objects in any of the following three management states:
. Transient
. Transient-clean
. Transient-dirty

The makeTr ansi ent methods throw a JDOUser Except i on when the passed object is in any of the remaining four management
states:

. Persistent-new
. Persistent-new-deleted
. Persistent-deleted

. Persistent-dirty

Alternativesto Calling the makeTransient M ethods

The application can obtain a JDO-transient application data object in any of four ways: by construction, by cloning, by serialization, and by
calling one of the makeTr ansi ent methods.

When the application constructs an application data object, the newly constructed object does not represent any persistent state in the
datastore.

If the application obtains a transient object by cloning, the call to super . cl one() to obtain the clone is, like the call to the

makeTr ansi ent operation, abrupt. In other words, it won't invoke transparent persistence to load persistent fields. Unlike

nmakeTr ansi ent, cloning does not affect the original application data object. Because the ¢l one method returns a copy, two of the
problems that using makeTr ansi ent can cause are avoided. There is no danger of other persistent objects referring to the clone, and
persistent relationships are not disturbed. To avoid references to persistent objects in the clone, a deep copy can be made in the cl one
method. Chapter 5 examines the ¢l one method for an application data class.

As Chapter 5 explains, when a persistent object is serialized, persistent fields are loaded before the object's state is passed to the
serialization stream. For that reason, serialization avoids all the potential problems of the makeTr ansi ent methods.

Applications that use JDO will find limited use for JDO-transient application data objects. In general, JDO-transient objects represent new
objects that can be inserted into the datastore, or they represent unmanaged copies of persistent objects that already exist in the datastore.
The most common reason that unmanaged copies of persistent objects arise is because serialization is producing them. Given the
alternatives available, the application may not find a great deal of use for the makeTr ansi ent methods.
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Controlling the Cache

Each persistence manager maintains a cache of persistent application data objects. Each persistent object may or may not hold, that is to
say cache, some or all of its persistent state. In addition, the state manager, which is a JDO implementation object associated with the
persistence manager, may hold cached state for some persistent fields of the application data object. From the application's point of view,
both the cached persistent field values in the application data object and any cached persistent field values in the state manager are one
cache. The issue, then, of controlling the persistence manager's cache is really two issues: controlling the cache of persistent objects and
controlling the cache of persistent state for each persistent object.

The persistence manager has three operations to control the cache of persistent state. The r et r i eve operation loads the persistent
state. The evi ct operation discards the persistent state, and the r ef r esh operation ensures that the cached persistent state is up-to-

date with the current state in the datastore. These three operations control the caching of persistent state for any application data objects that
the application selects. In addition, as described in Chapter 4, the transactional properties RetainValues and RestoreValues control the

automatic eviction of persistent state that can occur at the end of JDO transactions.

Although JDO provides direct control over the cache of persistent state, the cache of persistent objects is managed indirectly as a side-effect
of application and JDO design. Persistent objects are inserted into the cache when JDO constructs them to hold persistent state, or when the
application makes transient objects persistent. The uniqueness requirement limits the number of copies of persistent application data objects
to no more than one per persistence manager per unique persistent state in the datastore. Normal JVM garbage collection determines when
the persistent application objects are removed from the cache. JDO does not hold strong references to application data objects that are
hollow or persistent-nontransactional. As long as the application does not hold strong references to them, they may be garbage collected.

Retrieving Persistent State

The Per si st enceManager interface provides five methods to load persistent values into any persistent fields that have not been
loaded already.

public void retrieve(Object adObject)

public void retrieveAll (Collection adhjects)

public void retrieveAll (Collection adObjects, bool ean DFGOnIy)
public void retrieveAll (Object[] adhjects)

public void retrieveAll (Object[] adhjects, bool ean DFGONIy)

There are two reasons to call these methods. First, applications will usually want to call one of these methods before making an object
transient. By doing so, the application ensures that all of the object's persistent fields are loaded with persistent values before the object
becomes unmanaged.

Implementations may provide a second reason for using these methods. They may use the r et r i eve methods to provide the best

performance in loading persistent state. To this end, the JDO implementation may retrieve related data objects according to a policy that is
implementation dependent.

Note JDO tracks which persistent fields of a persistent object have been loaded. If the field is not loaded, then the value in the field is
the Java default value for the field's type. If the field is loaded, the value may be any legal value for the field's type. In some
cases, even though the field is not loaded, JDO has obtained and stored someplace else in memory the information that it needs
in order to load the field. This happens most commonly for reference types, when JDO may store else-where in memory the
identity value that it needs to find the persistent state of the object referred to.

When the DFGOnI y flag is true, JDO may load only the fields in the default fetch group. Setting DFGOnl 'y to true is a hint to the
implementation that it may disregard. On the other hand, when DFGOnI y is false, which is the implied setting when this parameter is not in
the signature, then JDO must load all of the persistent fields. When a persistent field that contains a reference is loaded, JDO must find or
construct the object referred to. This second object may be hollow, but it must be present in memory. Since reference fields are usually not in
the default fetch group, using the hint may in some cases increase performance.

Note The default fetch group is a possibly empty group of persistent fields that the JDO implementation prefers to load together into
the persistent object for performance reasons. Every application data class has a default fetch group, and its membership can be
configured in the JDO metadata. Chapter 5 covers the JDO metadata.



Forthe r et r i eve methods to have effect, either a transaction must be active or the transaction's NontransactionalRead property,
described in Chapter 4, must be true. Although the specification is not clear, if the transaction is not active and the
NontransactionalRead property is false, then calling the r et r i eve method will likely yield a JDOUser Except i on.

Application data objects in any of the following five states do not refer to preexisting state in the datastore:
. Persistent-new
. Persistent-new-deleted
. Transient
. Transient-clean
. Transient-dirty

As aresult, the r et r i eve methods cannot load persistent state for them. The r et r i eve methods perform no operation on objects in
these states.

Passing a persistent-deleted object to the retrieve methods does not change its management state or throw an exception. In this case, it is
reasonable to expect that no persistent fields are loaded, but the specification is not clear on this point.

Application data objects in any of the following four states refer to preexisting state in the datastore:
. Persistent-dirty
. Persistent-clean
. Hollow
. Persistent-nontransactional

For objects in these management states, the r et r i eve methods load the fields (either all or those in the default fetch group as the case
may be) that are not already loaded.

Ther et ri eve operation does not imply the r ef r esh operation. Retrieving a persistent-dirty object leaves it in the persistent-dirty
state, and its modified persistent fields are not altered. Likewise, passing a persistent-clean object to the r et r i eve methods does not
modify its management state, but any fields that were not loaded prior to the call are loaded by the call.

Ther et ri eve methods change objects in the hollow state either to persistent-clean in the case of an active datastore transaction or to
persistent-nontransactional otherwise. The retrieve methods change objects in the persistent-nontransactional state to persistent-clean in the
case of an active datastore transaction. The object's cached persistent state is discarded and new state is loaded from the datastore.
Outside of an active transaction or in the case of an active optimistic transaction, the retrieve methods leave persistent-nontransactional
objects in the persistent-nontransactional state. In these cases, no cached state is discarded.

Evicting Persistent State

The Per si st enceManager interface provides four methods to evict the persistent state of persistent objects.

public void evict(Cbject adCbject)

public void evictAll()

public void evictAll (Collection adojects)
public void evictAll (Object[] adObjects)

When successful, the evi ct methods immediately discard the persistent state of the object. As a result, the persistent fields acquire their

Java default values, and the object's management state changes to hollow. If the object uses application identity, the values of its persistent
key fields are not discarded. The evi ct operation operates only on the persistent state, but you may find implementations that incorrectly

evict transactional state along with the persistent state.



As a general rule, the application does not need to explicitly evict application data objects. JDO automatically evicts the persistent state of
application data objects under commonly encountered conditions. As Chapter 4 explains, the transaction's RetainValues property controls

automatic eviction. Excessive use of the evi ct methods may indicate that the RetainValues property should be set to false.

The application calls the evi ct methods to accomplish one of two purposes. Occasionally, the application may know that a persistent-

nontransactional object contains persistent state that no longer reflects the state in the datastore. By calling the evi ct method, the

application can discard the persistent state of the object when a transaction is not active. As a result of eviction, the object will be effectively
refreshed when the application next uses the object.

The second reason to call the evi ct methods arises when the application anticipates or knows that it is iterating a large extent of

persistent objects or a large results collection from a query. In this case, eviction is a way to ensure that the persistent-clean objects can be
garbage collected while the transaction is active. In fact, the evi ct Al | () method is custom made for the job as it evicts all persistent-

clean objects and nothing else.

Objects in the JDO-transient state do not have persistent state to discard. Passing a JDO-transient object to the evi ct ( Obj ect
adOnj ect ) method causes a JDOUser Except i on to be thrown. In the case of the evi ct Al | methods, contrary to the general
rule for xxx Al | methods, any JDO-transient objects contained in the passed Col | ect i on or array are silently ignored.

Objects in any of the following four management states also do not contain persistent state to discard:
. Hollow
. Transient-clean
. Transient-dirty
. Persistent-new-deleted

The evi ct methods perform no operation on objects in these states.

Evicting objects in any of the following three states is also a no-op for the object:
. Persistent-new
. Persistent-deleted
. Persistent-dirty

The evi ct methods, when passed a persistent-nontransactional or persistent-clean object, discard the object's persistent state and

change its management state to hollow. In the case of a datastore transaction, JDO may not release until the transaction commits the locks
that it holds in the datastore on the persistent state of any persistent-clean objects that it evicts.

Refreshing Persistent State

The Per si st enceManager interface provides four methods to refresh the persistent state of persistent objects.

public void refresh(Ooject adhject)

public void refreshAll ()

public void refreshAl |l (Collection adObjects)
public void refreshAll (Cbject[] adObjects)

The r ef r esh methods ensure that the cached persistent state of the passed objects contains the current values available from the
datastore. The persistent values may be simply reloaded, or the JDO implementation may rely on a concurrency value or database locks to
determine whether the persistent state needs to be reloaded. The values of transactional fields (those that are managed but not persistent)
are not affected by r ef r esh.

Values cannot be loaded from the datastore unless the transaction is active or the NontransactionalRead property is true. If these
conditions are not met, calling any r ef r esh method is a no-op.



Calling the r ef r esh operation for application data objects that do not refer to preexisting state in the datastore is a no-op. For that reason,
passing application data objects in any of the following five management states to the r ef r esh operation is a no-op:

. Persistent-new

. Persistent-new-deleted
. Transient

. Transient-clean

. Transient-dirty

Refreshing a persistent-deleted object is also a no-op. This behavior exists because the decision to delete the object was made on the basis
of its cached persistent state.

Refreshing an object in the hollow state is usually a no-op because the object does not have any cached persistent state that could be out of
date. On the other hand, the JDO implementation has the option to load some or all of the persistent fields and change the management
state to either persistent-clean in the case of a datastore transaction or persistent-nontransactional in the case of optimistic transactions.

Refreshing an object in the persistent-clean or persistent-nontransactional state verifies that its persistent state is up-to-date with the
datastore. For objects in the persistent-clean state in a datastore transaction, JDO may rely on the database locks that it acquired to know
that the object's state is up-to-date. In an optimistic transaction, JDO may use the concurrency value to verify that the object's state is up-to-
date. Either way, if the object's persistent state is out-of-date, the r ef r esh methods discard it and reload new values from the datastore.

Refreshing an object in the persistent-dirty state discards the modifications made to the object within the transaction. The methods reload
current values from the datastore. In the case of a datastore transaction, the application data object becomes persistent-clean, but in the
case of an optimistic transaction, the application data object becomes persistent-nontransactional. In both cases, any state saved for rollback
is also discarded.

Ther ef reshAl | () method refreshes all persistent-clean and persistent-dirty objects.

[« previous [ nexr o |
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Getting and Constructing I dentity Objects

The Per si st enceManager interface provides four methods that get JDO identity objects or are useful for constructing them.

public Object getCbjectld(Cbject adject)

public Object getTransactional Objectld(Cbject adObject)

public O ass get Objectldd ass(C ass add ass)

public Object newCbjectldl nstance(C ass adCl ass, String identityString)

Using these four methods, the application can get identity objects and construct identity objects.

Every persistent application data object has a JDO identity associated with it. Application data objects that are JDO-transient, transient-clean,
and transient-dirty do not have an associated JDO identity. The get Cbj ect | d method returns the JDO identity object associated with

the persistent object. This method may be called whether the transaction is active or not.

If an implementation supports the j avax. j do. opt i on. ChangeAppl i cati onl denti ty option, it allows the application to

change the values in the application data object's key fields. If this is done within a transaction, the original, pre-change application identity
can be obtained from the object by the get Cbj ect | d method, and the new, post-change JDO identity can be obtained from the object

with the get Tr ansact i onal Obj ect | d method. After the transaction commits, the new application identity becomes the identity that
is returned from the get Cbj ect | d method.

The specification is not clear on what behavior to expect if the application identity fields are changed outside a transaction with the
NontransactionalWrite property turned on. In any event, it is not an operation that most applications will want to perform.

The identity object returned from get Obj ect | d orget Tr ansact i onal Cbj ect | d is a copy of the identity object maintained
internally by the JDO implementation. Nothing that the application can do to the identity object returned has any effect on the identity
maintained internally by JDO.

Every object identity class is required to supportat oSt r i ng method and a constructor that accepts a string as formatted by the

t oSt ri ng method. The idea is to be able to construct a copy of the identity object by passing the string from the t oSt r i ng method to
the constructor that accepts a string. The string returned from the identity object's t oSt r i ng method is called the identity string. Itis
also sometimes called the stringified JDO identity, but the term identity string sounds better. Armed with the ability to generate and

use identity strings, services can ship to remote clients information about a range of application data objects along with the identity string for
each object, and the client (including HTML clients) can respond by shipping back identity strings together with the information that they want
to change. A significant benefit is that the service may not have to maintain conversational state for these clients.

When the application wishes to construct an application identity object, it typically knows the identity class to construct and it has the values
of the application-defined key fields. As a result, the application can typically invoke the Java new operator on the application identity class.
The application may also use reflection to construct the application identity object. To use reflection, the application must know the
application identity class. The get Obj ect | dC ass method returns the identity class for any application data class. In summary, to
construct directly or by reflection the application identity object, the application must know the application identity class, which it might get
from the get Obj ect | dCl ass method, and it must know the key values.

When the application wishes to construct a datastore identity object, it must have the identity string. Although it could use reflection to invoke
the constructor in the identity class that accepts the identity string, the application can avoid the complexity and performance cost of invoking
reflection by calling the newCbj ect | dl nst ance method. This method requires the Cl ass of the application data object whose

identity is being constructed. The newQObj ect | dl nst ance method also works with the identity string from application identity objects.

Although JDO implementations may use one datastore identity class, they may also use multiple datastore identity classes. For this reason,
when using reflection to construct datastore identity, it is still necessary to determine the datastore identity class for the application data
class. Calling the get Obj ect | dC ass method is one way to get the identity class that goes with an application data class.



Note When designing how your application will construct identity objects, keep in mind that your application must know either the class
of the identity object or the class of the application data object for which the identity is being constructed. Except when the
application data classes are related by inheritance, the application should define a different application identity class for each
application data class. The JDO implementation may use more than one datastore identity class as well.
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Fetching an Application Data Object by I dentity

The Per si st enceManager interface provides one method to fetch an application data object by identity.
public Object getChjectByld(COhject idObject, bool ean verifyPersistence)

When the application has a JDO identity object, it can fetch the corresponding application data object by calling the get Cbj ect Byl d
method. This method takes two parameters. The first parameter is the identity object. If the i dCbj ect is not an identity object, the method
throws a JDOUser Except i on.

The second parameter to this method is a Boolean flag that indicates whether JDO should verify that an object exists in the datastore with
the given JDO identity. The setting of the ver i f yPer si st ence flag makes a difference when the application data object does not
exist in the cache or the datastore. If the flag is false, the JDO implementation is not required to verify that the object exists in the datastore.
It is permitted to delay verification until the application data object is used in some way that forces a datastore access. When the flag is true,
the method must, with one exception, verify that the persistent state that corresponds to the durable identity exists in the datastore. The
exception arises when an object exists in the cache and is transactional. In this case, the method may skip verification even when the flag is
true. If, when verifying, this method does not find the persistent object in the datastore, or if, during a later operation, JDO does not find the
persistent object in the datastore, then JDO throws a JDODat aSt or eExcept i on in JDO 1.0. Under the same circumstances, JDO
throws a JDOObj ect Not FoundExcept i oninJDO 1.0.1. JDOChj ect Not FoundExcept i on is a new exception type in
JDO 1.0.1 and a subclass of JDODat aSt or eExcept i on. Chapter 7 discusses the JDO exception classes.

The get Obj ect Byl d method does not change the state of an application data object that it finds in the cache. If the method constructs

the application data object, it returns the object in the persistent-clean state when a datastore transaction is active, and in either the hollow or
persistent-nontransactional state otherwise. Although the specification is not clear, you should not expect this method to work when a
transaction is not active and the transaction's NontransactionalRead property is false. In these circumstances, it will likely throw a
JDQUser Excepti on.

Ifthe i dObj ect is an application identity object, then none of its key fields may contain the null value. If any do, get Obj ect Byl d
throws a JDOUser Except i on.
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Factory Methodsin the Persistence M anager

The Per si st enceManager interface has factory methods that produce Ext ent objects, Quer y objects, and the
Transact i on object. The objects produced are all associated with the persistence manager that produced them. Chapter 2, which

describes the Ext ent and Quer y interfaces, also describes the factory methods in the persistence manager that produce Ext ent and
Quer y objects.

[rreviovs [
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Getting the Persistence Manager's Transaction

The persistence manager provides one method that returns the JDO Tr ansact i on object associated with the persistence manager.

public Transaction currentTransaction()

This method returns the one and only Tr ansact i on object associated with the persistence manager. The same Tr ansact i on
object may be used to control a series of transactions for the objects that the persistence manager controls. The Tr ansact i on interface
is covered in Chapter 4.

s
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The Properties of a Persistence Manager

The persistence manager has five properties. Two of them, the PersistenceManagerFactory property and the Closed property, are
read-only and are described at the beginning of this chapter. The other three properties are read-write.

The IgnoreCache Property

The Per si st enceManager interface provides getter and setter methods for the IgnoreCache property.

publ i c bool ean getl gnoreCache()
public void setlgnoreCache(bool ean i cFl ag)

The IgnoreCache property determines whether JDO uses the persistent-new and persistent-deleted objects within the persistence
manager's cache when iterating an extent. The setting of the IgnoreCache property at the time that the iterator is obtained determines the
iterator's behavior. If the IgnoreCache property is true, then it is a hint to the JDO implementation to ignore during the iteration the
deletions and insertions made within the currently active transaction. If the IgnoreCache property is false, then the iteration must include
the persistent-new objects and exclude the persistent-deleted objects. This property has no effect on iterations that occur outside a
transaction.

All changes committed prior to obtaining the iteration are automatically included in the iteration unless they are hidden by the datastore's
isolation level. It is implementation dependent whether transactions, in other persistence managers, that commit after the iterator is obtained
are visible in the iteration. The JDO implementation and the datastores that it targets define the isolation level of the transactions.

The setting of the IgnoreCache property is inherited by the IgnoreCache property in the Quer y objects that the persistence
manager produces.

The Multithreaded Property

The Per si st enceManager interface provides getter and setter methods for the Multithreaded property.

public bool ean get Mul tithreaded()
public void setMiltithreaded(bool ean ntFl ag)

The JDO specification requires that its implementations be thread-safe. Applications may allow multiple, concurrently executing threads to
use the same data object or the same persistence manager. JDO is responsible for ensuring that the persistence service, whether invoked
explicitly or implicitly, is thread-safe, and for doing this in a way that does not cause deadlock with any synchronization locks that the
application might use for its own purposes. To be thread-safe, JDO implementations synchronize on objects that are not visible to the
application. Since synchronization is somewhat expensive for performance and since multithreaded use is not always required, the
application can inform JDO that only one thread at a time will use the same data object or the same persistence manager. The application
does this by setting the Multithreaded property to false. Setting the Multithreaded property to false is a hint for the JDO implementation
that it may disregard. On the other hand, the JDO implementation may take the hint and avoid synchronization to improve performance.

The Multithreaded property is not a fine-grained property that should be flicked on and off. To avoid problems, pick a setting and stick to it.

The User Object Property

The Per si st enceManager interface provides getter and setter methods for the UserObject property.

public Object getUserObject()
public void setUser Qbject (Ohject userject)

The read-write UserObject property allows the application to associate any object with the persistence manager. JDO makes no use of this
property, and applications can ignore it.
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Summary

The Per si st enceManager interface presents many of the explicit services of JDO that applications may use. The persistence

manager provides methods to control whether a particular object in memory is transactional and/or persistent. It provides methods to control
the cache of persistent state when the mechanisms of transparent persistence are not sufficient. The persistence manager also provides
methods to manipulate object identities.

The Per si st enceManager interface is the application's gateway to three important interfaces. The previous chapter describes two of
these interfaces, the Quer y and Ext ent interfaces. The next chapter describes the third, the Tr ansact i on interface.

Team LiB m MEXT F
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Chapter 4: Transactions and Caching

Overview

JDO provides a transactional persistence service for objects in memory. JDO identity links the managed object in memory to its
corresponding persistent state in the datastore. JDO transactions define the semantics of synchronizing the persistent state in memory with
the persistent state in the datastore. Each persistence manager controls the persistent state of some number of persistent objects. These
objects and their persistent state are called the persistence manager's cache. For each object in the cache, JDO determines when to
load its persistent state, when to discard its persistent state, and when to store its persistent state.

JDO provides performance benefits to the application that a datastore service, like JDBC, does not. When an application uses a datastore
service, it creates, upon demand, objects in memory to hold persistent state in the datastore. Often, the objects in memory are simple value
objects for the state in the datastore. When the application needs to fetch the persistent state again, a simple application usually creates
another value object. More sophisticated applications avoid this behavior, but a good deal of code is required to implement a transactionally
aware cache of persistent objects. JDO implementations already contain the code that manages the cache of persistent objects, tracks their
transactional state, and lazily loads their persistent state. By using JDO, applications can see significant performance benefits.

JDO is designed to work in managed and unmanaged deployment environments. By satisfying the requirements of the J2EE Connector
Architecture (JCA), JDO implementations accommodate containers that manage local and distributed transactions using the Java
Transaction API (JTA). For example, an Enterprise JavaBean (EJB) that uses JDO can be deployed to use container-managed transactions
(CMT). JDO also provides a simple way for applications to control their own transactions when distributed transactions or container-managed
transactions are not used.

This chapter begins by defining transactions and examining the operations and properties of JDO's Tr ansact i on interface. It then

examines how these properties control JDO's persistence service when it loads, discards, and stores persistent state. Next, it examines
JDO's integration with JCA and JTA. The chapter concludes by identifying when JDO's caching is likely to improve performance and when it
is not likely to improve performance.
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Transactions

A transaction is a series of interactions with a system service that the service combines into one unit of work. A transaction has a begin

point and end point. While the transaction is active, the interactions in the transaction are bound together by the four ACID properties of
transactions: atomicity, consistency, isolation, and durability. The application starts by asking the service to begin a transaction. After
the transaction begins, the application may issue multiple requests to the service, to fetch, insert, change, or delete the information that the
service manages. During this time, the application is isolated from the activities of other concurrent transactions. These other transactions
may be viewing or changing the same information, but the interactions between the transactions are controlled and predictable. To end the
transaction, the application requests that the service either accept (commit) all of the changes or discard (roll back) all of the changes. Either
way, it is all or nothing. In other words, the service commits or rolls back the changes as one atomic unit of work. The service commits the
changes only if the changes are consistent with any constraints on the information that the service is charged with enforcing. A committed
transaction is durable, that is to say, the committed changes will not be lost as a result of service interruptions.

A transaction is local when it is limited to one service. It is distributed when it allows more than one service to participate in the transaction.

Transactions simplify the application's use of the service. If the service says that it cannot commit, then the application knows it can roll back
the transaction, and thereby discard the changes that occurred since the transaction began. If the service reports that it successfully
committed the transaction, then the application knows that all is well.

By supporting transactions, JDO provides an essential requirement for most application designs. For example, to transfer money from one
account to another, a banking application debits one account and credits the other. By making both the debit and the credit actions part of
one transaction, the banking application ensures that money is neither created nor destroyed. When the transaction commits successfully,
both the debit and the credit actions are successful. When the transaction is rolled back, neither the credit nor the debit action has any effect.
By using a transaction, the application can guarantee that debits and credits are paired.

Although the details of transactions are outside the scope of this book, the general concepts are familiar to most application programmers
who have coded to a database service.

Optimistic and Datastore Transactionsin JDO

JDO defines hoth datastore transactions and optimistic transactions. This book uses the term database transaction to refer to the

transaction provided by the datastore service and to distinguish it from a JDO datastore transaction. As a general rule, it is necessary to keep
a connection to the database open in order to keep the database transaction open.

The persistence manager may perform its actions transactionally when either an optimistic or datastore transaction is active, or it may
perform its actions nontransactionally when a transaction is not active. So far as possible, each persistence manager uses no more than one
database connection at a time.

JDO's datastore transaction relies directly on the transactional service of the datastore. During the entire time that the datastore transaction
is active, there is one corresponding database transaction that the persistence manager uses to load and store persistent state. For this
reason, during the time that the datastore transaction is active, the persistence manager very likely has an open connection to the database.

On the other hand, to support one optimistic transaction, the typical JDO implementation uses a concurrency value and one or more
database transactions. After JDO reads field values from the datastore as a result of queries or transparent persistence, JDO may release
the datastore connection. As a result, when n optimistic transactions are active, JDO may be using less than n datastore connections. At the
same time, the use of optimistic transactions can reduce the number of database locks that JDO acquires. (The next section has a brief

discussion of database locks.)

When the optimistic transaction commits, JDO uses a database transaction to verify the concurrency value and update the datastore. During
verification, the concurrency values of all transactional application data objects are checked against the values in the datastore. When the
concurrency values of transactional objects are up-to-date, JDO writes the state of modified transactional objects to the datastore. After the
database transaction commits, the optimistic transaction ends.

In JDO 1.0, when the conmmi t method fails because of concurrency verification, it throws a JDOUser Except i on. The exception

contains an array of JDOUser Except i on objects, one for each object that failed verification. Although it is possible in JDO 1.0 to

recover in some deployment environments from a concurrency failure, in the case of EJBs with container-managed transactions, recovery is
not possible.



Starting with the 1.0.1 specification, when the conmi t method fails because of concurrency verification, it throws a

JDOOpt i mi sticVerificati onExcepti on. The exception contains an array of
JDOOpti mi sticVerificati onExcepti on objects, one for each object that failed verification. When the conmmi t method

throws a JDOOpt i mi sti cVeri fi cati onExcepti on,the commit has failed and the transaction has rolled back. The application
does not have the option to recover froma JDOOpt i m sti cVeri fi cati onExcept i on. Chapter 7 describes the exception types
defined by JDO.

Note It is up to the JDO implementation how it calculates the optimistic concurrency value. JDO requires that the implementation fail at
least one transaction when two of its persistence managers have concurrently active transactions in which incompatible changes
occurred on objects with the same identity value.

By calling the makeTr ansact i onal method in the Per si st enceManager , the application can force a check of the application
data object's concurrency value even when the application does not modify the object.

| solation L evels and I nter actions Between Transactions

The isolation level is one of the four ACID properties of transactions. Because isolation can impose a high performance penalty on the
database, most databases offer more than one isolation level. At all levels of isolation, an active transaction can read any changes
committed by transactions that ended before it started. (This discussion ignores the access control provided by the database.) Likewise, an
active transaction can read its own insertions and modifications, whereas it cannot read its own deletions.

Four isolation levels are generally recognized, and they are defined in terms of interactions that they allow to occur between concurrent
transactions. Each level is more stringent than its preceding level.

. Read-uncommitted: The transaction can see the effects of modifications, insertions, and deletions made by other active (and
therefore not yet committed) transactions. That is to say, information that the other unfinished transaction deleted is not visible, while its
insertions and modifications are visible. Reading an uncommitted modification made by another transaction is called a dirty read.
Nonrepeatable reads and phantom reads, described in the next bullet item, can also occur. Because read uncommitted provides very
little isolation, most databases support only read operations in transactions that use the read-uncommitted isolation level.

. Read-committed: Dirty reads do not occur. The transaction may encounter nonrepeatable reads and phantom reads. A
nonrepeatable read occurs when rereading the same state shows a change due to a committed modification made by another
transaction. A phantom read occurs when the same query executes twice in a transaction and the two sets of query results do not
match up because of the actions of a second committed transaction. Either the second query finds results that the first query did not
find, or it does not find results that first query found.

. Repeatable-read: Dirty reads and nonrepeatable reads do not occur. On the other hand, the transaction can still encounter phantom
reads.

. Serializable: Dirty reads, nonrepeatable reads, and phantom reads do not occur. The transaction never sees the modifications,
insertions, or deletions made by other transactions that commit after it started.

High isolation is always in direct conflict with high performance.

Dirty reads, nonrepeatable reads, and phantom reads are well-known transactional abnormalities, but the list of possible abnormalities is
longer. Two that are particularly interesting to look at when using JDO are outdated updates and inconsistent reads. An outdated update
occurs when one transaction reads information, but before this transaction modifies the information and commits its changes, another
transaction changes the same information and commits its changes. If the first transaction can then modify the information and commit, it has
used information that is not up-to-date when its transaction commits.

An inconsistent read occurs when one transaction starts to read a series of values, but before it completes the series, another transaction
modifies two values in the series, one that the first transaction has read and one that it has not. The second transaction then commits its
changes before the first transaction completes its series of reads. If the second transaction can commit its changes and the first transaction
then reads one of the modifications made by the second transaction, the series of values that the first transaction read is not consistent with
any snapshot of committed state in the datastore.

The isolation level determines whether inconsistent reads and outdated updates can occur in the transaction and if so, whether the
transaction can commit successfully. The read-committed isolation level allows both inconsistent reads and outdated updates. The



serializable isolation level prevents both.

Some databases allow the application to lock the value for updating when it reads it. For example, Oracle permits the SELECT-FOR-
UPDATE syntax. By using locks, the application effectively upgrades the isolation level. In the case of Oracle, update locks can prevent
nonrepeatable reads, outdated updates, and inconsistent reads even when the isolation level is read-committed. As a result of the locking,
one of the conflicting transactions will wait for the other to end, thereby allowing both transactions to be successful without the transactional
abnormality occurring. Because locks cause waiting, they allow deadlock to occur. Deadlock arises when two transactions each hold a lock
that the other one needs to proceed. Most databases roll back deadlocked transactions after a period of time.

The Implementation Definesthe I solation Level of Its Transactions

The JDO implementation defines the isolation level that its transactions support. By selecting an isolation level and using the locks that the
datastore supports, JDO implementations usually prevent nonrepeatable reads, outdated updates, and inconsistent reads in datastore
transactions. For this reason, datastore transactions are sometimes called pessimistic transactions, since they are designed to prevent
rather than fail most transactional abnormalities. Unless the JDO implementation uses the serializable isolation level in the datastore,
phantom reads can still occur.

JDO requires that optimistic transactions fail during commit when an outdated update occurs. On the other hand, JDO leaves it up to the
application to decide whether it wants to fail on commit when a nonrepeatable read and inconsistent read occur. The application forces JDO
to fail when these transactional abnormalities occur by making transactional the objects that it reads but does not modify. To avoid a
performance penalty, applications should use this tool sparingly. See the makeTr ansact i onal method in the

Per si st enceManager interface, which Chapter 3 describes. Phantom reads can always occur in an optimistic transaction.
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JDO's Transaction Interface

Each persistence manager has one and only one Tr ansact i on object associated with it. The transaction object gives the application

control of one transaction at a time. As a result, the objects that a persistence manager controls can be associated with no more than one
transaction at a time. The Tr ansact i on object associated with a persistence manager does not change while the persistence manager

is open. For simplicity, a JDO implementation may have the same class implement both interfaces. Although the two interfaces
Transacti onand Per si st enceManager are closely related, by having two interfaces, JDO separates the control of transactions

from the other properties and operations of the persistence manager. Chapter 3 describes the Per si st enceManager interface.

The class diagram in Figure 4-1 shows the three operations and eight properties of the Tr ansact i on interface. The following sections
describe the methods that define these operations and properties.

£« Interface »»
Transaction

Iheginl:% : void
commit E : woid
rollbsck() ¢ void

Aetive @ booleanm -

PersistenceManager -

Homtransacti Read : boolean
MoatranisctionalWrite : boolean

Optimistic : boolean

RetairValues : boolean

RestoreValues: boolean

Synchrondzation : javaw.transaction.Synchronization

Figure 4-1: The class diagram of the Tr ansact i on interface

Controlling Transactional Boundaries

The Tr ansact i on interface provides three operations and one property to control the transaction's boundaries.

public void begin()
public void comit ()
public void roll back()
public bool ean isActive()

When the application controls the transaction, the begi n method starts a transaction. The conmi t method ensures that JDO saves in

the datastore all (or in the event of failure, none) of the changes made within the transaction. The changes may include new values in the
persistent fields of persistent objects and the addition or deletion of persistent objects. The r ol | back method ends the transaction without

storing any of the changes in the datastore. Depending on the setting of the RestoreValues property, rollback may restore the values of
dirty managed fields to the values that were present in memory when the object became dirty.

Note A transactional field becomes dirty when its value changes within the transaction. A persistent field becomes dirty when its value
changes within the transaction or when its object has been made persistent or deleted within the current transaction. A persistent
or a transactional field becomes dirty when it refers to a mutable embedded object (such as a supported system class like Dat e

or HashSet ) and that object changes. An application data object becomes dirty when one or more of its managed fields
become dirty.

From the time that a transaction begins until it ends with a call to either conmi t orr ol | back, the transaction's Active property is true.

Outside of the transactional boundaries, the Active property is false.

If an operation inthe Tr ansact i on fails, various JDO exceptions may be thrown. Chapter 7 details JDO's exception hierarchy. In the
case of commi t , if the exception is a JDOFat al Dat aSt or eExcept i on, then JDO has rolled back the transaction. If the exception
is some other type of JDOFat al Except i on, then automatic rollback may have occurred. In any case, the transaction should be
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abandoned since there is no recovery possible. The other types of JDO exceptions can be retried if the application knows how to recover.
When these exceptions are thrown, the transaction remains active. The simplest and safest way to deal with the various possibilities is to
check the transaction's Active property in the catch block and perform the rollback, if needed, when the application either cannot or does
not know how to recover.

The application cannot invoke the boundary operations (begi n, conmi t , and r ol | back) when a container or a JTA

Transact i onManager is controlling the transaction. Any attempt to do so causes a JDOUser Except i on. Incidentally, a similar
restriction applies to the Connect i on interface in JDBC; it is not a limitation unique to JDO.

On the other hand, stand-alone, client-server, and Web applications that use JDO usually control a local transaction with JDO's
Transact i on interface. EJBs that are deployed for bean-managed transactions (BMT) can also control the transaction through JDO's

Transact i on interface. Chapters 6 and 9 through 11 describe how to use JDO in the various deployment environments.

The Read-Only PersistenceM anager Property

The Tr ansact i on interface provides a getter method for the PersistenceManager property.

publ i c Persi st enceManager get Per si st enceManager ()

This method returns a reference to the persistence manager that is associated with the transaction. Each Per si st enceManager
object is in a one-to-one relationship with a Tr ansact i on object. This relationship is immutable as long as the persistence manager is

open. As a result of the relationship between the Per si st enceManager object and its Tr ansact i on object, the following
expression is always true when the persistence manager pmis open:

pm == pm current Transacti on(). get Per si st enceManager ()

The Five Transactional Properties

The five Boolean properties Optimistic, NontransactionalRead, NontransactionalWrite, RetainValues, and RestoreValues
are collectively called the transactional properties. Turning on any of these properties invokes an optional feature of the JDO
implementation. When a particular transactional property is not supported, its value is always set to false. Attempts to set it to true, or to use
a feature of JDO that would require it, yield a JDOUnsuppor t edOpt i onExcepti on.

Note The suppor t edOpt i ons method in the Per si st enceManager Fact or y interface, which Chapter 6 discusses,
provides a list of the options that the implementation supports.

Some of these properties can be set when a transaction is active or inactive, and some can only be set when a transaction is inactive. None
of these properties can be set during the time that the transaction is completing. In other words, these properties cannot be set within the
callback methods of the Synchr oni zat i on object, and they should not be set within the ] doPr eCl ear orj doPr eSt or e

methods of the | nst anceCal | backs interface. If an attempt is made to set the transactional properties while the transaction is
completing, the operation throws a JDOUser Except i on. A later section of this chapter describes the transaction's Synchronization
property, and Chapter 7 covers JDO's | nst anceCal | backs interface.

These five transactional properties are also properties of the Per si st enceManager Fact or y interface. The Tr ansact i on
object inherits the values of its transactional properties from the persistence manager factory that produced its persistence manager.

JDO allows the implementation to support none, any, or all of the transactional properties. As the 1.0.1 version makes clear, JDO prohibits
dependencies between the transaction's properties. Changing the setting of one of these properties has no effect on the current settings, or
possible settings, of the other properties.

The transactional properties maintain their values across transactional boundaries.

The Optimistic Property

The Tr ansact i on interface provides getter-setter methods for its Boolean Optimistic property.



public bool ean get Optimi stic()
public void setOptimstic(bool ean optFl ag)

The application configures a datastore transaction by setting the transaction's Optimistic property to false. It configures an optimistic
transaction by setting the property to true. The Optimistic property must be set before calling the begi n method. Attempts to set the

Optimistic property after the transaction has started results ina JDOUser Except i on.

JDO requires support for datastore transactions. Optimistic transactions, on the other hand, are an optional feature of JDO.

When the application code runs inside a component whose container manages the transaction, the transaction has started by the time the
application code gains control. In this case, the application must obtain a persistence manager factory that has the Optimistic property set
to the desired value. In this way, the application obtains a persistence manager whose transaction is configured for the desired transaction

type.

For transactions that include user think time, optimistic transactions are recommended for scalability. Because a JDO optimistic transaction
may close the database transaction and release the database connection back to a connection pool between reads, the application may
scale better due to JDO's more frugal use of datastore resources. It may also scale better due to better use of the caching built into the
implementation. (See later sections of this chapter, starting with "JDO's Cache of Persistent Objects and Their State," for more discussion of

caching.)

On the other hand, datastore transactions are also recommended for some situations. Not all JDO implementations offer optimistic
transactions, so the only choice may be a datastore transaction. For JDO applications that must share their database schema with
applications that do not use JDO, the JDO optimistic transaction may not detect changes made by the non-JDO applications. Whether this is
the case depends on the JDO implementation’s algorithm for calculating the concurrency value. When transactional collisions are expected
to be frequent, a datastore transaction may be a better choice since the isolation level and locking strategy used tends to serialize the
transactions rather than fail one of them. Datastore transactions, however, may also encounter deadlock when two datastore transactions
attempt to change the same set of objects in a different sequential order. Finally, in the exceptional situation where inconsistent reads are a
pervasive issue for the application, if the JDO implementation can be configured to use the serializable isolation level in the database
transaction, then the datastore transaction is a good choice. In short, use optimistic transactions when possible and datastore transactions
when necessary.

The NontransactionalRead Property

The Tr ansact i on interface provides getter-setter methods for its Boolean NontransactionalRead property.

publ i c bool ean get Nontransacti onal Read()
public void setNontransacti onal Read(bool ean ntrFl ag)

The NontransactionalRead property affects the behavior of JDO only when a transaction is not active. It has no effect on the behavior of
JDO when a transaction is active. When the implementation supports the option of turning on this property, it may be set to true or false at
any time.

The NontransactionalRead property determines whether JDO allows read access to the persistent fields of persistent objects outside of
transactions. It also determines whether JDO allows access to the datastore when a transaction is not active. When
NontransactionalRead is true, the application can execute queries outside of transactions. Likewise, it can iterate extents and the results
collections returned from queries, and it can access the persistent fields of persistent objects. If NontransactionalRead is false, these
operations produce a JDOUser Except i on.

When the application accesses a persistent field of a persistent object outside of a transaction while the NontransactionalRead property
is true, the managed state of the application object either is or becomes persistent-nontransactional. As a result of nontransactional access,
the persistent fields of the data object reflect the persistent state in the datastore as of some indeterminate point in the past. The state may
have been loaded as a result of the current access, or it may have been loaded at any point since the persistence manager was obtained. If
the object was transactional in a previously committed transaction, then its persistent state is no older than that transaction.

Note A persistent application data object becomes transactional when it is modified, deleted, made persistent, or made transactional
within a transaction. It also becomes transactional when its persistent fields are accessed in a datastore transaction. It does not
become transactional when its persistent fields are accessed in an optimistic transaction.

The JDO implementation does not hold any database locks for a persistent-nontransactional object.



The NontransactionalWrite Property

The Tr ansact i on interface provides getter-setter methods for its Boolean NontransactionalWrite property.

publ i c bool ean get Nontransactional Wite()
public void setNontransactional Wite(bool ean ntwFl ag)

The NontransactionalWrite property affects the behavior of JDO when a transaction is not active. It has no effect on the behavior of JDO
when a transaction is active. When the implementation supports the option of turning on this property, it may be set to true or false at any
time.

The NontransactionalWrite property permits writes to the persistent fields of persistent objects outside of transactional boundaries.
When the write occurs, the application data object either is or becomes persistent-nontransactional. The changes that occur
nontransactionally cannot be later stored in the datastore. JDO expressly prohibits storing nontransactional changes made to persistent-
nontransactional objects. In essence, the JDO implementation must reload the persistent state of modified persistent-nontransactional
objects if they later become transactional.

The practical uses of setting the NontransactionalWrite property to true are likely to be very specialized.

The RetainValues Property

The Tr ansact i on interface provides getter-setter methods for its Boolean RetainValues property.

publ i c bool ean get Ret ai nVal ues()
public void setRetainVal ues(rtvFl ag)

The RetainValues property affects the behavior of JDO when a transaction commits. It has no effect otherwise. It controls whether JDO
discards or retains the persistent state of application data objects that are persistent-clean, persistent-new, persistent-dirty, persistent-
deleted, or persistent-new-deleted when the transaction commits. These are the five management states that are both transactional and
persistent.

When the transaction commits and RetainValues is false, JDO clears the persistent fields of the objects that are both transactional and
persistent after it updates the datastore. The persistent-deleted and persistent-new-deleted objects change to JDO-transient, while the
persistent-clean, persistent-new, and persistent-dirty objects change to hollow. In effect, the persistent-clean, persistent-new, and persistent-
dirty objects are automatically evicted on transaction commit.

Note JDO clears the persistent fields by setting each persistent field to its Java default value. Boolean fields are set to false, numeric
fields are set to zero, and reference fields are set to null. JDO discards the persistent state by clearing the persistent fields and
also by discarding any values held for the object elsewhere in memory.

When the transaction commits and RetainValues is true, JDO retains the values in the persistent fields. The persistent-deleted and
persistent-new-deleted objects change to JDO-transient, while the persistent-clean, persistent-new, and persistent-dirty objects change to
the persistent-nontransactional state.

When the JDO implementation supports the option of turning on the RetainValues property, the application may set the property to true or
false before or after the transaction is active.

Deciding Whether to Set RetainValuesto Trueor False

When the application uses persistent objects within datastore transactions, it makes little difference whether the RetainValues property is
true or false. The transactional semantics of the datastore transaction requires that the persistent value of an object's persistent field be
reloaded from the datastore after the transaction starts and before the application accesses or modifies the field's value. Whether
RetainValues is true or false, JDO discards the persistent state acquired in one transaction before the object is reused in a later datastore
transaction.

When the application uses optimistic transactions, it makes sense to set the RetainValues property to true. There are two reasons to do
this. First, newly loaded persistent objects are persistent-nontransactional in an optimistic transaction until they are modified, deleted, or
explicitly made transactional. Since the persistent-nontransactional objects are not transactional, JDO does not automatically evict their
persistent state when the transaction commits and RetainValues is false. In most applications that use optimistic transactions, the
nontransactional objects are the bulk of the objects loaded. Second, when the persistent-nontransactional objects become transactional, they
are verified to be up-to-date when the transaction commits. Since a common cache management strategy is to discard the least recently



used cached state, it would generally be counterproductive to evict the most recently used cached state. As a result, it usually does not make
sense to set RetainValues to false when using optimistic transactions.

When the application uses both nontransactional reads and transactions, setting RetainValues to true ensures that the persistent state
acquired in the transaction remains available outside the transaction. As a result, the application may gain a performance benefit due to
caching. Later sections of this chapter, starting with "JDO's Cache of Persistent Objects and Their State,” examine JDO's caching and the

circumstances that may yield performance benefits.

The RestoreValues Property

The Tr ansact i on interface provides getter-setter methods for its Boolean RestoreValues property.

publ i c bool ean get Rest oreVal ues()
public void setRestoreVal ues(rsvFl ag)

The RestoreValues property controls whether the persistent fields of transactional objects are restored, when the transaction rolls back, to
their state at the beginning of the transaction. If the RestoreValues property is false, JDO may leave the persistent fields of transactional
objects as they were when the transaction rolled back, or it may clear them to their Java default values.

The application must set the RestoreValues property to true before the transaction begins. Any attempt to set the property's value after
the transaction starts yields a JDOUser Except i on.

There is only one RestoreValues property, but JDO defines both weak and strong support for this property. The implementation must offer
weak support for the RestoreValues property, but strong support for the property is an implementation option. The implementation must
offer strong support for the RestoreValues property when it supports any of the other four transactional properties. The

support edOpt i ons method in JDOHel per does not return an option string to indicate strong support for the RestoreValues

property.

When RestoreValues is false, JDO behaves the same regardless of whether strong or weak RestoreValues is supported. When
RestoreValues is true, JDO does more when it supports a strong RestoreValues property than it does when it supports a weak
RestoreValues property.

In the event of rollback, the persistent state in the datastore is never changed, and the setting of the RestoreValues flag has no influence
in this regard. The RestoreValues property, whether weak or strong, affects only what happens to the state of transactional objects in
memory.

Weak Support for the RestoreValues Property

Weak support for the RestoreValues property affects JDO's actions on objects that become persistent-new. It also affects JDO's actions
during rollback on objects that are persistent-new or persistent-new-deleted. It has no effect otherwise.

When weak RestoreValues is true, JDO makes a before-image when the object becomes persistent-new. Upon rollback, JDO restores
the managed fields of persistent-new and persistent-new-deleted objects from the before-image. When weak RestoreValues is false, JDO
does not make a before-image when objects become persistent-new, and upon rollback, it leaves the managed fields of persistent-new and
persistent-new-deleted objects as they were when rollback commenced. As a result of rollback, these objects become JDO-transient.

When weak RestoreValues is set to true, it has no effect on objects that are persistent-deleted, persistent-dirty, or persistent-clean. JDO
clears the persistent fields in these objects upon rollback regardless of the setting of weak RestoreValues.

Note In JDO, the before-image is a copy of the values of all the managed fields of the object. The managed fields are the fields that the
JDO metadata identifies as either persistent or transactional. Chapter 5 describes the JDO metadata.

Strong Support for the RestoreValues Property

The strong RestoreValues property affects the behavior of JDO when an application data object becomes dirty and when a transaction
rolls back. It has no effect otherwise. It controls three related behaviors, whether the object's before-image is saved when the object
becomes dirty within a transaction, whether the object's managed state is restored from the before-image in the event of transaction rollback,
and whether the object's persistent state is cleared after rollback.

When rollback occurs and strong RestoreValues is true, persistent-clean objects do not have a before-image. As a result, they retain the



values of their persistent fields and become persistent-nontransactional.

When rollback occurs and strong RestoreValues is true, the persistent fields of objects in the following states are restored to the values in
the object's before-image:

. Persistent-dirty

. Persistent-deleted

. Persistent-new

. Persistent-new-deleted

As a result, objects that are persistent-dirty or persistent-deleted become either hollow or persistent-nontransactional depending on whether
they were hollow before they became dirty or deleted. As happens when weak RestoreValues is true, the persistent-new and persistent-
new-deleted objects are restored from the before-image, and they become JDO-transient.

When rollback occurs and strong RestoreValues is false, the values in the managed fields of persistent-new and persistent-new-deleted
objects are left as they were at the start of rollback. As a result of rollback, these objects become JDO-transient. The persistent fields of
persistent-clean, persistent-dirty, and persistent-deleted objects are cleared to their Java default values. In effect, these objects are
automatically evicted on transaction rollback. As a result of rollback and automatic eviction, the persistent-clean, persistent-dirty, and
persistent-deleted objects become hollow.

Note Eviction, whether it occurs automatically after commit or roll-back or results from a call to the persistence manager's evi ct
method, should never evict objects that are not persistent at the start of the operation or the state of any object's transactional but
nonpersistent fields. As mentioned in Chapter 3, you may find implementations that incorrectly evict the transactional fields along
with the persistent fields.

When strong RestoreValues is true and the attempt to commit throws a JDOOpt i mi sti cVeri fi cati onExcepti on,the
application has the chore of evicting the failed instances if it continues to use the persistence manager in which the failure occurred. Since
automatic eviction does not occur on persistent-clean, persistent-dirty, and persistent-deleted application data objects unless
RestoreValues is either weak or false, the failed objects are still associated with the old concurrency value that caused the failure.

Saving and Discarding the Before-lmage

When the RestoreValues property is true, JDO may save a before-image. When RestoreValues is true and weak, JDO saves the
before-image when the application data object becomes new. When RestoreValues is true and strong, JDO saves the before-image when
the application data object becomes new or dirty. Objects may become new or dirty only when a transaction is active.

Application data objects become new when they are directly or indirectly affected by the persistence manager's nakePer si st ent
method. An object that becomes new is always dirty, but application data objects can become dirty in other ways as well. The application
may modify a value in a managed field. The application may delete the object by calling the persistence manager's

del et ePer si st ent method. The application may call the makeDi r t y method in the JDOHel per class. Chapter 7 discusses the
JDOHel per class.

When the time comes for JDO to save the object's before-image, JDO saves it only when the object does not already have one. For
example, within the same transaction, a transient-clean object may become transient-dirty, then persistent-new, then persistent-new-deleted.
JDO saves the before-image when the object becomes transient-dirty, and for that reason, it does not save a before-image when the object
becomes persistent-new. On the other hand, if a JDO-transient object becomes persistent-new and then persistent-new-deleted within the
same transaction, JDO saves the before-image when the object becomes persistent-new.

When the persistence manager's transaction ends, whether by commit or rollback, JDO discards the before-image of all transactional objects
managed by the transaction's persistence manager. When the application calls the persistence manager's rakeNont r ansact i onal ,

evi ct, orr ef r esh methods, JDO discards the before-image of the affected objects.

Optimizations Available to the JDO I mplementation

The implementation has several opportunities to optimize the work in saving and restoring the before-image. For example, if the object is
hollow when it becomes dirty, the implementation may be able to represent the before-image in a more efficient manner than by making a



copy of its hollow state. It might use a flag as the way to indicate that the before-image is the hollow state. Likewise, after a persistent object
is deleted, JDO prevents any changes to its persistent state. Therefore, there is no need to make a before-image to restore. Nonetheless,
since dirty objects can be deleted, the object when deleted may already have a before-image, which JDO would keep and use to restore
from.

As Chapter 3 describes, when JDO makes an object persistent, it replaces the references in persistent fields to objects of the supported
mutable system classes, such as Dat e and HashSet , with references to objects that are instances of the classes supplied by the JDO

implementation, which subclass the system classes. When RestoreValues is true, the before-image has the reference to the original
instance of the system class, and in the event of rollback, the reference to the original system class object is restored in the persistent field.

On the other hand, when the object is persistent-clean or persistent-nontransactional, the loaded persistent fields that refer to objects of
supported mutable system classes already refer to objects of the implementation's subclasses. In some cases, it is not feasible or desirable
to make a copy of these objects. For this reason, JDO specifies that the implementation does not include these fields in the before-image,
and upon rollback, the value of these fields is set to null. Doing this is transparent to the application, because JDO reloads the values from
the datastore when the application makes the next access to these fields. Although the specification is not clear, it is reasonable to expect
that any transactional but not persistent field in a persistent object and any managed field in a transient-dirty object, even when the field is a
supported mutable system type, is fully backed up in the before-image for use in the event of rollback.

Although the optimization strategies available to the implementation make the description of saving and restoring a before-image more
precise, they are implementation details that you can ignore as an application programmer.

Synchronizing with Transaction Completion

The Synchr oni zat i on interface is defined in the Java Transaction API. The Synchr oni zat i on interface notifies the application
when the transaction ends. As Figure 4-2 shows, the interface has two methods. JDO calls the bef or eConpl et i on method when the
transaction is starting the commit step, but never calls the bef or eConpl et i on method when the transaction is starting a rollback step.
JDO calls the af t er Conpl et i on method when the transaction has finished the commit or rollback step. JDO passes one of two values
in the st at us parameter of the af t er Conpl et i on call.

<¢ Interface »
javax.transaction.Synchronization

beforeCompletion() : void
afterCompletion(int status) : void

Figure 4-2: The class diagram of the Synchr oni zat i on interface

j avax. transaction. St at us. STATUS_COW TTED
j avax. transaction. St at us. STATUS ROLLEDBACK.

The Tr ansact i on interface provides getter-setter methods for its Synchronization property.

public javax.transaction. Synchroni zation get Synchroni zati on()
public void setSynchronization(javax.transaction. Synchroni zati on syncQObj ect)

If the application wants to be notified when the transaction completes, it calls the set Synchr oni zat i on method to register a
Synchr oni zat i on object. JDO calls this object's methods when the boundary events occur in the transaction. Since JDO itself is
either controlling the transaction's boundaries or must be aware of the same boundary events, the Synchr oni zat i on object that the
application selects always receives notifications. The Synchr oni zat i on callbacks occur whether the application controls the
transactional boundaries through JDO's Tr ansact i on interface or whether a container controls the transactional boundaries.

The transaction holds a reference to only one Synchr oni zat i on object. Setting the property to a new Synchr oni zat i on object



replaces the previous Synchr oni zat i on object, if any, with the new one. Setting the property to null prevents callbacks to a
Synchr oni zat i on object. Calling the set Synchr oni zat i on method withina Synchr oni zat i on callback or during the
time that a transaction is completing yields a JDOUser Except i on.

Although many applications may not find the need to register a Synchr oni zat i on object with the transaction, there are several

scenarios that lead to using this interface. First, there may be a nontransactional step that needs to be taken when a transaction commits or
rolls back. For example, a message might be sent or logged to a nontransactional message or logging service. Second, there may be
unmanaged objects that need cleanup after a transaction commit. The application can use the af t er Conpl et i on callback to handle

both of these scenarios. Third, there may be situations where the application wants to make information consistent before the commit. The
application can use the bef or eConpl et i on method to handle this need.

In some cases, the application may want to prevent the transaction's commit from succeeding. If the application code lives within an EJB
whose transactions are managed by the container, the application can use the bef or eConpl et i on callback in the

Synchr oni zat i on class to call the set Rol | backOnl y method in its bean's j avax. ej b. EJBCont ext object. This action
forces the container to roll back the transaction.

When the application itself controls the transactional boundaries through JDO's Tr ansact i on interface, the application should not
attempt to reverse a commit in bef or eConpl et i on. Thereis no set Rol | backOnl y method in JDO's Tr ansact i on
interface. Instead, the application makes the decision whether to call conmi t orr ol | back based on all the information that it needs to

consider. Thereafter, there is no reason to reconsider. Neither JTA nor JDO defines the expected behavior when an unchecked exception is
thrown in the Synchr oni zat i on callbacks.
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How the Transactional Properties Control State Transitions

The best way to understand the purpose and effect of the five transactional properties is to understand how the property settings affect
JDO's actions, whether implicit or explicit, when they alter the managed state of application data objects. Quite a few diagrams are presented
in this section. Each diagram shows changes in the object's management state that result from JDO actions under the different settings of
the transactional properties. Their purpose is to provide more than enough detail to sort through even the worse confusion.

JDO State Transitions Outside of Transactions

There are four possible combinations of the two nontransactional properties. Since there is no apparent use for turning on
NontransactionalWrite without also turning on NontransactionalRead, this case is not considered here. Likewise, when
NontransactionalRead and NontransactionalWrite are both turned off, access to persistent fields outside of transactions is not
possible. Two configurations remain. In the first case, NontransactionalRead is true and NontransactionalWrite is false. In the
second case, hoth are true.

Figure 4-3 illustrates the state transitions of an application data object when the allowed persistent operations are performed outside of a

transaction and when NontransactionalRead (NTR) is true and NontransactionalWrite (NTW) is false. In this transactional
configuration, there are only three management states that application data objects can be in. These states are the three nontransactional
states in JDO. The other seven management states are all transactional states. All of them, except the transient-clean state, are therefore
not possible when a transaction is not active. The transient-clean state is discussed in the section "The Optional Transient-Transactional

Feature" found later in this chapter.
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Figure 4-3: State transitions outside a transaction when NTR is true and NTW is false

When an application data object is hollow, all of its persistent field values are cleared except for its key fields. An application data object has
one or more persistent key fields only when its class uses application identity. When a key field of a hollow object is accessed, the object
remains hollow. When a persistent, non-key field of a hollow object is accessed, the value of the field is loaded from the datastore and the
object becomes persistent-nontransactional. Once in memory, the field's value is not loaded again, unless it is refreshed or evicted. Outside
a transaction, persistent application data objects, whether hollow or persistent-nontransactional, can be made JDO-transient, but JDO-
transient objects cannot be made persistent. JDO-transient objects, because they are unmanaged by JDO, are not bound by any JDO rules
about when their fields can be accessed or modified.

Figure 4-4 illustrates the state transitions of an application data object when the allowed persistent operations are performed outside of a

transaction and when both NontransactionalRead and NontransactionalWrite are true. The state transitions permitted here are very
similar to those permitted for the transactional configuration of Figure 4-3, except that now both reads and writes are allowed whereas before

only reads were allowed.
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Figure 4-4: State transitions outside a transaction when both NTR and NTW are true

JDO State Transitions Inside Transactions

The three properties, Optimistic, RetainValues, and RestoreValues, control JDO's actions on managed objects within a transaction.
Before looking at how JDO behaves when these properties are turned on or off, it is helpful to examine all of JDO's actions within a
transaction that are not affected by these properties. Of the ten management states for application data objects, five are persistent and
transactional, two are persistent but not transactional, and one is neither persistent nor transactional. These eight states are found in most of
the diagrams presented here. The remaining two JDO management states, transient-clean and transient-dirty, occur only when the
application makes use of JDO's optional support for transient and transactional objects. "The Optional Transient-Transactional Feature”

section found later in this chapter describes the transient-transactional implementation option.

For the eight management states that are not transient and transactional, Figure 4-5 shows all the JDO actions that can occur within
transactions and meet the following four conditions:

. The effects of the action are the same regardless of the settings of the Optimistic, RetainValues, or RestoreValues properties.
. The action is allowed (i.e., it does not throw an exception).
. Either the action results in a state change, or it is not obvious that the state would not change.

. The action does not make use of the optional JDO transient-transactional feature.
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Figure 4-5: State transitions common to all transactions

Although the diagram of state transitions in Figure 4-5 is complex, there are a few simple principles that organize the complexity. Objects in

any of the persistent states can be deleted, but persistent-new objects transition to the persistent-new-deleted state rather than the persistent-
deleted state. An application can access the key fields of deleted objects, but it cannot access non-key fields of deleted objects, nor can it
write any fields of a deleted object. Reading the value of a key field never changes the object's state. When the application writes to a
persistent field, the object becomes persistent-dirty, unless it is persistent-new. JDO's makeTr ansi ent method applies to only the

objects that are hollow, persistent-clean, and persistent-nontransactional. The application can access or modify any field it likes for an
application data object in the JDO-transient state because JDO is not managing access to any of the object's fields.

As Figure 4-5 shows, the makeNont r ansact i onal method changes persistent-clean objects to persistent-nontransactional. If the
JDO implementation does not support the j avax. j do. opti on. Nont r ansact i onal Read option, then calling
makeNont r ansact i onal for a persistent-clean object results in a JDOUnsuppor t edOpt i onExcepti on.

Figure 4-5 provides the background for the figures that follow. While Figure 4-5 shows the actions that are independent of the three

properties, Optimistic, RetainValues, and RestoreValues, the figures that follow show the actions that are dependent on the values
of one of these properties.

JDO State Transitions Uniqueto Datastore Transactions

Figure 4-6 shows the operations whose behavior is unique to a datastore transaction. A JDO transaction is a datastore transaction when the

transaction's Optimistic property is set to false. The persistent-clean state is central to the datastore transaction. When an application data
object is in the persistent-clean state, its persistent state is transactionally consistent with the datastore. JDO provides the transactional
consistency by starting an underlying database transaction that remains open for the duration of the JDO datastore transaction. JDO loads
fresh values of the persistent state as needed within this underlying database transaction. Some JDO implementations may also lock the
state in the datastore to prevent other transactions from changing it.
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Figure 4-6: State transitions unique to datastore transactions

Reading a persistent non-key field of a hollow application data object or passing the application data object to makeTr ansact i onal
causes JDO to change the object to persistent-clean. When the application data object is persistent-nontransactional, reading a persistent
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non-key field in the object causes JDO to discard the object's existing persistent state during the change to persistent-clean. Usually, the
implementation loads the default fetch group during the transition to persistent-clean. Writing any persistent field of a persistent-
nontransactional object causes JDO to discard the existing persistent state and reload fresh values as needed from the datastore before
JDO applies the change.

Refreshing a persistent-dirty object causes JDO to discard the persistent state, including the modifications made. The object reverts to
persistent-clean. Some JDO implementations may be able to restore the correct transactional values for the persistent fields from the before-
image, while others may need to reload the correct values from the datastore.

Interestingly, passing a persistent-nontransactional object to the r ef r esh method may be a no-op in a datastore transaction. In a

datastore transaction, there is little reason for the implementation to carry out the refresh actions on a persistent-nontransactional object,
since either read or write access to the persistent fields causes an implicit refresh.

JDO State Transitions Uniqueto Optimistic Transactions

Figure 4-7 illustrates the behavior that is unique to optimistic transactions. A transaction is optimistic when its Optimistic property is set to
true. The figure shows behavior for optimistic transactions that is strikingly different from the behavior diagrammed for datastore transactions
in Figure 4-6. In the optimistic transaction, the persistent-nontransactional state is central. When a non-key, persistent field of a hollow object
is accessed, the object changes to persistent-nontransactional. Reading any field of a persistent-nontransactional object leaves it in the
persistent-nontransactional state. In both cases, any persistent field values that are not already loaded into memory are fetched from the
datastore as needed. Usually, the JDO implementation loads the object's default fetch group during the transition to persistent-
nontransactional.
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Figure 4-7: State transitions unique to optimistic transactions

If a persistent-nontransactional object is made transactional, the persistent state is not refreshed before the object becomes persistent-clean.
Instead of reloading the persistent state (and possibly locking it) as would happen in a datastore transaction, the optimistic transaction
enforces transactional consistency by checking the concurrency value of all transactional objects during commit processing.

Within an optimistic transaction, when the application writes to a persistent field of a persistent-nontransactional object, the object's state
changes to persistent-dirty. Before the write is applied, the persistent fields of the object are not refreshed. Rather, the existing values of the
persistent fields are kept.

A refresh on a persistent-nontransactional object causes the persistent state to be discarded. JDO reloads new values as needed, and as its
option, it may reload the default fetch group immediately. Some implementation may perform the refresh only when the concurrency value
indicates that the persistent state is out-of-date. When a persistent-dirty object is refreshed, the changes to its persistent state made within
the transaction are lost. During the refresh, the object becomes persistent-nontransactional.

JDO State Transitions When RetainValues|s False

Figure 4-8 illustrates the behavior that is unique to transactions when the Retain-Values property is false. As Figure 4-8 shows,

application data objects that are both persistent and transactional become either hollow or JDO-transient upon transaction commit when
RetainValues is false. Whether they become hollow or JDO-transient, JDO clears their persistent fields.
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Figure 4-8: State transitions upon commit when RetainValues is false

Application data objects that are not transactional are not affected by transaction completion. In particular, the comni t method has no

effect on objects that are in the hollow, persistent-nontransactional, or JDO-transient state. As a result, setting the RetainValues property
to false does not automatically evict persistent-nontransactional objects when the transaction commits.

JDO State Transitions When RetainValuesIs True

Figure 4-9 illustrates the behavior that is unique to transactions when the RetainValues property is true. As Figure 4-9 shows, application

data objects that are both transactional and persistent become either persistent-nontransactional or JDO-transient upon transaction commit
when RetainValues is true. Whether they become persistent-nontransactional or JDO-transient, JDO retains the values of their persistent
fields.
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Figure 4-9: State transitions upon commit when RetainValues is true

Application data objects that are not transactional are not affected by transaction completion. In particular, a call to the conmi t method has
no effect on objects that are in the hollow, persistent-nontransactional, or JDO-transient state.

JDO State Transitions When RestoreValues IsFalse

Figure 4-10 illustrates the behavior that is unique to transactions when the RestoreValues property is false. As Figure 4-10 shows, when

RestoreValues is false, all transactional objects become either hollow or JDO-transient upon transaction rollback. The persistent fields of
persistent-clean, persistent-dirty, and persistent-deleted application data objects are cleared to their Java default values on rollback.
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Figure 4-10: State transitions upon rollback when RestoreValues is false

As a result of both rollback and the automatic eviction, the objects become hollow. On the other hand, on rollback when RestoreValues is
false, JDO retains the values of the persistent fields of persistent-new and persistent-new-deleted objects.

Application data objects that are not transactional are not affected by transaction completion. In particular, the r ol | back method has no
effect on objects that are in the hollow, persistent-nontransactional, or JDO-transient state.
JDO State Transitions When Strong RestoreValuesIsTrue

Figure 4-11 illustrates the behavior that is unique to transactions when strong RestoreValues is true. As Figure 4-11 shows, all

transactional objects become hollow, persistent-nontransactional, or JDO-transient upon transaction rollback when strong RestoreValues
is true. Persistent-clean objects do not have a before-image. As a result, they change to persistent-nontransactional upon rollback.
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Figure 4-11: State transitions upon rollback when strong RestoreValues is true

Persistent-dirty and persistent-deleted objects may become hollow or persistent-nontransactional. They become hollow because they
previously changed to the persistent-dirty or persistent-deleted state from the hollow state. As a result, the before-image contains the Java
default values for the persistent fields. On the other hand, if the persistent-dirty or persistent-deleted objects were previously persistent-clean
or persistent-nontransactional, then they become persistent-nontransactional as a result of restoring from the before-image upon rollback.

Application data objects that are not transactional are not affected by transaction completion. In particular, the r ol | back method has no
effect on objects that are in the hollow, persistent-nontransactional, or JDO-transient state.
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JDO State Transitions When Weak RestoreValueslsTrue

Figure 4-12 illustrates the behavior that is unique to transactions when weak RestoreValues is true. As Figure 4-12 shows, persistent-new
and persistent-new-deleted objects become JDO-transient upon transaction rollback when weak RestoreValues is true. Persistent-clean,
persistent-dirty, and persistent-deleted objects become hollow.
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Figure 4-12: State transitions upon rollback when weak RestoreValues is true

If you compare Figure 4-12 with Figure 4-10, you can see that the state transitions when RestoreValues is weak are the same whether

the property is true or false. All that changes is whether JDO saves a before-image when the object becomes persistent-new and whether
JDO restores the managed fields of persistent-new and persistent-new-deleted objects from the before-image upon rollback.
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The Optional Transient-Transactional Feature

JDO gives its implementations the option to support the transient-transactional feature. When an implementation supports this feature, it
supports application data objects in the transient-clean and transient-dirty states in addition to the JDO-transient state. An application data
object in any of the three transient states may have persistent fields, but because the object is not persistent, these fields are not
synchronized with persistent state in the datastore. The persistent fields of the transient and transactional object are managed as if they were
transactional fields. An application data object in any of the three transient states does not have a JDO identity.

Note Applications can determine whether an implementation supports the transient-transactional feature by looking for the “javax.jdo.
option.TransientTransactional” string in the collection of strings returned from the suppor t edOpt i ons method in the

JDOHel per class. Chapter 7 describes the JDOHel per class.

Figure 4-13 illustrates the behavior for the three transient management states. As Figure 4-13 shows, a JDO-transient object becomes
transient-clean when passed to the makeTr ansact i onal method in the persistence manager. The call succeeds whether a

transaction is active or not. If the transient-transactional feature is not supported, calling the method yields a
JDOUnsupport edOpti onExcepti on.
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Figure 4-13: Additional state transitions when JDO supports the transient-transactional feature

When a transaction is active, the persistence manager's makePer si st ent method can make any transient object persistent-new. Once

an object becomes persistent-new, it can become JDO-transient, hollow, or persistent-nontransactional as the result of transaction commit or
rollback. None of JDO's actions change persistent-new objects into either transient-clean or transient-dirty objects.

As Figure 4-13 shows, reading any field of an application data object in any of the three transient states never produces a state change.

When a transaction is not active, writes to any fields in JDO-transient or transient-clean objects do not produce a state change. Once the
transaction becomes active, writes to managed fields cause the transient-clean object to become transient-dirty. When weak or strong
RestoreValues is true, JDO saves the before-image before making the object transient-dirty.

Theevi ct,refresh,andr et ri eve operations of the persistence manager perform no operation and return silently when passed
JDO-transient, transient-clean, and transient-dirty objects, with one exception. The evi ct method throws a JDOUser Except i on

when a JDO-transient object is passed to it. The transaction properties RetainValues, Optimistic, NontransactionalRead, and
NontransactionalWrite have no effect on JDO-transient, transient-clean, or transient-dirty objects.

The transaction's comri t operation discards any saved before-image and changes the transient-dirty object to transient-clean. Otherwise,

no changes are made to the field values. In particular, setting RetainValues to false does not cause JDO to clear the persistent fields of
the object.

The transaction's rollback operation retains the existing values of all managed fields in the transient-dirty object when RestoreValues is
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false. It restores the managed fields to the values saved in the object's before-image, when RestoreValues is true. Commit and rollback
have no effect on JDO-transient and transient-clean objects.

Practical uses for the two transient and transactional states are likely to be specialized.

[rreviovs [
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JCA, JTA, and JDO Transactions

Some JDO implementations are designed to work in unmanaged environments, and some are designed to work in managed environments
that use the J2EE Connector Architecture and the Java Transaction API. Some JDO implementations work in both managed and
unmanaged environments.

Note To learn more about JCA and JTA, visit the Sun Microsystems Web siteatht t p: / /| ava. sun. com

One of the purposes of JCA is to define the contracts between a resource adaptor that manages a transactional service and the container
that manages transactions. When a JDO implementation is designed to work with a J2EE container, it can function as a resource adaptor
within JCA. In this case, the JDO implementation supports all of the connection, transaction, and security contracts that JCA requires.
Alternatively, the JDO implementation can function as a caching manager within JCA. In this case, the JDO implementation integrates with
the transaction management of JCA and uses some existing resource adaptor to connect to the datastore. Some implementations may be
able to perform in either role. Either way, as a result of its integration with JCA and JTA, the J2EE container can control the JDO transactions.

When the J2EE container controls the EJB's transactional boundaries, the container is providing a service called container-managed
transactions. The application code in the EJB that uses CMT does not call the boundary methods in the JDO Tr ansact i on interface.

When the CMT EJB calls a factory to get a persistence managet, the factory method enlists the persistence manager in the container-
managed transaction, if there is one. If there isn't an active transaction, then the persistence manager must be used nontransactionally. In
other words, the NontransactionalRead property must be turned on and persistent state cannot be updated.

Note Chapter 6 provides code templates for most types of EJB components, and describes in detail how and when to obtain a
persistence manager inside an EJB.

J2EE allows session beans to manage their own transactions. This capability is called bean-managed transactions. Only session
beans have the BMT option. The application code in a BMT session bean has the option of using the JDO Tr ansact i on interface or the
JTAj avax. transacti on. User Transact i on interface to control the transactional boundaries. The use of the

User Tr ansact i on interface imposes some constraints that must be observed.

In a BMT session bean, the User Tr ansact i on is obtained from the j avax. ej b. Sessi onCont ext interface. When the bean
uses User Tr ansact i on to start the transaction, the Per si st enceManager object must be obtained from the
Per si st enceManager Fact or y after the transaction is started; otherwise, the persistence manager is not enlisted in the

transaction. As a result, if the application wanted to execute two transactions, one after the other, within a bean method, it must obtain one
persistence manager for each transaction that it starts with the User Tr ansact i on interface.

When the application uses the JDO Tr ansact i on interface, it has more flexibility. In a BMT session bean, the JDO Tr ansact i on

interface can control the transaction just as it can in an unmanaged environment. In this case, the application code does not use the
User Tr ansact i on interface at all. If the application wants to run a series of transactions, the same persistence manager may be used.

The JDO implementation, if it is designed to work with JCA and JTA, ensures that the User Tr ansact i on begins when the JDO
Transact i on begins and completes when the JDO Tr ansact i on completes. For simplicity, it is recommended that the application

code always use the JDO Tr ansact i on interface in BMT session beans.
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JDO's Cache of Persistent Objectsand Their State

Each persistence manager controls a cache of persistent objects. Each persistent object has persistent fields that hold the values that JDO
can synchronize with the datastore. When the application first gets the value of a persistent field in a persistent object, the persistence
manager loads the value from the datastore. The cost to fetch the value of a persistent field from the datastore is never paid more than once
per transaction.

The persistence manager uses the application data object as the primary place to store the values of its persistent fields. When a persistent
field does not contain its persistent value, JDO sets the field to its Java default value. When a persistent object has no persistent state in
memory, it is in the hollow management state. Since the persistent value may be the same as the Java default value, JDO must always know
whether the persistent field holds the field's persistent value or its default value.

JDO may read a field's value from the datastore and cache it prior to the application's access to the field. The JDO implementation reads the
default fetch group in one database access as a performance optimization. The default fetch group is a block of fields that are usually stored
together in the datastore. The JDO metadata defines, either explicitly or by default, which fields are members of the default fetch group.
Chapter 5 discusses the JDO metadata.

As a general observation, the performance benefit of caching is the discounted cost of subsequent use of cached information. To gain the
benefit from JDO, the application must access the value of the persistent field more than once, and it must do so before JDO discards the
persistent field's value.

The JDO specification describes caching for one persistence manager. The JDO implementation may architect a deeper caching strategy
that provides for caching across all of the persistence managers in one or more JVMs. JDO does not specify whether the implementation
does this, or how it does this. The section entitled "The JDO Implementation's Second-Level Cache,” found later in this chapter, discusses

the deeper caching strategy. Otherwise, the caching architecture discussed here is the one-cache-per-persistence-manager architecture that
JDO specifies.

Removing Persistent Objectsfrom the Cache

The garbage collector can remove some persistent objects from the persistence manager's cache. JDO usually holds a strong reference to
all transactional objects, but it holds only a weak or soft reference to objects that are either hollow or persistent-nontransactional. As a result,
unless the application holds a strong reference to a hollow or persistent-nontransactional object, the object can be garbage collected.

Note Thej ava. | ang. r ef package defines the basic mechanisms of weak and soft references.

When Can the Persistence Manager's Cache | mprove Perfor mance?

The contents of the persistence manager's cache has little effect on the performance of queries made against an extent. The reason is
straightforward: queries against an extent involve a trip to the datastore to determine, at a minimum, the identity values of the objects that
satisfy the query. This is the major cost of the query, and it must be paid whether the objects that the query finds are in the cache or not.

Likewise, the cache can offer only a marginal performance improvement when the application uses the objects returned by the query. The
reason is not quite so straightforward as before. When JDO sends the query to the datastore to retrieve the identity values, it can usually
add, at a low marginal cost to the query performance, the request to retrieve the values of the default fetch group associated with the objects
found. Since the cost is low and the decision to request the default fetch group must be made before it can be known whether the objects are
in the cache, the JDO implementation will usually make the request to retrieve the default fetch group. As a result, finding the object in the
cache can improve performance significantly only when the application reuses a field that is not in the default fetch group.

If the persistence manager cache does not help when executing a query or iterating its results, when does it boost performance? Each of the
objects that the application gets by iterating the query's results or the extent is a root of a potential graph of objects that can be reached by
navigating the persistent fields that refer to other data objects. When these other objects are in memory and have most of their persistent
state loaded, then JDO can dramatically improve the speed of transparent navigation by avoiding the trip to the datastore. In short, the
persistence manager's cache can improve the performance of transparent navigation, and it might improve somewhat the use of the objects
returned in the query results, but it cannot speed up queries.

Controlling the Persistence Manager's Cache



When all five transactional properties are false, JDO limits the lifetime of persistent state to the lifetime of the transaction. When the
transaction ends, the persistent object becomes either hollow or JDO-transient. The persistent state outlives a transaction only when one or
more of the transactional properties are turned on. Turning on NontransactionalRead, Optimistic, RetainValues, and in some cases
RestoreValues creates persistent-nontransactional objects that retain their persistent state outside of and across transactions.

By limiting caching to the transaction, the application pays a minimal amount for caching and its benefits. There is no risk of stale information
since the persistent state loaded within the transaction is subject to the same transactional properties regardless of how often it is used. At
the same time, when caching is limited to the transaction, the performance benefit from reuse is also limited to the transaction. For some
applications, reuse within the transaction is significant, but for other applications, the significant reuse is across transactional boundaries or
even across persistence managers.

When caching crosses the transactional boundaries, the application runs the risk of using potentially stale information that is no longer
consistent with the state stored in the datastore. Optimistic transactions remove the risk of using outdated information for any objects that are
changed or otherwise made transactional, but the risk remains for those objects that are not transactional.

The JDO Implementation's Second-L evel Cache

As mentioned earlier, JDO does not specify that implementations provide any caching beyond the cache of persistent objects managed by
each persistence manager. Nonetheless, many JDO implementations provide a second-level cache because the design patterns for using
JDO often require that a persistence manager be dedicated to each request handled by a stateless service or to each user handled by a
stateful service. Due to the frequently observed commonality of interests in multiple requests from the same and different users, a second-
level cache can provide caching benefits when a persistence manager's cache cannot.

Note Chapter 9 examines the design issues in client/server applications. Chapter 10 examines the design issues in Web applications,
and Chapter 11 examines the design issues when using JDO within Enterprise JavaBeans. Both Web components and EJB

components are expected to make heavy use of the one-persistence-manager-perrequest design pattern. For this reason, these
application architectures benefit from a second-level cache.

When the implementation provides a second-level cache, what does it mean to say that the persistent state is loaded from the datastore?
The answer depends on whether the application is using a datastore transaction or an optimistic transaction. In a datastore transaction, the
persistent state that is loaded must be consistent with the state available from the database transaction. Although the application may have a
choice of mechanisms to guarantee consistency with the database (for example, locking the entire database, locking the schema, receiving
an administrative assurance of exclusive ownership, etc.), one typical way to make this guarantee is to fetch the persistent state from the
datastore within the database transaction. In this case, there is no benefit derived from state that is stored in memory prior to the start of the
datastore transaction.

On the other hand, the optimistic transaction makes only some objects transactional, and it verifies the persistent state of transactional
objects only on transaction commit. For these reasons, when an optimistic transaction "loads the persistent state from the datastore,” it can
cheat by fetching the values from a second-level cache if there is one. Later, when changes are written to the datastore upon transaction
commit, the concurrency values of transactional objects are checked against the values in the datastore. By using the secondary cache, the
JDO implementation can provide a performance boost for optimistic transactions that it may not be able to provide for datastore transactions.

When the application wishes to take advantage of the second-level cache provided by the JDO implementation, it should, as a general rule,
use optimistic rather than datastore transactions. As JDO implementations evolve their cache management, this general rule will develop
qualifications and exceptions, but it is a good place to start when seeking to understand how to benefit from the implementation's second-
level cache.
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Summary

Many applications require the use of transactions to protect the integrity of the data. The persistence manager has associated with it one and
only one Tr ansact i on object. This Tr ansact i on object can be used to start and complete transactions in unmanaged

environments. When the JDO implementation supports managed environments such as EJB containers, the JDO Tr ansact i on object is
integrated with the User Tr ansact i on in JTA and the transaction management in JCA.

The Tr ansact i on interface provides five properties to configure JDO's behavior in transactions. These properties control when

transactions are needed, the type of transaction used, and the disposition of persistent state in transactional objects when the transaction
ends. When necessary, the application uses the evi ct ,r ef r esh,andr et r i eve methods in the Per si st enceManager

interface to fine-tune when persistent state is discarded or loaded.

By using the Quer y, Per si st enceManager , and Tr ansact i on interfaces, the application controls the explicit services of JDO.

For JDO to be able to provide transparent persistence or implicit persistence services, the application data classes must be enhanced to
support JDO's Per si st enceCapabl e interface. The next chapter examines the anatomy of application data classes. It describes how

to control the enhancement step through the JDO metadata and where enhancement impacts the existing functionality or design of the
application data classes.

[« previous [ nexr o |
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Chapter 5: Enhanced Classes and M anaged Fields

The application programmer designs and codes the application data classes. The JDO implementation provides an enhancer tool to modify
the application data classes. The modifications made during enhancement allow JDO and the application data objects to interact with each
other. The JDO metadata, which is contained in an XML file, identifies the application data classes and describes their managed fields.

To begin, this chapter describes, in a general way, what application data classes are. It details JDO's requirements for their managed and
unmanaged fields and how enhancement changes the application data class. It concludes by describing the tags and attributes of the JDO
metadata.

Which Application Classes Should Be Enhanced?

Application data classes represent fine-grained objects that model the interesting state of the real world. The application data classes and
their interrelationships may be simple or complex, depending on the needs of the application. Application data classes may inherit from
classes that will be enhanced or from classes that will not be enhanced. Application data classes may implement interfaces. There may be
only a few application data classes, or there may be hundreds.

An application data class may be code light or it may be code heavy. It may have only getter-setter methods to control access to member
fields, enforce rules for valid state, and handle type conversions. Although it often makes sense to keep application data classes light in
code, JDO handles code-intensive application data classes equally well. Application designers can put into the application data classes as
much code as they need.

JDO assumes that application data classes hold their persistent state in their instance fields. If the persistent state is someplace else, such
as in a system resource outside the JVM, then JDO cannot manage the object's persistent state. For example, JDO cannot make the j ava.
i 0. Fi | el nput St r eamclass persistence capable because most of its interesting state is in a file rather than in the class's member
variables.

The application data classes define the application's persistent object model. Designing the persistent object model for most applications is a
nontrivial task. The designer must identify the classes of persistent objects, the elements of their persistent state, the relationships between
the objects, the behavior of the objects, their collaboration with other objects, the inheritance relationships between classes, and so forth.
JDO helps the designer carry out these tasks by staying out of the way.

From a designer's standpoint, the ideal persistence service is orthogonal to all other concerns in the object model. For this reason, JDO
strives not to impose constraints on the persistent object model. JDO goes a long way towards this ideal because, for the most part, the
application programmer can design and code the application data classes without being aware of JDO.
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Managed and Unmanaged Fields

When JDO manages an object, it manages the individual fields of that object. For JDO, there are three kinds of fields in the application data
class:

. Persistent fields
. Transactional fields
. Unmanaged fields

The JDO metadata determines whether a field is persistent, transactional, or unmanaged.

What Types of Fields Can Be Unmanaged?

Any type of field can be unmanaged. JDO imposes no constraints on unmanaged fields.

Fields that are declared with the st at i c or f i nal keywords must be unmanaged. JDO ignores static fields because they do not contain
dynamic object state.

JDO's architecture does not allow it to manage final fields. JDO uses the no-arg constructor of the application data class to create the object
before it reads the values of persistent fields from the datastore. Since the values of final fields can be assigned only in field initializers or
constructors, there is no way for JDO to load the value of a final field from the datastore.

What Types of Fields Can Be Transactional?

Except for static and final fields, any type of field can be transactional. The values of a transactional field are never stored or found in the
datastore. JDO includes the values of transactional fields in the before-image that JDO saves when the transactional object becomes dirty
and the transaction's RestoreValues property is true.

Restoring Transactional Fields on Rollback

Although the specification is not entirely clear on this point, a reasonable interpretation holds that JDO restores on rollback the field values of
any type of transactional field when the transaction's RestoreValue property is true. It should not matter whether the implementation offers
strong or weak supports for the RestoreValues property. JDO should restore the field's value when its type is a primitive type, an
immutable class, a supported mutable system class, an unsupported mutable system class, or an application data class. In other words, JDO
should restore the field's value in all cases.

Beyond restoring the transactional field's value, JDO does not impose any additional requirements. Although JDO defines persistence by
reachability for persistent fields, it does not define transactional by reachability for transactional fields. If a transactional field refers to a JDO-
transient application data object, and the application changes that object without changing the transactional field that refers to that object, the
restore on rollback may not (and probably will not) undo the change. If a transactional field refers to an object that is an instance of an
unsupported mutable system class and the application changes that object, the restore on rollback may not (and probably will not) undo the
change.

In the case of transactional fields that refer to objects of supported mutable system classes, JDO may, or may not, undo the changes to the
objects upon restore. For example, if the transactional field's type is HashSet and the application changes the HashSet object by

adding or removing an element, the JDO implementation may, or may not, undo the change to the HashSet object when restoring upon
rollback. In this case, the likelihood is more that it will than it will not.

On all of these points, because the specification is not clear, implementations may differ.

What Typesof Fields Can Be Persistent?

All JDO implementations must support persistent fields that have any of the following primitive or reference types:



. Any enhanced application data class.

. All eight primitive types: char , byt e, short,i nt,l ong, fl oat, doubl e, and bool ean.

. The eight immutable wrapper classes of primitive types in the j ava. | ang package: Char act er, Byt e, Short, | nt eger,
Long, Fl oat, Doubl e, and Bool ean.

. The immutable class St r i ng inthe j ava. | ang package.

. The immutable class Local e inthej ava. uti | package.

. Either of the two immutable classes in the j ava. mat h package: Bi gDeci mal and Bi gl nt eger.
. Either of two mutable classes inthe j ava. uti | package: Dat e and HashSet .

. Either of two interface typesinthe j ava. uti | package: Col | ecti onand Set .

. The Ohj ect classinthe j ava. | ang package. The implementation may, and probably will, restrict the types of objects that may
be assigned to an Cbj ect field.

. Interface types other than the collection interfaces (Col | ecti on, Li st, Map, Set , etc.). The implementation may, and probably
will, restrict the types of objects that may be assigned to the field.

When the persistent field's type is an Obj ect or an interface (other than the collection interfaces), the implementation is likely to require

that objects assigned to the field must be instances of one of the other supported classes. If the implementation's requirements are not met
when the assignment is made, the implementation throws a Cl assCast Except i on.

Optionally Supported Typesfor Persistent Fields
JDO specifies a short list of types that the implementation may optionally support for persistent fields.

. Anyof seven classesinthe j ava. uti | package: Hasht abl e, Vect or, ArrayLi st, Li nkedLi st, HashMap,
Tr eeMap, Tr eeSet

. Either of two interface typesinthe j ava. uti | package: Map and Li st
. Arrays

The application can determine which of the preceding optional field types are supported for a particular implementation by calling the
support edOpt i ons method in the Per si st enceManager Fact or y interface. Chapter 6 discusses the

Per si st enceManager Fact or y interface.

The supported collection types always support collections of application data objects. At its option, the JDO implementation may also support
collections of supported system objects, such as collections of collections, collections of dates, collections of strings, and so forth.

When the persistent field is a Col | ect i on, Map, Set, orLi st interface type, then the implementation type for the object after it is

fetched from the datastore may not be the same as the implementation type that was stored. For example, the application may make a new
application data object persistent that has a Li st field to which has been assigned an object of type Li nkedLi st . When the object

assigned to the field is later fetched from the datastore, it may come back as an Ar r ayLi st . If it is important to the application that the
object assigned to the list field always be a Li nkedLi st object, then the field's type should be Li nkedLi st rather than Li st .

If the implementation supports arrays, it supports arrays of all supported persistent types except arrays, collections, and maps. Even when
the implementation supports arrays, it may decline to support arrays of arrays, arrays of collections, and arrays of maps.

Support for Fields That Implement Serializable

If a field is persistent, it may be, or may not be, serializable. If a field is serializable, it may be, or may not be, persistent. JDO does not



connect the two properties in any way. On the other hand, a JDO implementation may support any type as persistent as long as the class
implements the j ava. i 0. Seri al i zabl e interface. In this case, the JDO implementation is going beyond what the JDO specification
requires or defines. By supporting any serializable class as persistence capable, the implementation is allowing the application to define
embedded objects that are stored in the datastore as second class objects.

Fields that are persistent because they are serializable have several drawbacks. Their use introduces a portability constraint because not all
implementations support such fields. Their contents may be opaque in the datastore because the datastore usually stores these objects as
byte fields. Without deserializing the byte field, other datastore tools cannot manipulate the values contained within the object. The JDO
query language does not provide a means to access the fields within these objects, and the implementation may, or may not, support using
the JDOQL equality operators (== and ! =) on these fields.

[« previous [ nexr o |
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Enhancement

Enhancement adds code to the application data classes to integrate them with JDO. As a result of enhancement, the enhanced class
implements the Per si st enceCapabl e interface. When JDO acts on an application data object, it acts on it as a

Per si st enceCapabl e object. Because the Per si st enceCapabl e interface is used only by the JDO implementation, it is
found in the j avax. j do. spi package. Because the enhancer, instead of the application programmer, adds the implementation of the
Per si st enceCapabl e interface, the application programmer rarely, if ever, makes direct use of the Per si st enceCapabl e
interface.

The enhancer is a tool that the JDO vendor supplies. The enhancer adds methods and member fields to the application data class. Usually,
enhancement occurs after class compilation, when the enhancer modifies the byte code of the compiled class. After enhancement,
application data classes may be called enhanced classes to draw attention to their new form. The specification calls them

Per si st enceCapabl e classes.

Although it is typical for enhancement to be done after compilation and before deployment, vendors may choose to do it in some other way.
JDO specifies the objectives of enhancement, but it does not specify how or when enhancement should occur. There are other approaches
that vendors might use. They might enhance the class through the use of code generators. They might also enhance the class through the
use of a specially designed class loader that enhances at runtime. It's sobering to think that they could simply leave it to the application
programmer to cut and paste in the required code, but this error-prone method is not likely to be popular.

Although byte-code enhancement does not require the source code for the application data class, the application programmer needs to know
many implementation details about the application data class. To enhance a class and use it effectively, the developer must know the names

and types of the managed fields. Source code or documentation can provide this information. The developer can also obtain it by using the
class disassembler that comes with the Java SDK. For example, to see all the fields of the Fi | el nput St r eamclass, enter the following

command:
javap -private java.io.FilelnputStream

The approach taken by the JDO specification to integrate application data classes with the persistence layer has some significant
advantages. By using an interface, the application designer is free to use nearly any Java class as an application data class. By encouraging
the provision of an enhancer tool, JDO moves the code required to make an application data class persistence capable into the vendor's
tools. The vendor's enhancer produces the required code with no errors and little effort. Both the enhancer and the interface approach
combine to keep the persistence service out of the design of the application data classes.

The Desired Effects of Enhancement

Numerous changes are made to the application data class during enhancement. Most changes occur for all application data classes, but
some changes apply only to the topmost application data class in an inheritance tree. The types of changes include the following:

. The class declaration is changed to indicate that it implements the Per si st enceCapabl e interface.

. The methods required by that interface are added.

. Afew member fields are added that the new methods use.

. A pair of static getter-setter methods are introduced for each persistent field at the same access level as the field itself.
. A static setter method is introduced for each transactional field at the same access level as the field itself.

. All'access to managed fields is converted to use the newly introduced static getter-setter methods.

. A constructor that meets JDO's requirements is generated when not found.

. Several changes are made to support standard object manipulations, such as cloning and serialization.

When the enhancer changes the class to implement the Per si st enceCapabl e interface, the effect is the same as if the class had
been written with the following declaration:



cl ass MyApplicationDataC ass i nplenents javax.jdo. spi. PersistenceCapabl e

Enhancement adds roughly two dozen methods specified by the Per si st enceCapabl e interface. The methods handle a variety of

concerns for the JDO implementation, including JDO state interrogation, JDO identity, the construction of new objects, and the management
of field values. When an application data object is persistent, it is associated with an implementation object called the state manager. The
state manager connects a managed object with the JDO persistence service.

Enhancement adds a handful of member fields to the application data class. All of the fields are declared with either the st at i ¢ or
transi ent modifier and, as a consequence, their values are not passed during serialization.

For easy identification and to prevent collisions with the names of the application-defined methods and data fields, all methods declared in
the Per si st enceCapabl e interface and all data member fields introduced into the application data class by enhancement start with

the letters "jdo".

A pair of static getter-setter methods is created for each persistent field, and a static setter method is created for each transactional field. The
static getter-setter methods have the same access level as the fields that they access. With few exceptions, all of the code within the
application data class that accesses the member field is changed to use the corresponding static method. If the application data class
implements the | nst anceCal | backs interface, which Chapter 7 describes, the enhancer does not modify the application code within

the j doPr eC ear andj doPost Load methods.

The enhancer does not change the access level of a managed field. As a result, the enhancer allows unenhanced classes to compile against
enhanced classes.

The Side Effects and Limitations of Enhancement

The purpose of enhancement is to make the application data class persistence capable. As a result of enhancement, side effects or potential
side effects are introduced. In some cases, JDO takes precautions to avoid the potential side effects, and in other cases, the application
programmer must work around the side effects if the particular effect is detrimental for the application. In a few cases, enhancement
introduces limitations on the application data class that the programmer must observe. The next sections examine the potentially undesirable
side effects of enhancement.

Enhancement and Constructors

If there are no constructors in the source code for a Java class, then the Java compiler generates a public no-arg constructor. If the source
code defines at least one constructor, then the compiler does not generate the no-arg constructor. On the other hand, JDO requires a no-arg
constructor in the application data class. The no-arg constructor can be any access level from private to public. If the enhancer does not find
a no-arg constructor in the class, it adds a protected no-arg constructor.

JDO uses the no-arg constructor to instantiate the persistent object when its state is first retrieved from the datastore. The application
programmer can, and almost certainly will, write other constructors that take arguments. These constructors may have any access level from
private to public.

All constructors initialize unmanaged application data objects. During construction, the persistent fields have not been loaded from the
datastore and the state manager is not available to load them. Before JDO can finish the initialization of the object and make it persistent, the
no-arg constructor must return.

Consider JDO the Prime User of the No-Arg Constructor

JDO must use the no-arg constructor in the application data class, and in some ways, it is best to consider JDO the prime user of the no-arg
constructor. In particular, the application may initialize the object differently in the no-arg constructor than it does in the other constructors.
For example, if the application data class has a persistent HashSet field called dr eans, initializing dr eans to an instance of a

HashSet in the no-arg constructor, as shown in the next line of code, can be counterproductive.

dreans = new HashSet ();

This assignment introduces three wasted steps every time JDO uses the constructor. Because the dr eans field is persistent, the only
value of the dr eans field that the application sees when the object is persistent is the value created by JDO from persistent state. As a
result, the construction of the new HashSet object, its assignment, and its garbage collection are all wasted steps. Without harm to the



persistent object, the constructor could allow the value of dr eans to remain null.

Although initializing persistent fields is counterproductive in the no-arg constructor, initializing either transactional or unmanaged fields is not
counter-productive. JDO does not reinitialize transactional or unmanaged fields. Likewise, all other constructors can initialize all fields without
waste, since JDO does not use these constructors. Often, the application uses the other constructors to create new objects that may be
made persistent.

In some cases, the application must use the no-arg constructor. This happens when the application data class is a JavaBean. If the
application uses the no-arg constructor and requires that persistent fields be initialized to nondefault values, then the application programmer
must decide between taking the performance hit of wasted initialization, providing an initialization method that the application calls after
construction, or implementing lazy initialization.

Reasonsto Writethe No-Arg Constructor in Every Application Data Class

In Java it is common to use field initializers for member fields that always take the same nondefault value regardless of which constructor is
called. This idiom introduces a difficulty for byte-code enhancement when it must add a no-arg constructor. The compiler interprets the field
initializers as meaning "put this code in all the constructors." Consequently, there is no byte code in the class file that corresponds directly to
the field initializers. Instead, the compiler puts the byte code for the field initializers into each constructor. By the time byte-code
enhancement occurs, the enhancer can only guess whether there were field initializers in the source code and what byte code corresponds
to them. To avoid error, the enhancer is likely to make no guess at all. In this case, the field initializer code is missing from the enhancement-
created no-arg constructor. To avoid this outcome, the application programmer should either avoid field initializers or write the no-arg
constructor.

Every constructor of a derived class calls a super constructor of its parent class. If the call to the super constructor is not the first code
in the constructor, the compiler inserts a call to the no-arg super constructor. When the no-arg constructor is not found, enhancement adds

it to the application data class. The no-arg constructor that enhancement adds calls the no-arg constructor of the parent class. If the parent
class is not an application data class (and therefore won't be enhanced) and if it does not have a no-arg constructor, then enhancement may
end in an error condition or lead to a runtime error when the enhanced classes are used. By coding the no-arg constructor in the application
data class, the programmer can detect the missing no-arg super constructor during compilation or direct the no-arg constructor to use a

different constructor in the superclass.

As a result of the various small gotchas, it is good practice to always code the no-arg constructor for all application data classes. The sample
no-arg constructor presented in Listing 5-1 satisfies JDO. The access modifier for the no-arg constructor may be anything from private to
public. An access level of private is sufficient for JDO because the constructor is called from code that the enhancement step inserts into the
class. If the application data class is a parent class for other derived application data classes, the access level cannot be private. If the
application data class is used as a JavaBean, it must have a public no-arg constructor.

Listing 5-1: Sample No-Arg Constructor for Typical Application Data Class

private MyApplicationDatad ass()

{
/1 used only by JDO

}

Tip Always code a no-arg constructor in the application data class. It may be of any access level from private to public.
Enhancement and Serialization

The enhancement step provides complete support for serialization by providing additional modifications when the application data class
implements Ser i al i zabl e. To support serialization, the enhancer modifies the least-derived application data classes that are

assignment compatible with the Ser i al i zabl e interface.

When the enhancer adds code to the application data class to support serialization, it either generates awr i t eCbj ect method, modifies
an existing wr i t eCbj ect method, or modifies an existing wr i t eRepl ace method. After the wr i t eCbj ect or

wr i t eRepl ace methods are enhanced, they call the j doPr eSer i al i ze method in the Per si st enceCapabl e interface.
The j doPr eSeri al i ze method ensures that all persistent fields are loaded with their persistent values prior to the object's
serialization. When the enhancer generates the wr i t eCbj ect method, the method calls the j doPr eSer i al i ze method and then



invokes the def aul t Wi t eObj ect method in the Obj ect Qut put St ream

Note For more information on the role of the wr i t eCbj ect method in serialization, see the SDK's Javadoc for the j ava. i o.
hj ect Qut put St r eamclass. For more information on the role of the wr i t eRepl ace method in serialization, see the
Java Object Serialization Specification available on Sun's Web site.

Enhancement ensures that an object of an enhanced class can be serialized into the original unenhanced class, and vice versa. By inserting
only static or transient member fields into the class, the enhancer ensures compatibility between the two versions of the class. If the
enhancer does not find aser i al Ver si onUl Dfield in the unenhanced class, it inserts one into the enhanced class and uses the
unenhanced class to calculate its value. These steps ensure that Java's serialization mechanism will find the post-enhancement class
compatible with the pre-enhancement class.

When the serialization stream is deserialized, all of the deserialized objects are JDO-transient. JDO does not provide a way to deserialize a
managed object. At its option, the application may deserialize into unenhanced classes.

Serialization starts with a root object. It serializes the primitive fields of the root object and follows its reference fields to other objects that are
serialized in turn. Serialization skips fields marked with the st at i c ort r ansi ent keywords. Whether a field is serializable or transient

for serialization is independent of whether it is persistent, transactional, or unmanaged for JDO. For that reason, any combination of the two
sets of characteristics is possible. Serialization writes to the output stream all serializable fields, whether persistent, transactional, or
unmanaged, and navigates to all serializable references until closure is reached. In short, enhancement does not interfere with or otherwise
distort the expected result of serialization.

Because serialization invokes JDO's transparent persistence, serializing a persistent object may serialize many more objects than intended.
As serialization follows the serializable references in persistent fields, JDO transparently retrieves the objects from the datastore. If the
persistent data objects are sufficiently inter-connected by persistent and serializable references to each other, then the resulting graph of
serialized objects may be as large as the number of objects in the datastore.

Serialize Application Data Objects or Data Transfer Objects?

The typical reason to serialize an application data object is to pass it by value to a remote client. Although application data objects can be
serializable, some argue that data transfer objects, which are lightweight classes containing the state of interest, should be serialized instead.
In this scenario, to satisfy a request, the application data service finds the persistent application data objects, creates the needed data
transfer objects, and returns the data transfer objects to the client via serialization. Although this approach works, in some circumstances it is
not required.

Data transfer objects solve two related problems that can sometimes be avoided by other means. Application data classes can define
heavyweight objects with business logic that may not make sense in the remote client's context. Data transfer objects can avoid sending
heavyweight objects to the client by transferring the state of interest into objects specifically designed to be lightweight. JDO supports
another approach that can solve the same problem.

Although application data classes can define heavyweight objects, JDO also supports application data classes that define lightweight objects.
If the application designer is able to define lightweight application data classes, then the problems of heavyweight persistent objects can be
avoided entirely.

Data transfer objects also solve a second problem, the potential serialization of a large graph of objects. Consider again the small town
library example used in Chapter 2. In the library example, each book refers to the categories to which it belongs, and each category refers to

the books that it contains. Each borrowed book refers to the borrower who borrowed it, and each borrower refers to all the books that he has
borrowed. As a result, returning one book by serialization may return all the books, all the borrowers, and all the categories. Data transfer
objects flexibly and effectively prevent serialization from walking the entire datastore by allowing the designer to determine anew the
associations between classes. JDO permits another less flexible, but equally effective, way to solve the same problem.

In JDO, serialization and persistence are independent properties. Consequently, the application designer can statically define, by using the
transi ent keyword, where to cut the object graph that is returned by serialization. Listing 5-2 shows the modifications to the library

classes, originally shown in Listing 2-3, that allow one book to be serialized with its categories. It also allows one borrower to be serialized
with his borrowed books and their categories. In neither case does serialization return all the objects in the datastore.

Listing 5-2: Library Classes with Judicious Use of the t r ansi ent Keyword

public class Borrower inplenments Serializable



{

/1 each of the fields belowis a persistent field
private String nane;

private HashSet books; // borrowed books

private Vol unteer vol unteer;

public class Volunteer inplenents Serializable
{
/'l each of the fields belowis a persistent field
private int hoursPerWek;
private Borrower borrower;

public class Book inplenents Serializable
{
/1 each of the fields belowis a persistent field
private Date checkCutDat e;
private String title;
private transi ent Borrower borrower;
private HashSet categories; // book's categories

public class Category inplements Serializable

{

/1l each of the fields belowis a persistent field

private String nane;

private transi ent HashSet books; // books in this category

In Listing 5-2, the t r ansi ent keyword has been added to the bor r ower field in the Book class and to the books field in the

Cat egor y class. Although these fields are now transient for Java's serialization, they remain persistent for JDO. Because these fields are

no longer serialized, a response to a remote client can return a book, knowing that only the book and its categories are serialized. A
response can also return a borrower, knowing that only the associated volunteer object, if it exists, and the list of books borrowed and their
categories are returned. Because serialization skips the bor r ower field when it is serializing a Book object and skips the bookss field

when it is serializing a Cat egor y object, the resulting graph of serialized objects is smaller than it would otherwise be.

As a result of the changes to the library classes, the meaning of a null value in the book's bor r ower field becomes more complex. (The
situation for the books field in Cat egor v is similar.) On the server, if the bor r ower field is null, then the book is not borrowed. On the
remote client, the book's bor r ower field is always null, because it is transient. As a result, the meaning of a null value changes with the
object's genesis. Either the application data class or the code that uses the class must handle this additional complexity.

For many applications, statically cutting the object graph by judicious use of the t r ansi ent keyword is a simple way to prevent

serialization from walking the datastore. If more flexibility is needed, data transfer objects should be considered. The primary drawback of
data transfer objects is that they create more objects on the server that must be garbage collected, and more classes that must be coded. It
is possible that a future version of JDO will specify more control over the serialization of application data objects.

Tip The JDO persistence layer completely supports serialization of enhanced classes, and for that reason, care must be taken that only
the desired persistent objects are serialized.

Enhancement and Reflection



JDO makes no special accommodations for reflection. In particular, JDO does not provide transparent persistence during operations
performed by reflection on member fields. As a result, when reflection is used to read or write a managed field's value, JDO is not called to
perform its management tasks. Reflection can be used to call methods or constructors without harm, but using reflection to read or write
managed fields should be avoided.

Tip The data field operations of reflection are not suitable for enhanced classes because transparent persistence is not supported
during the field get or set operations.

Enhancement and I ntrospection

Introspection discovers the properties, events, and methods of JavaBeans. It uses a class that implements the Beanl nf o interface if
found. If no Beanl nf o class corresponding to the JavaBean is found, introspection uses reflection and naming conventions to discover

the bean interface. Because enhancement adds dozens of methods to the application data class, if users are going to view the interface of
the enhanced class through an introspection tool, the application programmer should provide a Beanl nf o class to go with the application

data class. The presence of the Beanl nf o class at introspection time hides from the user the additional methods that enhancement adds.

Tip If the application data class is a JavaBean that is introspected after enhancement, supply a corresponding Bean! nf o class to
hide the methods added by enhancement.

Enhancement and Deployment on Remote Clients

Because the enhanced class implements the Per si st enceCapabl e interface and uses code in a static initializer to register the class
with JDO, enhanced classes carry with them links to the classes and interfaces of the JDO specification. These links must be resolved when
application data classes are loaded. Remote clients, which never use the JDO persistence service and deal only with unmanaged application
data objects, still need to satisfy the links that enhancement adds. The JDO classes and interfaces are contained in the JDO Jar file that
should be deployed with the enhanced application data classes. Because vendors may package the JDO classes as they see fit, the name of
the Jar file containing the JDO classes may vary from implementation to implementation.

There are other deployment solutions that work for remote clients. Because remote clients do not use JDO and deal only with unmanaged
application data objects, unenhanced application data classes can be deployed on the remote client. Enhancement enables serialization
between the pre-enhanced and the post-enhanced application data classes. When unenhanced application data classes are deployed on the
remote client, it may be possible to avoid deploying the JDO Jar file on the remote client. The JIDO Jar file will still be required if the
unenhanced application data class implements JDO's | nst anceCal | backs interface or uses the JDOHel per class or the various

JDO exception types.

Although it is simpler to deploy enhanced application data classes, along with the JDO Jar file, on the remote client, there are a couple of
scenarios where it may make sense to deploy unenhanced classes. When the number of application data classes conspires with a limited
memory footprint on the remote client, the code space saved by deploying unenhanced classes may be critical. Likewise, if the application
data classes are particularly lightweight and the number of application data objects exceptionally large, the handful of extra fields added by
enhancement may become a critical use of memory that can be eliminated by deploying unenhanced classes on the remote client. Another
way to respond to these scenarios is to serialize data transfer objects rather than application data objects.

Tip If the client is remote from the service that uses JDO, then either enhanced classes or unenhanced classes may be deployed on
the client. If enhanced classes are deployed on the client, then the JDO Jar file must be deployed with them. If unenhanced
classes that implement the | nst anceCal | backs interface or use the JDCHel per class, which Chapter 7 covers, are

deployed on the client, it is still necessary to deploy the JDO Jar file. Deploying unenhanced classes, instead of enhanced
classes, saves quite a lot of code space per class and a small amount of data space per object.

Enhancement and Cloning

Java classes support cloning by implementing the j ava. | ang. Cl oneabl e marker interface. In the typical case, the class supports
cloning by overriding the cl one method of the Obj ect class.

When clones are made, the fields inserted by JDO enhancement are copied along with all other field values. The enhancement step alters
the cl one method of the application data class to make the cloned object JDO-transient before the cl one method returns. This change

is required only in the least-derived application data class of an inheritance tree because the typical implementation of the cl one method
calls the cl one method in its superclass.



In some cases, the application data class may make a clone without calling a clone method in an enhanced application data class. For
example, the application data class may have a method like the following makeCl one method:

public class AppDataC ass inplenents C oneabl e

{

publ i c AppDat aCd ass maked one() throws C oneNot SupportedException
{
return (AppDat aCl ass) super.clone();
}

}

In this example, AppDat aCl ass inherits implicitly from Gbj ect . The enhancer does not alter the Cbj ect class when it enhances the

AppDat aCl ass. As aresult, the call to the super . ¢l one method does not invoke any code that is aware of JDO. To handle cases
like this, JDO requires that the JDO implementation detect clones and make them JDO-transient on first contact.

Cloning does not invoke transparent persistence, and as a result, some of the cloned object's persistent fields can have Java default values
instead of their persistent values. Usually, this is not the desired behavior. To ensure that persistent values are copied to the persistent fields
of the cloned object, the application should override the cl one method in Cl oneabl e application data classes.

Listing 5-3 shows a ¢l one method that makes a shallow copy. In this code, the ¢l one method starts by calling the cl one method in its

superclass. This gets the memory state of all fields, but it does not invoke transparent persistence. To ensure that the persistent fields in the
clone have the current persistent values, transparent persistence must be invoked. When nyPer si st ent Fi el dOne is used on the

right side of the assignment, transparent persistence fetches the current persistent value if it is not already in memory. (Alternatively, the
application could ensure that the persistence manager's r et r i eve operation has been called on the object prior to cloning.)

Listing 5-3: A Shallow cl one Method for an Application Data Class

public Object clone()
{

/1 call super to get a cloned object
MyAppl i cationDat ad ass obj = (MyApplicationbDataC ass) super.clone();

/1 JDOw |l insert code here during enhancenent

/1 invoke transparent persistence to get

/1l the current values of persistent fields

obj . myPer si st ent Fi el dOne = nyPer si st ent Fi el dOne;
obj . myPer si st ent Fi el dTwo = nyPer si st ent Fi el dTwo;

return obj;

}

Tip Clones of persistent objects are always JDO-transient objects. JDO makes no provision to load persistent fields from the datastore
prior to cloning the object. Loading the persistent values of persistent fields when creating a clone is a responsibility of the
application.

Handling Referencesin the Cloning of Persistent Objects

If the cloned object contains references to persistent objects, then errors arise if the application accesses these persistent objects after the
persistence manager closes. Likewise, JDO throws a JDOUser Except i on if persistent objects are accessed after the transaction ends

when the NontransactionalRead property is false.

One way to prevent the clone from holding references to persistent objects is to clone or copy all the objects that persistent fields refer to. For
example, if myPer si st ent Fi el dTwo in Listing 5-3 is a reference to an application data object whose class implements

Cl oneabl e, then instead of assigning the value as shown in Listing 5-3, a clone can be assigned instead. The following lines of code
assign a clone to the cloned object's my Per si st ent Fi el dTwo:



if (nyPersistentFieldTwo != null)
obj . myPer si st ent Fi el dTwo = nyPersi stent Fi el dTwo. cl one();

A cl one method that invokes further cloning or copying of the object graph is called a deep copy. As with serialization, the danger of
deep copy cloning is the possibility of walking, by virtue of transparent persistence, an object graph that includes a great many objects.

A second way to prevent the clone from holding references to persistent objects is to set the references to null, but this approach assumes
that the class code permits the cloned object to function when the references are nulll.

Enhancement and Friendly Classes

Friendly classes are classes that directly access the data member fields of other classes. The access level of the member field determines
which classes can be friendly. If the access level is public, then every class has direct access. If protected, then classes within the package
or derived from the class have access. If the access level is not specified, it defaults to package-level access, which means that any class
within the package has access. Finally, if the private access level is set, then no other classes (except inner classes) have access. In the
sense that the term is being used here, a Java class is friendly if it has access to the instance fields of another class and if it uses this access
to read or write the fields.

To provide transparent persistence, JDO converts the application code that directly uses the managed fields into calls to the static getter-
setter methods introduced by enhancement. During enhancement, the enhancer makes these changes in all the application data classes that
the JDO metadata identifies. The enhancer must also change friendly classes that are not themselves application data classes but that
directly access the managed fields of application data classes. The specification calls these enhancer-modified friendly classes
persistence aware.

The JDO metadata identifies for the enhancer the application data classes that it must enhance to support the Per si st enceCapabl e

interface, but the JDO metadata does not identify the persistence-aware classes. Each vendor's enhancer specifies the required steps that
ensure the enhancement of the persistent-aware classes. For this reason, specifying the persistence-aware classes is an implementation-
dependent step in the build or deployment process.

By now, if you have been coding in Java for any period of time, you have been hit on all sides by the mantra of encapsulating the
implementation and choosing carefully the interface to expose. JDO's enhancement of application data classes provides one more reason to
encapsulate the member fields of application data classes. If managed fields are restricted to private fields, then it is fairly easy to ensure that
all classes that access the field are enhanced. If friendly access is allowed, then it becomes likely that some friendly class will be deployed
that should have been enhanced, but was not. The behavior that results from friendly classes making direct, unenhanced access to
persistent fields can be difficult to debug.

Tip To avoid late night debugging, always declare the managed fields with the pr i vat e modifier. When wider access to these fields
is needed, write getter-setter methods.

Enhancement and Inheritance

Application data classes may inherit from any class. They typically inherit from Obj ect , or from an application class that is not enhanced,

or from another application data class that is enhanced. In the normal case, any class that inherits from an enhanced application data class
is itself an enhanced application data class, but this is not a JDO requirement. In JDO, unenhanced classes can inherit from enhanced
classes, and enhanced classes can inherit from unenhanced classes, without limitation.

The most-derived application data classes must be concrete classes. The other application data classes in the inheritance tree may be
concrete or abstract.

JDO can manage and persist only the objects of enhanced classes and of supported system classes. JDO cannot manage or persist the
objects of an unenhanced class, even if the class is the superclass of an enhanced class or the derived class of an enhanced class.

An example of an inheritance hierarchy that mixes enhanced and unenhanced classes is shown in Figure 5-1. There are three application
defined classes, MyCl assAl pha, My assBravo,and MyCl assChar | i e, arranged in an inheritance hierarchy. The j ava.
| ang. Obj ect class is the base class of the hierarchy. Myl assAl pha and Myd assChar | i e are enhanced application data
classes. Myl assBr avo is not an enhanced class. The application can create instances of MyCl assAl pha and

MyC assChar | i e and make them persistent. The application can create instances of Myl assBr avo, but it cannot make them
persistent. Instances of MyCl assAl pha and My assChar | i e can be retrieved from the datastore, but instances of

MyCl assBr avo cannot. For some applications, the ability to have an unenhanced class between two enhanced classes in the



inheritance tree may prove useful, but for most applications, any class that inherits from an enhanced class is itself an enhanced class.

Object

MyClassAlpha

MyClassBravo

MyClassCharlie

Figure 5-1: An inheritance tree that mixes enhanced and unenhanced classes

The type of JDO identity (either application, datastore, or nondurable) of the least-derived enhanced class determines the identity type for all
of its descendents in the inheritance tree. Taking the example in Figure 5-1, if MyCl assAl pha uses datastore identity, then

MyCl assChar | i e must also use datastore identity. When application identity is used, one application identity class may be used for the
entire tree of enhanced classes. In this case, the key fields are defined in the least-derived enhanced class, which may be an abstract class.

Tip JDO provides excellent support for inheritance in the data object model. It is best to define key fields in the least-derived enhanced
class. All application data classes that share a common enhanced superclass must use the same type of JDO identity.

Enhancement and Inner Classes

In Java, inner classes come in four flavors: static, member, local, and anonymous local. All inner classes may be friendly to their outer
classes, and vice versa. Objects of inner classes may access all the fields and methods of their outer class, including the private fields and
methods. Likewise, the objects of outer classes have full access to the fields and members of their inner classes.

Instances of member, local, and anonymous local inner classes receive during construction an implicit reference to the containing object of
their outer class. Static inner classes, on the other hand, do not receive an implicit reference to an object of their outer class. For this reason,
when static inner classes need to refer to an object of their outer class, they must be passed a reference.

JDO can enhance static inner classes, but it cannot enhance member, local, or anonymous local inner classes. Because all inner classes are
friendly to their outer class, object modeling needs that are normally met by using member, local, or anonymous local classes can be met by
using static inner classes. In most cases where member, local, or anonymous local classes have been used, the code also uses the implicit
reference to the containing object of the outer class. To provide the same functionality when using a static inner class, the code must pass an
explicit reference to the object of the outer class.



Tip JDO can enhance static inner classes, but it cannot enhance the other types of inner classes. Because all inner classes are friendly
to the outer classes that contain them, the availability of static inner classes is sufficient for modeling purposes.

Enhancement and Perfor mance

Enhancing a class adds a fair amount of code to the class. The file size of a minimal class such as those used in the examples in this book
could be only 2 kilobytes, but enhancement grows it to about 8 kilobytes. Nearly all of this increase is code. Enhancement adds less than a
handful of instance fields to the application data class. As a result, the memory consumption of loading a thousand objects of an application
data class is only mildly increased by enhancement.

When a field's value is fetched in an unenhanced class, the fetch occurs directly from the field's memory location, but when a persistent
field's value is fetched in an enhanced class, the operation, due to transparent persistence, is more complex and time consuming. If the
field's value has not been loaded from the datastore, the fetch causes JDO to read the value from the datastore. The read slows down the
fetch considerably. Under typical conditions, a read from the datastore takes several orders of magnitude longer than a fetch from memory.
Nearly all of this time is spent in the network transport and database server. JDO has very little to do with it. Any code that uses the database
feels the same impact.

On second and subsequent fetches of the persistent field's value, performance is still slowed by the presence of the enhancement-added
code. The additional code can easily cause second and subsequent fetches to take 40 percent longer than fetches from the same field in
unenhanced code, even though the value is now stored in the field. The price of enhancement continues to be paid even when the enhanced
objects are themselves unmanaged. JDO is entirely responsible for this negative impact on performance.

Although a 40 percent increase in time to fetch the value of a memory field sounds very significant, in fact, it is more likely meaningless for
the typical application. The typical application spends a very tiny fraction of its overall time fetching the values of loaded persistent fields. As
a result, increasing this tiny fraction of time by 40 percent is usually insignificant. For most applications, this performance hit is a modest price
to pay for transparent persistence.

Tip Enhancement is usually not critical for memory consumption or for performance, but all applications, whether they use JDO or not,
play a high price for accessing a datastore. Consequently, application developers must continue to carefully design what to persist
and when to persist it.

Enhancement and Debugging

JDO does not disturb the source code line numbers when it enhances an application data class. As a result, the programmer can debug the
enhanced class with the original source code. JDO implementations have enjoyed an excellent track record, even during beta, in meeting
this requirement.

During debugging, the code added by enhancement is present but not visible in the debugger. There are two ways to see the enhanced code
in the debugger. Some vendors provide a means to generate the enhanced source code. Failing that, the enhanced application data class
can be decompiled. The JODE decompiler from ht t p: / / sour cef or ge. net / proj ect s/ | ode does a good job. After compiling

the source code that contains the enhancement-added code, you can debug the class with the enhancement-added code in full view.

Viewing the enhancement-added code in the debugger is rarely required. The code that the enhancer adds is probably the most thoroughly
tested code of the implementation. Most JDO bugs will be in the implementation's runtime rather than in the code that the enhancer adds to
the application data classes.

Tip Enhancement preserves the line numbers in the class file to allow continued visual debugging of the enhanced application data
class using the original (unenhanced) source code.

Enhancement and the Fear of Code Mangling

In programming, as in other fields of endeavor, perception can be as important as reality. For some developers, the idea that their
wonderfully coded classes will be enhanced leads to the fear that their code will be mangled. But, in fact, there really is no difference
between calling a library method to perform some task and having the code of that method embedded by tools into the application's class.
Every programmer's code lives or dies in a web of other people's code over which he has only limited control. Once this reality is recognized,
the skills to deal with it can be developed.

Although enhancement makes many alterations to the application data class, the negative side effects are few and marginal. Most negative
side effects of enhancement can either be tolerated or worked around. Enhancement allows the application programmer to enjoy the benefits
of transparent persistence with little work and few surprises.
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TheJDO Metadata

The JDO metadata is contained in one or more XML files. The metadata identifies and describes the application data classes. Both the
enhancer and the JDO runtime use the metadata. Behavior is unspecified if the metadata files are changed between enhancement and
runtime.

The Names and L ocations of the JDO M etadata Files

JDO requires that the file containing metadata for an application data class is available where the class loader that loaded the application
data class can find it. Each class loader searches a set of class paths for class files and resource files. For more information, refer to the
SDK's Javadoc for the get Resour ce method inthe j ava. | ang. Cl assLoader class.

JDO 1.0 recommended, but did not require, that the file name be either <class-name>.jdo or <package-name>.jdo. Because the 1.0
specification did not require conformity, the locations and names of the metadata files were often not portable across implementations. JDO
1.0.1 is much more specific about the names and locations of metadata files. The requirements for names and locations apply for both the
enhancer and the JDO runtime.

In JDO 1.0.1, the allowed names must be either <class-name>.jdo or package.jdo. For example, if the application data class is com
ysoft.jdo. Hef f al unp, then using the class-name option, the metadata file name must be Heffalump.jdo. Using the package
name option, the metadata file name must be package.jdo.

A metadata file named with the class name option can describe only its class. The metadata files named package.jdo can describe one or
more classes in one or more packages.

In the case of the class name option, the metadata file has only one location, the directory of the package where the application data class

resides. For example, the location for the Heffalump.jdo file can only be the com/ysoft/jdo directory. In the case of the package name

option, there are several possible locations.

JDO defines the search order for metadata files. JDO searches at each segment of the package name for a file named package.jdo. The

last file that it searches for is the <class-name>.jdo file located in the package with the class file. For example, to find the metadata for
thecom ysoft.j do. Hef f al unp class, JDO uses the following search order:

1. META-INF/package.jdo

2. WEB-INF/package.jdo

3. package.jdo

4. com/package.jdo

5. com/ysoft/package.jdo

6. com/ysoft/jdo/package.jdo
7. com/ysoft/jdo/Heffalump.jdo

JDO may find a file at each step in the search. In this case, JDO searches in each metadata file that it finds for the metadata that describes
the Hef f al unp class. The search stops once the metadata for the desired class is found. As a result, it is possible for the metadata in

one of the earlier locations to override the metadata in one of the later locations.

The metadata for one class may be loaded as the result of a search for the metadata for another class. For example, the metadata for the
or g. abc. Wozl e class may be loaded from the WEB-INF/package.jdo that was found while searching for the metadata for the

com ysoft.jdo. Hef f al unp class. This behavior is pernicious only when the metadata for a class is stored in an unnatural
location. Although you can put the metadata for the or g. abc. ozl e classinthe coni ysof t / j do/ package. j do metadata
file, doing so is likely to cause confusion.

To ease upward migration, JDO 1.0.1 allows the JDO implementation to first search for metadata files using the search order and names that



it used in its 1.0 implementation before searching in the order and for the names that the 1.0.1 specification requires.

The Structure of the JDO M etadata

The JDO metadata provides information about the application data classes. It determines the identity type used by each application data
class. It identifies the managed fields and the unmanaged fields, and it provides other information, some of which is implementation
dependent. Every application data class must be identified in the JDO metadata. The metadata does not include application classes that are
only persistence aware.

The JDO metadata is an XML file. The document type definition is contained in the jdo.dtd file found in the JDO Jar file. The JDO
metadata has eight types of XML elements or tags, which are shown in Figure 5-2. The figure shows the hierarchy of the elements, and it

indicates the number of times that a child element (or a choice from a group of child elements) may appear within the parent element.
Special characters indicate the cardinality of the nested elements.

T
—
[
T {E@} P T
L] T
D - >
o S 'u'l_,_..:'
i
LT
£ wctemdsa )

Figure 5-2: The XML elements of the JDO metadata

. A question mark (?) indicates that the element or choice may appear zero or one time inside its parent element.
. Aplus sign (+) indicates that the element or choice must appear one or more times inside its parent element.
. An asterisk (*) indicates that the element or choice may appear zero or more times inside its parent element.

As can be seen from Figure 5-2, the metadata provides information on the packages, classes, and fields to be enhanced. Although a JDO
metadata file can be quite complex, it can also be quite simple, as the example in Listing 5-4 shows.

Listing 5-4: Simple JDO Metadata File

<?xm version="1.0" encodi ng="UTF-8"?>
<! DOCTYPE jdo PUBLIC
"-//Sun M crosystens, Inc.//DTD Java Data Objects Metadata 1.0//EN
"http://java.sun.com dtd/jdo_1 O.dtd">
<j do>
<package nane="com ysoft.j do. book. coffee">
<cl ass name="CoffeeUn" identity-type="datastore" />
</ package>
</jdo>

The metadata must identify every application data class, but individual fields within the application data class need only be identified if there
is something about them that is different from the default or implied values that the enhancer and runtime assume.

Thejdo Tag
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The | do tag has no attributes. It is the root tag of the JDO metadata document.

The package Tag

The package tag has one required attribute nane, and no optional attributes. The value of the narre attribute must be the full package
name. The package tag identifies a package containing application data classes to be enhanced. The following example shows the
package tag:

<package name="com ysoft.jdo. book.library">

There are one or more package tags nested within the | do tag.

Theclass Tag

The cl ass tag identifies a specific application data class to enhance. There is one cl ass tag, nested within the package tag, for every
application data class within the package. Table 5-1 describes the five attributes of the cl ass tag.

Table 5-1: Attributes of the Metadata cl ass Tag

Attribute Descri ption Val ues Requi r ed Def aul t
nanme Name of the class Text Yes No default
identity-type Type of JDO identity "application", No Implied
"datastore”,
"nondurable”
requires-ext ent Determines if class must "true”, "false" No "true"
have an extent
obj ecti d-cl ass Name of application Text No No default
identity class
per si st ence- The next superclass that is Text No No default
capabl e- enhanced in the
super cl ass inheritance tree

The name Attribute

The class name specified in the nane attribute is relative to the package named in the enclosing package tag.

Theidentity-type Attribute

Thei dent it y-type attribute takes one of the three values "application”, "datastore”, or "nondurable". These values correspond to the
three types of JDO identity. The implied value is "application" when an obj ect i d- cl ass attribute is specified and "datastore" when an
obj ecti d- cl ass attribute is not specified.

Although thei dent i t y-t ype attribute is optional, using it makes for good documentation.

Therequires-extent Attribute

Ther equi r es- ext ent tagis used only if the application prefers that the class not have an extent. If there is no extent for the class,
then calling the persistence manager's get Ext ent method throws a JDOUser Except i on.

The objectid-class Attribute

The obj ect i d- cl ass attribute names the application identity class for the application data class. This attribute is required when the
i dentity-typeissetto "application", and it is ignored or considered an error otherwise. The name may be fully qualified, or it may be

a class name that is relative to the package name of the application data class. The names of inner classes are introduced with the "$"
symbol, using the syntax Qut er Cl assNanme$l nner C assNane. This attribute should be omitted if the identity type is anything



other than application identity.
The persistence-capable-super class Attribute

The optional per si st ence- capabl e- super cl ass attribute is used when the enhanced class derives directly or indirectly from

another enhanced class. The field's value may be a fully qualified class name, or since JDO 1.0.1, it may be a class name that is relative to
the package name of the application data class. This attribute is omitted when the application data class does not have an enhanced
superclass. If a non-enhanced class comes between the enhanced class and its enhanced superclass, the value of the attribute still names
the closest superclass that is enhanced.

Examples Using the class Tag

The following example shows a cl ass tag that uses all the optional attributes available with datastore identity:

<cl ass nane="Appd assOne"
i dentity-type="dat astore"
requi res-extent="true"
per si st ence- capabl e-supercl ass="com ysoft.jdo. book. ex. SoneQ her AppC ass" >

In this example, AppC assOne derives either directly or indirectly from SomeQt her AppCl ass. Both are application data classes.
Both must use datastore identity, or the enhancer flags an error condition. Thei denti t y-t ype andr equi r es- ext ent attributes
are not required in this example. In this case, they explicitly specify values that would otherwise be implied.

The following example shows a cl ass tag for a class that uses application identity:

<cl ass name="Appd assTwo"
identity-type="application”
requi res-extent="true"
obj ecti d-cl ass="Appd assTwo$Q D' >

The static inner class O Dis the application identity class for AppCl assTwo. As the absence of the per si st ence- capabl e-
super cl ass attribute indicates, AppCl ass Two does not extend directly or indirectly any other application data class. Neither the

i dentity-type attribute nor the r equi r es- ext ent attribute are required in this example since they supply values that would
otherwise be implied.

Application Identity and Inheritance

To use application identity for application data classes that are related by inheritance, applications should follow these two rules to guarantee
portability across all JDO implementations that support application identity:

. All key fields should be defined in the least-derived application data class, and a corresponding concrete application identity class
should be defined for it.

. Each separate inheritance hierarchy of application data classes should use a different application identity class.
Limitsfor Application I dentity Classes Whose Data Classes Are Related by Inheritance
Although JDO requires that implementations support the portability rules for application identity, it permits JDO implementations to offer more
flexibility. The price of this increased flexibility is both more complexity and less portability across JDO implementations. The extent of this

flexibility is limited by the following rules:

. The metadata can declare key fields for only the least-derived concrete classes and their abstract ancestor data classes. The metadata
cannot declare a key field for any data class that derives directly or indirectly from a concrete data class.

. The metadata must declare an identity class for every data class that declares primary key fields.

. When the data classes form an inheritance hierarchy, the identity classes associated with them must form an inheritance hierarchy that
descends in the same order as the data classes. For example, if application data class B derives from application data class A, then the

declared application identity class BOI Dfor class B must derive from the application identity class used by class A.

. The metadata must declare concrete identity classes for the least-derived concrete data classes.



. The metadata must declare an application identity class for the least-derived application data class.
. The metadata can declare either an abstract or concrete identity class for an abstract data class.

. Any application data class derived directly or indirectly from an application data class whose metadata declares a concrete application
identity class must use implicitly the concrete application identity class of its ancestor. In the metadata, its ¢l ass tag cannot declare

anobj ecti d- cl ass attribute and its f i el d tags cannot declare a pr i mar y- key attribute. In other words, the use of a
concrete identity class freezes the application identity for all derived classes.

. Although no particular application data class is required to declare primary key fields, there have to be primary key fields declared
someplace in the inheritance hierarchy of every concrete application data class.

. Unless an abstract data class is the least-derived data class or has key fields, the metadata does not need to declare an identity class
forit.

. Classes that are not application data classes that may appear in the inheritance hierarchy are ignored when interpreting these rules.

If IDO's two rules for portable application identity, mentioned in the preceding section, are too strict for your application, then you should
consult the vendor's documentation to understand what the vendor's implementation allows. You may or may not get the flexibility that the
ten rules presented here allow.

Thefield Tag

The use of f i el d tags is optional. The enhancer discovers the member fields of the application data class by reflection. There is no need

to enumerate them in the metadata. At runtime, the application data class knows its managed fields as a result of the changes made during
enhancement.

Afi el dtagis required when the implied or default value for one of its attributes is not the desired value. For many fields, the implied or
default values are suitable. For these fields, the f i el d tag can be omitted. When present, the f i el d tags are nested within an enclosing
cl ass tag. Table 5-2 describes the six attributes of the f i el d tag.

Table 5-2: Attributes of the Metadata fi el d Tag

Attribute Description Val ues Requi red Def aul t

nane Name of the field Text Yes No default

pri mary- key Key field for application "true", "false" No “false"
identity

persi st ence- Managed or unmanaged "persistent", No Implied

modi fier “transactional”, "none"

nul | -val ue Null value allowed "exception”, "default", No "none”

Ilnonell

defaul t-fetch- Member of default fetch "true", "false” No Implied

group group

enbedded Value (or object) stored “true", "false" No Implied
as part of this object

The name Attribute

The nane is the only required attribute of the f i el d tag. Its value is the name of the field as declared in the Java class.

The primary-key Attribute

The pri mar y- key attribute identifies the key fields in the application data class. It takes one of two values, "true" or "false”. When the

attribute is omitted, the default value is “false". This attribute is used only when the class uses application identity. The primary key field must
be persistent.



The persistence-modifier Attribute

The per si st ence- nodi fi er attribute determines whether a field is managed or unmanaged, and if managed, whether it is

managed persistently and transactionally or only transactionally. It takes one of three values. The value "persistent” means that the field is
both persistent and transactional. The value "transactional” means that the field is only transactional. The value "none" means that the field is
unmanaged.

If the per si st ence- nodi fi er attribute is omitted, the implied value depends on the field's type and modifiers as declared in the
application data class. If the field's declaration includes a st at i ¢, fi nal ,ort r ansi ent modifier, then the implied and required value

is "none". Otherwise, if the field's type is any of the types on the following list, then the implied value is "persistent";
. Any enhanced application data class

. The eight primitive types: char , byt e, short,i nt,l ong, fl oat, doubl e, and bool ean, and theirimmutable wrapper
classesinthe j ava. | ang package

. The immutable class j ava. | ang. Stri ng

. The immutable classj ava. uti | . Local e

. Either of the two immutable classes from the j ava. nmat h package: Bi gDeci nal and Bi gl nt eger
. The mutable classj ava. uti |l . Date

. Any of eight collection and map classes inthe j ava. ut i | package: HashSet , Hasht abl e, Vect or, ArraylLi st
Li nkedLi st, HashMap, Tr eeMap, Tr eeSet

. Any of four interface types inthe j ava. ut i | package: Col | ecti on, Set, Map, andLi st

. Arrays of any of the preceding types except arrays of collection types and map types
Otherwise, the attribute's implied value is "none". The attribute never takes an implied value of "transactional”.
Thenull-value Attribute

The nul | - val ue attribute determines the treatment that JDO gives to persistent fields that have null values when the persistent state is

stored in the datastore. It takes one of three values: "exception”, "none", or "default". The default value for the attribute is "none".

If the value of the nul | - val ue attribute is "exception”, then JDO throws a JDOUs er Except i on when the field's value is null and
JDO must store its value in the datastore.

If the value of the nul | - val ue attribute is "none”, then JDO stores whatever value, including a null, that is in the field. If the datastore
rejects the null value, then JDO throws a JDOUser Except i on.

Some datastores can be configured to apply a default value when they are asked to store either no value or a null value for a field. When the
value of the nul | - val ue attribute is "default" and the object's field has a null value during the store, then the object's field acquires the

default value, if any, that the datastore applies. For efficiency, the "default” setting should be used only when there is a likelihood that the
datastore will be configured to supply a default value.

The default-fetch-group Attribute

The def aul t - f et ch- gr oup attribute determines whether a field is in the default fetch group or not. JDO defines a default fetch group

for performance reasons. For most datastores, the object's fields that have particular types are stored together and can be converted easily
to their corresponding Java types. As a result, the values of these fields can be loaded together at a substantial discount to the cost of
loading each of them separately. JDO defines the default fetch group, but the implementation decides when to use it.

When a field is not persistent or when it is both persistent and a primary key field, then the implied and required value of its default-fetch-



group attribute is "false". If the field is persistent and has one of the following types, then its implied value is "true":
. The eight primitive types and their immutable wrapper classes
. The Bi gDeci mal and Bi gl nt eger classes
. The Stri ng class
. Thejava. util . Dat e class

Otherwise, the implied value is "false".

The implied value for def aul t - f et ch- gr oup attribute is usually the value desired for overall optimal performance.
The embedded Attribute

The enbedded tag takes a value of "true" or "false". It specifies whether JDO stores the object assigned to the persistent field as a first
class object ("false") or a second class object (“true"). Due to many difficulties, JDO 1.0.1 nearly outlaws changing the implied value of this

attribute. Later versions of JDO are likely to introduce further changes to this attribute. As a result, avoid when possible using this tag in the
JDO metadata.

When a field is not persistent, the implied and required value of the embedded attribute is “false".

When the persistent field's type is any of the following types, the implied and required value of the embedded tag is "true";

. The eight primitive types and their immutable wrapper classes

. The Bi gDeci mal and Bi gl nt eger classes
. The Stri ng class
. Thejava.util.Dateandjava. util.Local e classes

. Arrays of any of the preceding types, or of application data classes, but not of collection or map types
. All the collection and map types

Embedding an array, collection, or map type does not mean that the elements of the array, collection, or map are embedded. See the
col | ecti on, map, and ar r ay tags in the sections that follow in this chapter.

When the persistent field's type is an application data class, an interface type other than the Col | ect i on, Li st , or Map interfaces, or
an Qbj ect , the implied value for the enbedded attribute is "false”. Setting the value of the enbedded attribute to "true” in these cases

is a hint to the JDO implementation to store the application data object as a second class object. However, the implementation may disregard
the hint. When the JDO implementation follows the hint, JDO does not specify uniform behavior across all JDO implementations. Any
behavior that a particular JDO implementation provides is implementation dependent. Later versions of JDO will likely clarify how an
application can define a second class object and what behavior to expect when it does so.

When the JDO implementation supports a persistent type only because it implements the Ser i al i zabl e interface, fields of that type are
embedded, but the implied value of the enrbedded tag is "false". It must be explicitly set to "true".

Example Using thefield Tag

In the following example, a W dget application data class has the following member field:

private Wdget mate,

The following f i el d tag, using the one required and five optional attributes of this type of tag, describes the persistent field mat e:
<field



nanme="mat e"

pri mary-key="fal se"

per si st ence-nodi fi er="persistent”
nul | - val ue="none"

defaul t-fetch-group="fal se"
enbedded="f al se" />

Since only the narre attribute is required and none of the optional attributes in this example applies a value different from the attribute's
implied value, the f i el d tag for the mat e field could be shortened to the following:

<field name="nmate" />

Since the metadata can omitany f i el d tag that does not apply some nondefault value for an optional attribute, the metadata for the
W dget class may notneed af i el d tag atall for the nat e field. In general, f i el d tags are used only to specify attribute values that
are contrary to the implied or default values or to enclose other tags, such as ext ensi on orcol | ecti on tags.

The collection, map, and array Tags

The f i el d tag may enclose one of the three tags: col | ect i on, map, or ar r ay. One of these tags describes the field when it is a
reference to any of the collection, map, or array types.

Thecollection Tag

Although the col | ect i on tag is optional, it is usually not omitted for a collection field. The JDO implementation can usually do a better
job of managing the collection field if it knows the specific type of the collection's elements. Table 5-3 describes the two optional attributes of
thecol | ecti on tag.

Table 5-3: Attributes of the Metadata col | ecti on Tag

Attribute Descri ption Val ues Requi red Def aul t

el enent -type Name of the class for the collection's Text No Implied
elements.

enbedded- Is the element embedded? "true", "false" No Implied

el ement

The value of the el enent - t ype attribute may be a fully qualified class name, or starting with JDO 1.0.1, it may be relative to the
package name of the application data class. If the attribute is omitted, its implied value is “java.lang.Object".

The enbedded- el enent attribute takes a value of either "true" or "false”. Its implied value is "false" for application data classes, the
hj ect class, and interface types, and "true" otherwise. The implied value is a directive for the JDO implementation, and the opposite
value is a hint on how to store and manage the elements of the collection. When the value is "true" and the hint or directive is followed, the
elements are stored as part of the collection. Deleting the collection, which happens implicitly as the result of deleting the application data

object that refers to the collection, causes JDO to delete the elements of the collection. When the value is "false" and the hint or directive is
followed, deleting the collection does not delete the elements of the collection. As with the enbedded attribute of the f i el d tag,

changing the implied value is not well supported, and whenever possible should be avoided.

The following example identifies the element type of a collection field as the application data class Book. Because the example omits the
enbedded- el enent attribute, it accepts the implied value of "false”. The package of the Book class is the same package named by
the enclosing package tag.

<col | ection el ement-type="Book" />

Themap Tag

Like the col | ect i on tag, the optional map tag is usually not omitted for a field that is a map type, e.g., Map, Tr eeMap, HashMap,
and Hasht abl e. The JDO implementation can usually do a better job of managing the Map field if it knows the specific types of the
collection's keys and values. Table 5-4 describes the four optional attributes of the map tag.




Table 5-4: Attributes of the Metadata map Tag

Attribute Descri ption Val ues Requi r ed Def aul t
key-type Name of the class for the map's keys. Text No Implied
enbedded- key Is the key embedded? "true”, "false" No Implied
val ue-type Name of the class for the map's values. Text No Implied
enbedded- val ue Is the value embedded? "true", "false" No Implied

The values for the key- t ype and val ue-t ype attributes may be fully qualified class names, or starting with JDO 1.0.1, they may be
relative to the package name of the application data class. If either attribute is omitted, its implied value is "java.lang.Object".

The two optional attributes enbedded- key and embedded- val ue take a value of either "true" or "false". The preceding discussion
of the embedded- el enent attribute in the col | ect i on tag applies to these two attributes as well.

The following example identifies the key- t ype and val ue-t ype of a map field. The example accepts the implied value of “true" for
the enbedded- key attribute and the implied value of “false” for the enbedded- val ue attribute.

<map key-type="java.lang. String" val ue-type="Book" />
Thearray Tag

Unlike the col | ect i on and map tags, the ar r ay tag can often be omitted for array fields. The ar r ay tag takes one optional
attribute, the emrbedded- el erment attribute, which is either "true" or "false”. The preceding discussion of the enbedded- el enent
attribute inthe col | ect i on tag applies to this attribute as well.

The extension Tag

Every tag in the JDO metadata, including ext ensi on tags, can contain zero or more ext ensi on tags. Vendors use the
ext ensi on tag to provide additional information that is helpful to the implementation. Table 5-5 describes the three attributes of the
ext ensi on tag.

Table 5-5: Attributes of the Metadata ext ensi on Tag

Attribute Description Val ues Requi r ed Def aul t
vendor - nane Vendor-specific string Text Yes No default
key Part of key-value pair Text No Vendor specific
val ue Part of key-value pair Text No Vendor specific

The ext ensi on tag requires a vendor - nane attribute and allows optional key and val ue attributes. This tag's structure is
intended to be flexible. An implementation ignores the ext ensi on tags that are not its own. The next section provides an example that
uses the ext ensi on tag.

An Example of a Complete M etadata File

Listing 5-5 shows a complete metadata file for the library example available from the Apress Web site (ht t p: / / www. apr ess. con

and at SourceForge.net (http://sourceforge.net). The library example is one of the JDO Learning Tools that allows you to explore JDOQL
queries.

Listing 5-5: The JDO Metadata for the Library Example

<?xm version="1.0" encodi ng="UTF-8"?>
<! DOCTYPE j do PUBLIC



http://www.apress.com/
http://sourceforge.net/

"-//Sun M crosystens, Inc.//DTD Java Data Objects Metadata 1.0//EN'
"http://java.sun.conmdtd/jdo_1 0.dtd">
<j do>
<package name="com ysoft.jdo. book.!|ibrary">
<cl ass nane="Borrower" identity-type="datastore" >
<field name="o0i dStri ng" persistence-nodifier="none" />
<field name="books" >
<col | ection el ement-type="com ysoft.jdo.book.!|ibrary.Book" />
<ext ensi on vendor - nanme="kodo" key="inverse" val ue="borrower"/>
</field>
</ cl ass>

<cl ass name="Book" identity-type="datastore" >
<field name="o0i dStri ng" persistence-nodifier="none" />
<field name="borrower" />
<fi el d nane="cat egori es" >
<col | ection el ement-type="com ysoft.jdo.book.Ilibrary. Category” />
<ext ensi on vendor - name="kodo" key="inverse" val ue="books"/>
</field>
</cl ass>
<cl ass name="Category" identity-type="datastore" >
<field name="o0i dStri ng" persistence-nodifier="none" />
<field nanme="books" >
<col l ection el ement-type="com ysoft.jdo.book.!|ibrary. Book" />
<ext ensi on vendor - nane="kodo" key="inverse" val ue="categories"/>
</field>
</cl ass>

<cl ass name="Vol unteer" identity-type="datastore" >
<field nanme="o0i dStri ng" persistence-nodifier="none" />
</ cl ass>
</ package>
</jdo>

This example has only one package that contains application data classes. Within the package there are four application data classes:
Book, Cat egor y, Bor r ower, and Vol unt eer . Each of the application data classes has one unmanaged field. Most have a

HashSet field for which the collection tag is provided. Several of the persistent fields in these application data classes are not mentioned
in the metadata because the implied values are the values desired.

The metadata in Listing 5-5 is configured for Kodo, as indicated by the use of "kodo" in the ext ensi on tag's vendor - namne attribute,
but it can be used as is with other implementations. JDO requires that implementations ignore the ext ensi on tags that are not their own.

The metadata in Listing 5-5 is configured for JDO 1.0. As a result, it lists the fully qualified names for the el enent - t ype attributes even
though the JDO 1.0-compatible versions of Kodo implement the JDO 1.0.1 naming conventions.

During development, while the application data classes are changing, the programmer must make concurrent changes in the metadata file.
After development, porting a metadata file from one implementation to the next involves only the ext ensi on tags. If desired, the

ext ensi on tags for the prior implementation can be left in while new ext ensi on tags for the next implementation are added.
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Summary

The application programmer defines application data classes that become persistence capable through enhancement. The member fields of
the application data classes can be managed or unmanaged. JDO allows a wide variety of Java types for managed fields, while unmanaged
fields can be any type. Enhancement changes a class considerably, but for the most part, the application can go on using these classes as
before except that the application data objects can now be persistent. They can be found in, inserted into, and deleted from the vast,
transactional, and persistent datastore that JDO provides access to.

This chapter and the preceding chapters describe all the important features of JDO's persistence service for objects. But how does an
application get started with JDO? The application must first obtain an object that implements the Per si st enceManager Fact ory

interface. The next chapter describes this important housekeeping detail.
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Chapter 6: Factoriesthat Produce Persistence Manager s

The PersistenceManager is both the principal service interface of JDO and the gateway to its other service interfaces. To obtain objects that
implement the Per si st enceManager interface, the application uses the Per si st enceManager Fact or y interface. In some

cases, the application can obtain a Per si st enceManager fromaj avax. resour ce. cci . Connecti onFact ory
interface, which is defined in the J2EE Connector Architecture (JCA). Since both the Per si st enceManager Fact or y and the
Connect i onFact ory are interfaces, how does the application obtain the object that implements one of these interfaces? As it turns
out, the answer is nearly trivial. If all this chapter had to do was explain how to get a factory, it would be quite short.

In addition to producing persistence managers, the factories configure them as well. Understanding how the factories configure persistence
managers provides the basis for understanding the proper way to use the factories in a managed environment. The
Per si st enceManager Fact ory is also the telltale of the JDO implementation. It identifies the optional JDO features that the

implementation supports.

The PersistenceM anager Factory I nterface

Figure 6-1 shows the class diagram for the Per si st enceManager Fact or y interface. As the figure indicates, the object that
implements the Per si st enceManager Fact or y interface is serializable. JNDI can store and retrieve serializable objects. As a
result, a persistence manager factory can be stored in and retrieved from JNDI.

Serialirable
¢ Interface »»
PersistenceManagerFactory

getPersistencedanager() : PersistenceManager +
close() : vodd

supportediptions() : Collectiom
getProperties() : Properties

Optimistic : boolean
Retain¥alwes : booleanm
RestoreValues @ boolean
NontransactionalRead : boolean
NontramsactionalWrite : Booleam

IgnareCache : boalean
MultiThresded : boalean

Conmectionliserbame : String
ConmectionPassword i Strimg 4
ConmectionlRL : String
ConmectionDriverMame: String
ConmectionFactory : Dbject
ConnectionFactoryMame : String
ConmectionFactory? : Object
ConmectionFactoryiName : String

Figure 6-1: The class diagram of the Per si st enceManager Fact or y interface

The Per si st enceManager Fact or y interface has 4 operations and 15 properties. The primary operation is
get Per si st enceManager . The 15 properties break down into 3 groups. The first 5 properties shown in Figure 6-1 also appear in the
Tr ansact i on interface. The next 2 properties appear in the Per si st enceManager interface. This chapter describes the

relationship between the properties found in these other interfaces and the properties with the same names found in the
Per si st enceManager Fact or y interface. The last group of 8 connection properties are unique to the
Per si st enceManager Fact ory.

Note Chapters 3 and 4 detail the Per si st enceManager and Tr ansact i on interfaces and their properties.

The following sections describe the operations and properties of the Per si st enceManager Fact or y interface.
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Obtaining a Persistence Manager

When the application uses JDO, an early and important task is to obtain a persistence manager. A persistence manager can be obtained
from an object that implements the Per si st enceManager Fact ory or the Connect i onFact ory interfaces.

Obtaining a Persistence Manager from a Persistence Manager Factory

When obtaining the persistence manager from an object that implements Per si st enceManager Fact or y, the application uses one
of two methods:

publ i c Persi st enceManager get Persi st enceManager ()
publ i c Persi st enceManager get Persi stenceManager (String userNane, String password)

The method without parameters instructs the persistence manager to use the ConnectionUserName and ConnectionPassword
properties configured for the factory when connecting to the datastore. The method with the user name and password parameters instructs
the persistence manager to override the factory configuration for user name and password when connecting to the datastore. However the
user name and password are determined, the persistence manager uses the same user name and password for every connection that it
makes to the datastore.

The persistence manager inherits the configuration of the factory that produced it. It inherits values for its properties IgnoreCache and
Multithreaded, and its transaction inherits values for its five properties, Optimistic, RetainValues, RestoreValues,
NontransactionalRead, and NontransactionalWrite. When the persistence manager connects to the datastore, it uses the
connection properties configured for the factory, with the possible exception that the ConnectionUserName and
ConnectionPassword properties may be overriden by the parameters of the get Per si st enceManager method.

If the persistence manager is closed, the get Per si st enceManager methods throw a JDOUser Except i on.

Obtaining a Persistence M anager from a Connection Factory

The JCA defines a standard way for vendors to design and package their connection-oriented code for use in J2EE application servers. In
the case of JDO vendors, they have the option of packaging the entire JDO implementation as a resource adaptor in a Resource Adapter
Archive (RAR) file. The RAR file is then deployed with one or more deployment descriptors in the application server. A later section of this
chapter, "Obtaining a Connection Factory," explains how to obtain a connection factory.

After obtaining a connection factory, the application obtains a persistence manager from the connection factory as shown in Listing 6-1. All of
the properties of the Per si st enceManager Fact or y are configured in the XML deployment descriptors that are either contained in

or accompany the RAR file. The persistence managers that the connection produces inherit their property values from the connection
factory's configuration.

Listing 6-1: Getting a Per si st enceManager from a Connection Factory

Per si st enceManager pm = nul | ;
try
{

/1 cf is a ConnectionFactory object obtained earlier
pm = (Persi stenceManager) cf.getConnection();

}

catch (ResourceException e)

{

/'l handl e exception ...

}
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Obtaining a Persistence Manager Factory

There are three ways to obtain a persistence manager factory:

. By calling the get Per si st enceManager Fact or y method in JDOHelper

. By finding the persistence manager factory in JNDI
. By construction

The first two methods provide a persistence manager factory that is preconfigured and unmodifiable. The last method provides a persistence
manager factory that can be configured until it produces the first persistence manager. After it produces the first persistence manager, the
factory becomes unmodifiable.

The getPer sistenceM anager Factory Method in JDOHelper

Although the JDOHel per class is described in detail in the next chapter, this is the appropriate place to describe its method for producing
persistence manager factories. JDOHel per is a utility class that contains, among other things, the following method:

public static PersistenceManager Factory get Persi st enceManager Fact or y(
java. util.Properties props)

Calling the get Per si st enceManager Fact or y method in JDOHel per is likely to be popular because the code that uses it is
vendor independent. The vendor dependencies are placed into the properties where they are easy to manage. The method accepts a list of
standard JDO property names and accepts any vendor-specific property names that the implementation recognizes. This method ignores
property names that the JDO implementation does not recognize.

Standard Propertiesfor getPersistenceM anager Factory

The following list contains all the standard property names:

j avax. j do. Per si st enceManager Fact oryCl ass javax.j do.option. Optimstic
j avax. j do. opti on. Ret ai nVal ues

j avax. j do. opti on. Rest or eVal ues

j avax. j do. opti on. Nontransacti onal Read

j avax. j do. option. Nontransacti onal Wite
javax.jdo.option. Ml tithreaded

j avax. j do. opti on. | gnor eCache

j avax. j do. opti on. Connect i onUser Nare

j avax. j do. opti on. Connecti onPasswor d

j avax. j do. opti on. Connecti onURL

j avax. j do. opti on. Connecti onDri ver Name

j avax. j do. opti on. Connecti onFact or yName
j avax. j do. opti on. Connecti onFact or y2Nane

As can be seen by comparing this list to Figure 6-1, the list includes the Boolean and string properties of the
Per si st enceManager Fact ory interface.

The standard property j avax. j do. Per si st enceManager Fact or yCl ass is required and takes the fully qualified class hame
of the vendor's class that implements the Per si st enceManager Fact or y interface. If the named class cannot be found, the
method throws a JDOFat al User Except i on that wraps the underlying j ava. | ang. C assNot FoundExcept i on.

The next seven properties are Boolean. When any of them is not specified, the implementation's default value is used. The implementation's
default value may be t r ue or f al se, and the default value can vary from property to property. All implementations support setting the

standard Boolean properties to f al se. If the implementation doesn't support the configuration contained in the properties, then the
get Per si st enceManager Fact or y method throws a JDOUnsuppor t edOpt i onExcept i on. For example, if the
implementation does not support the setting



j avax. j do. option. Nontransacti onal Read=true

then the get Per si st enceManager Fact or y method throws the JDOUnsuppor t edOpt i onExcept i on. Chapter 7
describes the JDO exceptions.

The last six properties are the six connection properties in the Per si st enceManager Fact or y interface that take string values. A
later section of this chapter, "Configuring a Persistence Manager Factory," describes in detail these six connection properties as well as the
two connection factory properties that are Obj ect types.

There are several ways that the property settings acquire vendor dependencies. To begin with, the class named in the j avax. j do.
Per si st enceManager Fact or yCl ass property is clearly dependent on the implementation. Less obvious is the dependency

introduced by utilizing a true value for one or more of the five transactional properties. One implementation may support an optimistic
transaction, while another may not. Other vendor dependencies arise because different implementations use different connection properties.
One may expect a value for j avax. j do. opt i on. Connect i onURL, while another may expect a value for j avax. j do.

opti on. Connecti onFact or yNane. Finally, each implementation may expect its own set of vendor-specific properties that may or

may not be optional. Although property files have vendor dependencies, it is beneficial to have the dependencies encapsulated within the
property file.

Code Examplefor getPersistenceM anager Factory

Generally, the application stores the properties in a property file that it loads before calling the get Per si st enceManager Fact ory
method in JDCOHel per . Listing 6-2 presents an example of the code required to obtain a Per si st enceManager Fact or y object
by using a properties file. The Test JDOHel per class shown in Listing 6-2 has only three methods, nmai n, get PMF, and

| oadPr operti es. The mai n method calls the get PMF method to get a persistence manager factory, and uses the factory to get a
persistence manager. The get PM- method calls | oadPr oper ti es to load a property file found in the class path into a

Pr operti es object. Using the Pr oper t i es object, the get PMF method then calls the

get Per si st enceManager Fact or y method in JDOHel per . This example is included in the JDO Learning Tools programs that
are described in Chapter 8.

Listing 6-2: Obtaining a Per si st enceManager Fact ory from JDOHel per

package com ysoft.jdo. book.factory;

import java.util.*;

i mport java.io.*;

i mport javax.jdo.*;
public class TestJDOHel per

{
public static PersistenceManager Factory get PMF(String propFil eNane)
{
Properties props;
try
{

props = | oadProperties(propFil eNane);
props.list(Systemout);

}
catch (Exception e)

{

System out. println("Caught exception trying to | oad properties file");
e.printStackTrace(System out);

return null;

}
return JDOHel per. get Persi st enceManager Fact or y( props) ;

}

public static Properties | oadProperties(String propFil eNane)
t hrows | CException



{

O assLoader cl = Thread. current Thread(). get Cont ext C assLoader () ;
I nput Stream stream = cl . get Resour ceAsSt r eam( pr opFi | eNan®e) ;
if (stream == null)

t hrow new | OException("File not found:

+ propFil eNane) ;

Properties props = new Properties();
props. | oad(stream;

stream cl ose();

return props;

}

public static void main(String [] args)
{
if (args.length < 1)
{
System out. printl n(
"usage: java comysoft.|do.book.factory. Test JDOHel per " +
"<property file name>");
Systemexit(1);
}
Per si st enceManager Factory pnf = get PM(args[0]);
if (pnf !'= null && pnf.getPersistenceManager() != null)
Systemout. println("CGot the PMF okay");

}

A Frozen Persistence Manager Factory

After the persistence manager factory is obtained from the get Per si st enceManager Fact or y method in JDOHel per , its

properties cannot be modified. Its configuration is frozen. If the application wants to configure the factory, it must configure the properties
prior to calling the get Per si st enceManager Fact or y method. Even when the factory is frozen, it still returns persistence

managers that are not frozen. For example, the application can still configure the IgnoreCache property in the
Per si st enceManager interface even though the factory that produced the persistence manager is frozen.

When a managed transaction is active, the factory may enlist the persistence manager in the managed transaction. In this case, some of the
properties in the Tr ansact i on interface are not configurable because the JDO transaction is active. A later section in this chapter,

"JDO's Support for Container-Managed Transactions," explains when the factory enlists the persistence manager in the managed transaction.

Example of a Properties File

An example of a properties file for opening a connection to the reference implementation is show in Listing 6-3. The connection properties

specify a connection to the b-tree datastore used by the reference implementation. All seven Boolean properties are specified because in
some cases the reference implementations default values are true.

Listing 6-3: Example of a Properties File Used to Obtain a Per si st enceManager Fact ory

# JDORI JDO Properties configuration
j avax. j do. Persi st enceManager Fact oryCl ass=com sun. j dori . f ost ore. FOSt or ePMF
j avax. j do. opti on. Connecti onURL=f ost or e: FOSt or eTest DB
j avax. j do. opti on. Connecti onUser Name=JDO
j avax. j do. option. Connecti onPasswor d=book
j avax.j do. option. | gnoreCache=fal se
javax.jdo.option. Miltithreaded=fal se
j avax. j do. option. Nontransacti onal Read=f al se
j avax.j do. option. Nontransacti onal Wite=fal se
jd
jd

javax.jdo.option. Optimstic=fal se
j avax. j do. opti on. Ret ai nVal ues=f al se



j avax. j do. opti on. Rest or eVal ues=f al se

Getting a Persistence Manager Factory from JNDI

Assuming that one or more persistence manager factories are stored in JNDI, each of them can be retrieved using the JNDI name. This is
the traditional method of obtaining a connection within EJB code. The use of JNDI supports J2EE's separation of code from deployment
configuration. The code to perform the lookup in JNDI is shown in Listing 6-4.

Listing 6-4: Code to Find a Per si st enceManager Fact ory in JNDI

String jndi Name = "soneNane"; // pick the name you'll use
Per si st enceManager Factory pnf = null;
try

{

pnf = (PersistenceManager Factory) new Initial Context().!| ookup(jndi Nare);

}
cat ch (Nami ngExcepti on ne)

{

/1 handl e exception ...

}

Storing the persistence manager factory into JNDI is dependent on the configuration tools available. In some cases, the J2EE application
server has options to configure JNDI.

In the JDO Learning Tools, the Jndi Locat or classinthe com ysoft . j do. book. f act ory package has a utility method,
get PMF, that takes two parameters, the INDI name of the Per si st enceManager Fact or y object and the file name of a
properties file. If get PMF does not find the factory in JNDI, it calls the get Per si st enceManager Fact or y method in
JDOHel per to create one, which it stores in INDI before returning.

Constructing a Persistence Manager Factory

In order to construct a Per si st enceManager Fact or y, the application must construct the vendor's class that implements this
interface. The vendor defines the parameters required by the constructor. Construction has a couple of advantages over the other methods
of obtaining a persistence manager factory. Unlike the other methods, it yields a persistence manager factory that can be configured. The
factory remains configurable until it returns the first persistence manager. As in the other cases, a persistence manager and its transaction
can still be configured after the factory's configuration is frozen. The second advantage of construction arises when there is some amount of
vendor-specific work to do anyway. In some cases, the application may want to configure properties specified by the vendor's
implementation class. For example, there might be a vendor-specified way to configure logging.
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Closing a Persistence Manager Factory

JDO 1.0.1 adds a cl ose method to the Per si st enceManager Fact or y interface.

public void close()

In order for this method to succeed, all of the transactions associated with the persistence managers that the factory produces must be
inactive. If any are active, then this method throws a JDOUser Except i on that contains a nested JDOUser Except i on for each

Per si st enceManager that has an active transaction. This method performs a security check before closing the factory, and if the
check fails, it throws aj ava. | ang. Securi t yExcept i on. JDO implementations may use this security check to prevent the
application from closing the factory when doing so is inappropriate.

If the method is successful, then all open persistence managers obtained from this persistence manager factory are closed. The application
cannot use a closed factory to obtain more persistence managers.

For some JDO implementations under some circumstances, closing the Per si st enceManager Fact or y can be a necessary
housekeeping detail. You will need to consult the vendor's documentation to determine whether and when to call this method for the
implementation and datastore that you are using. As a general rule, closing the factory is required when the datastore runs in the same JVM
as JDO; otherwise, closing the factory is not required. Closing the factory can be an expensive operation that may impact performance if it is
performed needlessly.
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Obtaining a Connection Factory

Connection factories are obtained from JNDI in the usual way. The resource adaptor, when it is deployed, is stored in JNDI under a name
that is specified during deployment. The JDO vendor usually provides a default name. Getting the name right is the only hard part. The code,
shown in Listing 6-5, is straightforward. After getting a connection factory, the application obtains a persistence manager as shown in Listing

6-1.

Listing 6-5: Finding a Connect i onFact ory in JNDI

String cf Name = "soneNane"; // exanples: "java:/kodo", "java:conp/env/eis/ MJDO
ConnectionFactory cf = null;
try
{
cf = (ConnectionFactory) new Initial Context ().l ookup(cfNane);
}
catch (Nam ngExcepti on ne)
{

/' handl e exception ...

}




Examining a JDO I mplementation

The persistence manager factory has two methods that reveal information about the JDO implementation. One of these methods identifies
the optional JDO features that the implementation supports, and the other identifies the implementation's vendor and version.

Determining the Implementation's Support for Optional Features

JDO defines many optional features that a JDO implementation may, or may not, support. To determine whether an implementation supports
an optional feature, the application calls the suppor t edOpt i ons method in the Per si st enceManager Fact or y interface.

public java.util.Coll ection supportedOptions()

The support edOpt i ons method returns a Col | ect i on of strings, one string for each optional feature that the implementation

supports. The collection may also include vendor-defined strings that identify features added to the implementation by the vendor. Depending
on the number of optional features that the implementation supports, the returned collection can vary in length from 2 to more than 20 strings.

Table 6-1 identifies each string value specified by JDO and briefly describes the corresponding implementation option that is supported when

the string is returned.

Table 6-1: Identifying Strings for the Supported Implementation Options

Property Nane I ndi cates Support For

j avax. j do. query. JDOQL JDO's query language (required).

javax.j do.option. Applicationldentity Application JDO identity.

javax.jdo.option. Datastoreldentity Datastore JDO identity.

j avax. j do. opti on. NonDur abl el dentity Nondurable JDO identity.

j avax. j do. option. Transi ent Transacti onal Transient-clean and transient-dirty JDO states.

j avax. j do. opti on. Nontransacti onal Read Transaction's NontransactionalRead property
can be set to true.

j avax. j do. option. Nontransacti onal Wite Transaction's NontransactionalWrite property
can be set to true.

j avax. j do. opti on. Ret ai nVal ues Transaction's RetainValues property can be set
to true.

javax.jdo.option.Optimstic Transaction's Optimistic property can be set to
true.

j avax.jdo.option. Arrayli st Persistent fields that refer to Ar r ayLi st types.

j avax. j do. opti on. HashiMap Persistent fields that refer to Has hMap types.

j avax. j do. opti on. Hasht abl e Persistent fields that refer to Hasht abl e types.

j avax. j do. opti on. Li nkedLi st Persistent fields that refer to Li nkLi st types.

j avax. j do. option. TreeMap Persistent fields that refer to Tr eeMap types.

j avax. j do. opti on. Tr eeSet Persistent fields that refer to Tr eeSet types.

j avax. j do. opti on. Vect or Persistent fields that refer to Vect or types.

j avax. j do. opti on. Map Persistent fields that refer to Map types.

j avax. j do. option. Li st Persistent fields that refer to Li st types.

j avax. j do. opti on. Array Persistent fields that refer to array types.




javax.jdo.option.NullCollection Null values permitted in persistent fields that refer to
collections.

j avax. j do. opti on. Values of application-defined key fields can be

ChangeApplicationldentity changed in persistent application data objects.

As the table indicates, the first option j avax. j do. opt i on. JDOQL is not really an option at all. Every implementation should place
this string in the collection returned from the suppor t edOpt i ons method. If the implementation supports another query language or
API, it may include an additional property string that it defines in the collection of strings. At least one of the next two options, j avax. j do.
option. Applicationldentityorjavax.jdo.option. Datastoreldentity,shouldalsobe found in the collection
returned. The rest of the JDO options may, or may not, be implemented by a specific vendor.

To be portable, an application should rely on as few options as possible. Some options, such as the ability to turn on optimistic transactions

or use datastore identity, are very useful.

Obtaining Vendor-Specific I nfor mation from the Implementation

The get Pr oper t i es method provides information about the implementation that is vendor specific.

public java.util.Properties getProperties()

The get Pr operti es method returns a set of read-only properties that identify the implementation and may provide vendor-specific

information about the implementation. Each property is a key-value pair of strings. JDO defines only two keys for these propetties,
Vendor Nane and Ver si onNunber . The implementation defines any other keys that are used. Although the application can modify

these properties, the JDO implementation ignores any modifications.
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Configuring a Persistence Manager Factory

Every persistence manager factory is configured at some point, either by a properties file, or before being stored in JNDI, or by calling the
property mutators on a constructed object that implements the Per si st enceManager Fact or y interface. Nevertheless, for most of
the application's life, it works with a persistence manager factory that is not configurable. When persistence manager factories are obtained
from JNDI or from properties, they cannot be reconfigured. Even a configurable factory becomes frozen after it produces its first persistence
manager. The configuration that is discussed in this section is the configuration that occurs before the persistence manager factory becomes
frozen.

As a convenience, the factory provides configuration for two properties, IgnoreCache and Multithreaded, that are inherited by every
persistence manager that the factory produces. Likewise, the persistence manager factory provides configuration for the five transactional
properties, Optimistic, RetainValues, RestoreValues, NontransactionalRead, and NontransactionalWrite, that are inherited
by the transaction belonging to the persistence manager. As the earlier discussion implies, the factory constructs the Tr ansact i on

object at the same time that it constructs the Per si st enceManager object. Chapters 3 and 4 describe the
Per si st enceManager and Tr ansact i on interfaces and their properties.
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Configuring Connectionsto the Datastore

The persistence manager factory has a set of eight connection-related properties. These eight properties are unique to the
Per si st enceManager Fact ory interface. They have overlapping purposes. Their use depends upon the design of the JDO

implementation and the deployment environment of the application code. In some cases, the simple connection properties are the only ones
required. Table 6-2 shows the four simple connection properties defined by JDO, together with a brief description of their purpose.

Table 6-2: Simple Connection Properties

|Property |Description

| ConnectionDriverName | The class name of the connection driver

| ConnectionURL | The URL that the connection driver uses to connect to the datastore
| ConnectionUserName | The name of the user establishing the connection

| ConnectionPassword | The connection password for the user

As described earlier, the JDO implementation can provide a JCA Connect i onFact or y that produces persistence managers. The JDO
implementation can also use JCA in a different way by having its Per si st enceManager use a connection factory to connect to the
datastore service. In this case, the JDO implementation supports the four connection factory properties. Table 6-3 shows the four connection
factory properties defined by JDO, together with a brief description of their purpose.

Table 6-3: Connection Factory Properties

|Property |Description

| ConnectionFactory | A connection factory object to connect to the datastore

| ConnectionFactoryName | The JNDI name for the connection factory object

| ConnectionFactory2 | A connection factory object suitable for JDO optimistic transactions

| ConnectionFactory2Name | The JNDI name for the connection factory object suitable for JDO optimistic transactions

Within J2EE application servers, a connection factory that returns datastore connections normally returns connections that are enlisted in the
active, managed transaction. This is not the connection to the datastore that a JDO optimistic transaction would use. For the application to be
able to use a JDO optimistic transaction within a J2EE container, the persistence manager needs to use a connection factory that returns
nontransactional datastore connections. The ConnectionFactory2 property holds the connection factory that returns nontransactional
connections, and alternatively, the ConnectionFactory2Name specifies its INDI name.

Because the connection properties overlap in their purposes, JDO defines a priority between them. If a connection factory is defined, then it
is the controlling property. Failing that, if a JNDI name for a connection factory is defined, then it is the controlling property. Failing both of
these, the simple connection properties are used. The implementation will likely provide specific guidance on which connection properties to
configure.
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JDO's Support for Container-Managed Transactions

The sophisticated management of transactions is a major feature of J2EE application servers. The application server may manage a local
transaction involving only one transactional service, or it may manage a distributed transaction involving several services. The application
server can either continue using an existing active transaction or start a new transaction. In the case of EJBs, the server provides container-
managed transactions (CMT) and allows bean-managed transactions (BMT).

The EJB container in the application server supports several deployment options for CMT. Session beans can use any of six transactional
attributes (Unsuppor t ed, Requi r ed, Requi r esNew, Suppor t ed, Mandat or y, and Never ) for container-managed

transactions, while entity beans and message-driven beans can use a subset of these.

When using CMT, the bean code does not set transactional boundaries. The transactional boundaries are controlled by the originator of the
managed transaction. Depending on the transactional attribute, the application server may start a managed transaction before calling the
bean's business method, or it may call the bean's business method in the context of an existing transaction, or it may call the bean's
business method in a nontransactional context.

When the bean code calls the Connect i onFact ory or Per si st enceManager Fact or y interface for a persistence manager,
the factory has the opportunity to enlist the persistence manager in the active managed transaction, if there is one. Enlisting the persistence
manager simply means that the Active property of the persistence manager's transaction is now true, and the JDO transaction is now under
the control of the originator of the managed transaction. As a result, when the factory enlists the persistence manager in the managed
transaction, the JDO transaction is active when the persistence manager is returned.

Note There is one JDO Tr ansact i on object associated with every Per si st enceManager object. Often they are the same
object.

JDO allows, but does not require, support for managed transactions in the implementation of the Per si st enceManager Fact ory
interface. On the other hand, JCA requires support for managed transactions in the implementation of the Connect i onFact ory

interface. Support for managed transactions is often a key difference between the "enterprise” version of a JDO implementation and a
"standard” version from the same vendor.

For some of the six possible transactional attributes for CMT, the EJB container can invoke the bean's business methods in a
nontransactional context, that is to say, without an active managed transaction. As a result, the persistence manager is not enlisted and its
transaction is not started. Because the bean should not start a transaction when the container is managing transactions, the bean must use
JDO nontransactionally. When the container calls the bean in a nontransactional context, the NontransactionalRead property should be
turned on to allow read access. Assuming that the JDO implementation supports nontransactional reads, the bean code can turn on the
NontransactionalRead property in the Tr ansact i on interface after the persistence manager is obtained. Turning on the property in

the code is not necessary when the factory is deployed with the NontransactionalRead property set to true. Although the bean code can
use JDO to read persistent objects in a nontransactional context when the NontransactionalRead property is true, without an active
managed transaction, the CMT bean cannot use JDO to update the datastore.

In summary, there are two points to remember when using JDO with container-managed transactions. One, a persistence manager is
enlisted in the managed transaction only at the time that the connection factory or persistence manager factory returns it. There is no other
enlistment mechanism available to the JDO implementation. If an EJB with CMT caches a persistence manager from one transaction to the
next, JDO does not have the opportunity to enlist the persistence manager in the second managed transaction. Two, if the CMT deployment
descriptor allows the container to invoke the bean in a nontransactional context, then the bean code should not start a transaction. Instead, it
should use JDO nontransactionally.
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JDO's Support for Bean-M anaged Transactions

Even when the EJB uses BMT, the EJB container imposes some rules on the transactional boundaries that the bean code must observe. In
a stateless session bean, the bean-managed transaction must complete prior to the end of the business method. In a stateful session bean,
the bean-managed transaction can be carried over from one invocation of a business method to the next. In all cases, the bean-managed
transaction cannot be part of the client's transaction, if there is one.

When the bean uses BMT, the EJB container calls the bean without starting a managed transaction. A JDO implementation that is aware of
managed transactions starts the container-supported j avax. t ransacti on. User Tr ansact i on when the JDO

Tr ansact i on begins. This action allows the container to manage the transaction in the event that other beans are called from within the
BMT bean.

[erevious f et )
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Using JDO in CMT Session Beans

In CMT session beans (whether stateless or stateful), each business method should begin by obtaining a persistence manager and end by
closing it. The persistence manager should not be cached in a bean's member field between business method invocations. Obtaining a
persistence manager from the factory at the start of the business method in a CMT bean ensures that the persistence manager is enlisted in
the managed transaction.

Although the EJB container is managing transactions, it may, or may not, end the transaction when the business method returns. If the
container started the transaction, it will end the transaction; otherwise, the originator of the transaction controls when the transaction ends.

When the application code closes the persistence manager, the close affects the persistence manager only when the transaction ends. The
closing is in effect delayed until the transaction ends. If the client calls the bean again in the same transactional context, the persistence
manager associated with the transactional context will be reused. On the other hand, when the transaction ends, the close allows either the
persistence manager or its resources to be reused in another transaction. In short, closing the persistence manager at the end of the
business method in a CMT session bean ensures that resources are recycled.

Likewise, managed persistent objects cannot be cached in the bean's member fields after the persistence manager is closed. (Recall that
JDO does not define the behavior of managed objects after the persistence manager is closed.) If desired, unmanaged application data
objects can be stored in a bean's member fields either as the service state of a stateless session bean or as the conversational state of a
stateful session bean.

Listing 6-6 contains an example of a session bean that uses CMT. This session bean could be either stateful or stateless. As far as the JDO

issues are concerned, the code is the same for both. The example bean implements, as do all of the other EJB examples in this chapter, the
Quot eSer ver business interface. The Quot eSer ver interface has two methods, get Quot e and addQuot e. The get Quot e

method returns a Quot e object. The addQuot e method creates a Quot e object and makes it persistent.

Listing 6-6: Example of a CMT Session Bean That Uses JDO

/1 CMI Session bean
package com ysoft.jdo. book. sayi ngs. servi ce. sessi on;

i mport com ysoft.jdo.book. sayi ngs. persistent.*;

i mport com ysoft.jdo. book. sayi ngs. service. *;

i mport com ysoft.jdo. book. factory.Jndi Locat or;

i mport com ysoft.jdo. book. sayi ngs. persi stent. Quot eManager. Quot eManager O D;
i mport com ysoft.jdo.book. conmon. ej b. EJBHel per;

i mport javax.jdo.*;

i mport javax.ejb.*;

i mport java.util.*;

public class QuoteServerEJB i npl ements Sessi onBean, QuoteServer

{
/1 state that passivation preserves
private Sessi onCont ext sessi onCont ext ;

private PersistenceManager Factory pnf ;

public void ejbCreate() throws CreateException

{
}

public void ej bRenove()

{
}

public void set Sessi onCont ext ( Sessi onCont ext sc)

{

sessi onCont ext = sc;
try
{



prf = Jndi Locat or. get PM~(" EE_PMF",
"conml ysoft/jdo/book/sayi ngs/service/factory. properties");

}
catch (Exception e)

{
t hrow new EJBException("Unable to get PMF using \"EE PMR\" nane: ", e);
}

}

public void ejbActivate()

{
}

public void ejbPassivate()

{
}

public Quote get Quote() throws QuoteServerException
{

Per si st enceManager pm = nul | ;

try
{

pm = get Persi st enceManager () ;
Quot eManager gm = get Quot eManager (pm ;
return (Quote) EJBHel per.respond(getQuote(pm agm);

}
finally

{

if (pm!= null)
{
pm cl ose();
}

}

}

public void addQuote(String q, String s) throws QuoteServer Exception
{
q normal i zeString(q);
s = normalizeString(s);
Per si st enceManager pm = nul | ;
try
{

pm = get Per si st enceManager () ;

Quot eManager gm = get Quot eManager (pm ;
Quot e quote = gm newQuote(q, S);

pm rmakePer si st ent (quot e) ;

}
finally

{

if (pm!= null)
{
pm cl ose();
}

}

}

private PersistenceManager get PersistenceManager ()

{

return pnf.getPersistenceManager();



}

private String normalizeString(String s) throws QuoteServer Exception

pr

pr

pr

pr

{
if (s !=null)

{

s =s.trim);

if (s.length() <= 0)

s = null;

}
if (s == null)

t hr ow new Quot eSer ver Except i on(

"Nei ther the quotation nor the source can be null or enmpty");

return s;
}

vat e Quot eManager get Quot eManager ( Persi st enceManager pm

{
return get Quot eManager (pm true);

}

vat e Quot eManager get Quot eManager ( Persi st enceManager pm
bool ean creat el f None)
{
return get Quot eManager (pm createl f None,
new Quot eManager O D( Quot eManager . get Si ngl et onKey())) ;

}

vat e Quot eManager get Quot eManager ( Persi st enceManager pm
bool ean createl f None, QuoteManager O D key)

{
Quot eManager quot eManager = nul |
try
{
guot eManager = (Quot eManager) pm get Obj ect Byl d(key, true);
}
catch (JDODat aSt or eException e)
{
/1 do nothing here, creation follows next
}

/1l create one and only QuoteManager, if it doesn't exist,
// but only if correct key is used
i f (quoteManager == null && createlfNone)

{
i f (!QuoteManager. get Si ngl etonKey(). equal s(key.tolnteger()))

t hrow new EJBException("Cannot create a quote nanager with key "

key + "; use Integer(1l) instead");
guot eManager = Quot eManager . newQuot eManager () ;
pm rmakePer si st ent (quot eManager) ;

}

return quoteManager

}

vate Quote get Quote(PersistenceManager pn2, QuoteManager qnR)
t hrows Quot eServer Excepti on

{

Query query = getQuery(png);

return getQuote(pn2, qn2, query);

}

+



private Quote get Quote(PersistenceManager pn2, QuoteManager qnmR2, Query query)
t hrows Quot eServer Excepti on

{
try
{
/1 get a random guote
Quote quote = null;
if (g2 == null || gnR.getNunfuotes() < 1)
guot e = Quot eManager. makeTenpQuot e("Not hing to say", "The Systemni);
el se
{
int index = gnR. get Randon ndex();
Collection results = (Collection) query.execute(new |Integer(index));
Iterator iter = results.iterator();
if (iter.hasNext())
{
quote = (Quote) iter.next();
if (iter.hasNext())
t hr ow new Quot eSer ver Excepti on(
"nore than one quote with index: " + index);
}
el se
{
t hrow new Quot eServer Exception("No quote for index: " + index);
}
}
return quote;
}
finally
{
if (query !'= null)
query.closeAll ();
}
}
private Query get Query(PersistenceManager pnR)
{
Extent extent = pnR.get Extent (Quote.cl ass, fal se);
Query query = pnR. newQuery(extent, "quotelndex == i");

query. decl areParaneters("Integer i");
return query;

}

In Listing 6-6, all of the private methods of the bean are shown. In the later code listings, private methods that are unchanged from earlier
listings are omitted for brevity.

In this application, the Quot e is one application data class and the Quot eManager is the other. The persistent Quot eManager
object is a singleton in the database. It keeps track of the number of quotes, provides a factory for new Quot e objects, and can generate a
valid random quote index for looking up a quote.

A persistence manager factory is obtained from JNDI in set Sessi onCont ext . Itis held during the lifetime of the bean. If desired, in
the stateful CMT session bean, ej bPassi vat e can clear the reference to the persistence manager factory, and ej bAct i vat e can

reacquire it. Doing this may save resources during passivation, but it slows down activation. There is no reason to write code for
ej bActi vat e and ej bPassi vat e in a stateless session bean since the container does not passivate stateless beans.



Both business methods in the Quot eSer ver bean may throw a Quot eSer ver Except i on. Since the Quot eSer ver isa
simple EJB, there is no need to force a rollback by calling the set Rol | backOnl y method in the j avax. ej b.

Sessi onCont ext interface when the Quot eSer ver Except i on arises. In more complex beans, careful consideration of
exception handling is an important part of the bean's design.

Most of the code that calls JDO is wrapped in at r y block. JDO exceptions are not caught because the simple bean code shown here does
not know how to recover from these error conditions. Since JDO exceptions are derived from j ava. | ang. Runt i meExcepti on,
they cause the EJB container to roll back the transaction, and they cause the container to discard the bean instance. Following the t r y
block, the f i nal | y block closes the query results and the persistence manager.

Notice that the code closes the persistence manager before the EJB container has the opportunity to complete the transaction. When using
JDO with container-managed transactions, this usage is required. The implementation ensures that the persistence manager does not close
until the container completes the transaction.

When two methods within the bean use the same pattern to acquire and close persistence managers, if one method calls the other, the
second one gets the same persistence manager as the first if a managed transaction is active. None of the calls to close the persistence
manager actually close the persistence manager until the container completes the transaction. Each acquisition of a persistence manager
should match with one and only one call to close it.

The code show in Listing 6-6 comes from the stateful_cmt/QuoteServerEJB.java source file in the com ysof t . j do. book.
sayi ngs. servi ce. sessi on package. The quote server examples are included in the JDO Learning Tools. These examples show
implementations of the Quot eSer ver business interface for four kinds of session beans and an entity bean. Some of these beans use a
connection factory, and some use a persistence manager factory. Either optimistic or datastore transactions can be configured. Chapters 8
through 11 discuss the various tools and example programs in the JDO Learning Tools. Chapter 11 describes how to build and run the quote
server examples.
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On Returning Serialized Data Objects from Business M ethods

The get Quot e business method returns to the client a serialized Quot e object. In Listing 6-6 and in all of the CMT bean examples
presented here, the serialized persistent object is filtered through the r espond method in the com ysof t . j do. book. conmon.
ej b. EJBHel per class. Before explaining what the r espond method does, let's examine why it is needed.

In all CMT beans, the EJB container determines whether to end the transaction before it returns the response to the client. As a result, by the
time serialization occurs, the transaction may have ended. Even in a BMT bean, if the business method ends the transaction, the transaction
ends before the response is serialized to the client. As a result, the bean programmer must decide whether to serialize to the client an object
graph that is consistent with the transactional context or to serialize an object graph that is obtained after the transaction ends. In the second
case, the transaction's NontransactionalRead property must be turned on to allow JDO's transparent support for serialization to access
the persistent objects.

Making sure that the persistence manager can support serialization of the business method's response becomes more difficult when the
bean's code closes the persistence manager at the end of the business method. As mentioned earlier, a CMT bean closes the persistence
manager because it cannot reuse it and because closing it allows the persistence manager and its resources to be recycled. Although the
JDO implementation delays the effects of closing until the container-managed transaction ends, thereafter the persistence manager is
actually closed. Once the persistence manager is actually closed, the behavior of managed objects becomes undefined. As a result, the
behavior of the managed objects becomes undefined before the container uses them to serialize the return value.

The r espond method in the EJBHel per class addresses both the transactional issue and the closed persistence manager issue by

creating a graph of unmanaged objects for the response before the transaction ends and the persistence manager closes. It is this graph of
unmanaged objects that the container serializes back to the client. The r espond method uses CPU cycles to do its work and may

generate additional objects that are eventually garbage collected. In addition, the use of the r espond method guarantees that the method

returns its response by value rather than by reference. This fact may have an impact on the decision whether to expose the business method
in a local interface or call the business method from another method within the bean.

When the bean uses BMT, it is not necessary to close the persistence manager at the end of the business method. As a result, turning on
the NontransactionalRead property to provide a nontransactional response after the transaction has ended may be preferable to calling
the r espond method to generate a transactional response.
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Using JDO in Entity Beanswith BMP

When an entity bean uses container-managed persistence (CMP), the bean developer has no use for JDO, since the container takes care of
persistence. On the other hand, when the bean developer writes an entity bean that implements bean-managed persistence (BMP), the
developer can use JDO as the persistence service.

When the bean developer uses JDO, the entity bean delegates to a corresponding persistent application data object. In essence, the entity
bean wraps a persistent application data object. The bean developer may decide to wrap each application data object in a corresponding
entity bean, or he may decide to make the entity bean a coarse-grained object that delegates to a composition of many related fine-grained
application data objects.

Listing 6-7 shows an example entity bean that implements the Quot eSer ver business interface. Omitted from the code in Listing 6-7 are
the private bean methods that remain the same as those found in Listing 6-6. The example is taken from the com ysof t . j do. book.
sayi ngs. service. entity. Quot eServer EJBclass.

Listing 6-7: Example of a BMP Entity Bean That Uses JDO

public class QuoteServerEJB i npl enents javax.ejb. EntityBean, QuoteServer
{
private EntityContext context;
private ConnectionFactory cFactory;
private PersistenceManager pm
private Query query;
private QuoteManager gm
public Integer ejbCreate() throws CreateException
{

Per si st enceManager persistenceManager = null;

try
{

/1 get a persistence manager

per si st enceManager = get Per si st enceManager () ;

Quot eManager O D key = new Quot eManager O X
Quot eManager . get Si ngl et onKey() ) ;

/1 if we get a QuoteManager then we can't create one
i f (get Quot eManager ( persi st enceManager, false, key) !'= null)
{
t hrow new Cr eat eExcepti on(
"The one and only QuoteServer already exists");

}

/1l create the one and only QuoteManager
get Quot eManager ( per si st enceManager, true, key);
return key.tolnteger();

}
catch (CreateException e)

{

t hrow e;

}

catch (ResourceException e)

{

t hrow new Creat eExcepti on(" Caught exception in ejbCreate: " + e);

}
finally

{

i f (persistenceManager != null)
per si st enceManager . cl ose();



}
public void ejbPostCreate()
{
}
public void ejbRenove() throws RenpveException
{
t hrow new RenpoveException("renove not allowed");
}

public I nteger ejbFindByPrimaryKey(lnteger key) throws FinderException
{
Quot eManager O D oi d = new Quot eManager O D( key) ;
Per si st enceManager persi stenceManager = null;
try
{
/1 get a persistence manager
per si st enceManager = get Per si st enceManager () ;

/1 if we can't get the QuoteManager we can't find the QuoteServer
i f (get Quot eManager ( persi st enceManager, false, oid) == null)
t hr ow new Obj ect Not FoundExcept i on(
"can't find the only QuoteServer by key: " + oid +
"; use Integer(" + QuoteManager. get Singl etonKey() +
") for key");

return oid.tolnteger();

}

catch (ResourceException e)

{

t hrow new Fi nder Excepti on(
"Caught exception in ejbFi ndByPrimaryKey: " + €);

}
finally
{
i f (persistenceManager !'= null)
per si st enceManager. cl ose();
}
}
public void setEntityContext(EntityContext ctx)
{
context = ctx;
try
{
cFactory = Jndi Locat or. get CF("java:/j doCF");
}
catch (Nam ngException e)
{
t hrow new EJBExcepti on(
"Unabl e to get ConnectionFactory using \"java:/jdoCR\" nane: "
}
}
public void unsetEntityContext()
{
cFactory = null;
context = null;

}



public void ejbActivate()

{
}

public void ej bPassivate()

{

cl eanup();

}

public void ejbLoad()

{
}

public void ejbStore()
{

cl eanup();

}

public void addQuote(String quote, String source) throws QuoteServer Exception
{
gquote = normalizeString(quote);
source = nornalizeString(source);
setup();
Quote g = gm newQuot e( quot e, source);
pm makePersi stent(q);

}
public Quote getQuote() throws QuoteServer Exception

{
setup();

return (Quote) EJBHel per.respond(get Quote(pm qgm query));
}

private PersistenceManager get PersistenceManager () throws ResourceException

{

return (PersistenceManager) cFactory. get Connection();

}
private void setup()
{
if (pm== null)
{
try
{
Per si st enceManager t PM = get Per si st enceManager () ;
guery = getQery(tPM;
Quot eManager O D oi d = new Quot eManager O X
(I nteger) context.getPrimaryKey());
gm = get Quot eManager (tPM fal se, oid);
pm=tPM // flags that setup is conplete
}
catch (ResourceException e)
{
t hrow new EJBException("Unable to get PM ", e);
}
}
}

private void cleanup()

{



if (pm!= null)

{
/1 clear bean's references to persistent objects
gm = nul | ;

/!l close the pmif not closed
if (!pmisdosed())
pm cl ose();
/1 clear bean's references to pmand its resources
query = null;
pm=null; // also the flag that cleanup has occurred
}
}

/1 private nethods are omtted
/'l when identical to those in earlier listings

}

In this example, the singleton Quot eManager object and all the Quot e objects together compose the singleton Quot eSer ver
entity. As a result, the Quot eSer ver entity bean implements the same Quot eSer ver business interface as the session beans.
Although atypical in some ways, the Quot eSer ver entity bean provides a good example of how to use JDO within a BMP entity bean.

The EJB's Entity Context Callback Methods

The container calls the entity bean's set Ent i t yCont ext method soon after creating the bean. The Quot eSer ver uses this
method to obtain the persistence manager factory. The bean retains this reference until the container calls the unset Ent i t yCont ext
method. The container may never call the unset Ent i t yCont ext method.

The QuoteServer Bean's setup and cleanup M ethods

The set up and cl eanup methods in the Quot eSer ver entity bean are private methods created for the example. The set up
method performs the housekeeping chore of associating a Quot eSer ver entity bean instance with a persistence manager, a JDO
transaction, and its delegate persistent object. The cl eanup method performs the complementary set of tasks to disassociate the bean
instance from all three.

In Listing 6-7, the set up method acquires a persistence manager from the factory, creates a query, and finds the singleton

Quot eManager object in the database. The set up method stores each of these objects in the bean's member fields. The set up
method is a no-op if the bean is already initialized. The cl eanup method performs the opposite set of tasks. It closes the persistence
manager and clears the bean's member fields of their references. The cl eanup method is a no-op if the bean is already deinitialized.

On the one hand, the client may call the entity bean’s business methods any number of times within one transaction without the EJB
container making an intervening call to one of the EJB-defined callback methods. On the other hand, the container may call some EJB
callback methods multiple times within the same transaction. The loose coupling between the bean's callback methods, on the one hand,
and the transactional boundaries and the client's calls to business methods, on the other, makes the definition of the programming model for
entity beans challenging.

ThegbStore Callback Method

After the client has invoked a business method on the entity bean, the EJB container calls the ej bSt or e method when the transaction is
about to commit. Within the ej bSt or e method, the application code must close the persistence manager and clear the bean's references
to persistent objects. To do this in Listing 6-7, the Quot eSer ver bean calls the cl eanup method.

When the container calls ej bSt or e, the transaction is still active. The next call to the bean may be to a business method in a different
transactional context from a different client, and it may occur before the container has completed the last transaction. As a result, the



container's call to the ej bSt or e method is the bean's only chance to reliably disassociate itself from the persistence manager and its
managed objects.

The Responsibility to Flush When g bStore |s Called

The container may also call the ej bSt or e method to ensure that any modified state is flushed to the database for visibility to other beans
running in the same transactional context. In this case, the container calls the ej bSt or e method in the middle of a transaction.

A common case where the container expects the bean to flush its state occurs when the client calls an entity bean's finder method. In this
case, the EJB container calls the ej bSt or e method on the entity bean instances that are enlisted in the same transaction to ensure that

the finder method, which is invoked on yet another entity bean, sees the current transactional state.

Because JDO does not provide a way to force persistent state to flush, the application cannot fulfill the contractual responsibility to flush
changes to the underlying datastore. The impacts of this failure depend on whether the EJB container is clustered or not. If the EJB container
is clustered, then the details of the clustered configuration determine the impact.

When the EJB container is not clustered, there is only one JVM running the EJB server. As a result, the failure to flush presents no
difficulties. Every bean that uses JDO within the same transactional context will acquire from the connection factory or persistence manager
factory the same persistence manager along with its managed objects. As a result, in a nonclustered environment, every bean instance that
uses JDO in the same transactional context has the same visibility on the transactional state because every one of them uses the same
persistence manager.

When the EJB container is clustered, there are multiple JVMs that are each running an EJB server. In a clustered environment, the inability
to force JDO to flush the changes of transactional objects to the datastore may mean that not all entity beans in the same transactional
context see the same transactional state. The impact of this failure is most likely to occur when the application calls an entity bean's finder
method after making changes in the transaction. In this case, the finder method may ignore the changes held by the transactional objects in
other JVMs. The application can avoid this impact by avoiding calls to EJB finder methods after changes have been made within the
transaction.

If possible, the clustered EJB container should be configured to place all entity beans of the same type that have the same transactional
context in the same EJB server. When this can be done, JDO's caching makes up for the lack of flushing just as it does in a nonclustered
configuration. In addition to the workarounds suggested here, your JDO vendor or EJB vendor may offer guidance or special features for
clustered configurations that address JDO's shortcomings in this regard.

The Entity EJB's Business M ethods

The Quot eSer ver business methods call the set up method. The set up method ensures that the bean has the persistence manager
associated with the managed transaction and has stored in its member field the reference to the Quot eManager object that it uses in its
business methods. After the bean is initialized, calling the set up method again is a no-op.

Entity beans are not required to store references to persistent objects in their member fields, and they can, like CMT session beans, acquire
a persistence manager and close it in each business method. Storing the persistence manager and some persistent objects in the bean's
member fields are optimizations.

The question arises whether it is safe to close the persistence manager when the transaction may continue on to the next invocation of the
bean's business interface. The answer is simple. Closing the persistence manager and reacquiring one within the same transactional context
must always work in EJBs. Even in CMT session beans, the next call to a business method may be within the same managed transaction.
Although the details may differ, all JDO implementations that support managed transactions must effectively delay closing the persistence
manager until the managed transaction ends. If the transactional context does not change, the factory methods,

get Per si st enceManager and get Connect i on, must recycle the persistence manager associated with the transaction. As a
result, the objects in the persistence manager's cache remain as they were. When the business method finds these objects the second time
within the same managed transaction, it finds them in the same state that they were in when it last used them.

ThegbLoad Callback Method

The ej bLoad method is called whenever the container wants the entity bean to reload its persistent state from the database. The
container may call the bean's ej bLoad method after it has started a transaction, or it may not. It depends on what commit option the



container uses for the bean. As a result, the ej bLoad method is not a reliable place to acquire the persistence manager since it may not
be called.

Note For more discussion of commit options in entity beans, see sections 12.1.9 and 12.4.4 of the Enterprise JavaBeans Specification
Version 2.0, available from the Sun Microsystems Web site.

The example bean in Listing 6-7 does nothing in the ej bLoad method. Instead, it calls its set up method at the start of every business
method to lazily acquire the persistence manager and the references to persistent objects. When the example bean's set up method is
called more than once without an intervening call to its cl eanup method, the redundant calls are no-ops.

The g bPassivate Callback Method

The EJB container calls the ej bPassi vat e method whenever it wants to dissociate the entity bean from its persistent identity and return
it to the pool of bean instances. Although the container often calls the ej bSt or e method before it calls the ej bPassi vat e method,
there are cases where this sequence is not followed. For this reason, the ej bPassi vat e method in Listing 6-7 calls the cl eanup
method to clear the bean's member fields and close the persistence manager. When the Quot eSer ver bean's cl eanup method is
called more than once without an intervening call to the set up method, the redundant calls are no-ops.

The g bActivate Callback M ethod

The application code performs no actions related to JDO in the ej bAct i vat e callback method.

The g bCreate Methods

In entity beans, each ej bCr eat e method creates a new persistent object and inserts its persistent state into the datastore. There may be
several ej bCr eat e methods that take different parameters for initializing the new persistent object. All of the ej bCr eat e methods

return an application-defined class called the primary key class. Typically, the primary key class is the application identity class for the
persistent object that the entity bean delegates to.

The ej bCr eat e methods associate the entity bean with its primary key object. As a result, these methods can set up the bean for later
use by business methods, and they can rely upon ej bPassi vat e orej bSt or e to call the cl eanup method. Since the
Quot eSer ver entity bean's ej bCr eat e method is rarely called, this bean's ej bCr eat e method cleans up after itself.

In the example entity bean in Listing 6-7, there is only one ej bCr eat e method. It takes no parameters, and it creates the singleton
Quot eManager object. Rather than return the Quot eManager O D application identity class, the example bean returns an

I nt eger object fromits ej bCr eat e method. As a result, the bean maps between the Quot eManager O Dobjects and the
I nt eger objects as necessary.

The ggbRemove Method

The ej bRenpve method in entity beans deletes the state of the persistent object from the datastore. In the typical case, the method would
call the get Pri mar yKey method in the Ent i t yCont ext object. It would use the primary key to find the corresponding persistent
object and delete it by calling the persistence manager's del et ePer si st ent method.

In the example entity bean in Listing 6-7, the entity cannot be deleted. Instead, the ej bRernov e method throws aj avax. ej b.
RenoveExcepti on.

The g bFindByPrimaryKey Method

Every entity bean is associated with a primary key object. In the ej bFi ndByPr i mar yKey method, the container or the client asks the
bean to verify that a persistent object exists for the primary key passed. In the example entity bean in Listing 6-7, the code performs the
lookup after mapping from the entity bean primary key to the application identity object.

EJB finder methods do not associate the entity bean instance with a primary key. For this reason, all finder methods should set up for



themselves and clean up after themselves. Like the business methods of CMT session beans, they should acquire a persistence manager at
their start and close it before they return.

The EJB Finder Methods

Entity beans may have any number of finder methods. These work in a manner similar to the ej bFi ndByPr i mar yKey method. Each
finder method looks for the persistent objects that are delegates for its type of entity bean and returns a primary key object for each of them.

In Listing 6-7, the example bean does not have any finder methods other than the ej bFi ndByPr i nmar yKey method.

Serializing Data Objectsin the Business M ethod's Response

As with the CMT session beans, it is necessary, in the general case, to deal with the possibility that the transaction has ended and the
persistence manager has closed before the EJB container serializes the business method's response to the client. The Quot eSer ver

entity bean shown in Listing 6-7 uses the r espond method inthe com ysof t. j do. book. conmon. ej b. EJBHel per classto
create a graph of unmanaged objects to return as the response for the get Quot e business method.

If the entity bean is always used by a client that controls the managed transaction, then the need to call the r espond method is eliminated.

In these cases, the client receives the response from the business method before it decides whether to end the transaction. This would be
the case, for example, if the entity bean was used by a session bean as part of the session facade pattern.

The Switch to a Connection Factory

By comparing Listing 6-6 to Listing 6-7, you can see the changes required to use a connection factory instead of a persistence manager
factory. Because the connection factory's get Connect i on method throws the j avax. r esour ce. Resour ceExcepti on, the

bean's private get Per si st enceManager method now throws this exception. The business methods now catch the
Resour ceExcept i on and throw an EJBExcept i on inits place.

An entity bean, like all other EJBs, can use either a persistence manager factory or a connection factory to acquire the persistence manager.
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Using JDO in BMT Session Beans

In contrast to CMT, the business methods in a BMT session bean may continue to use the same persistence manager across multiple
transactions. There is no need to enlist the persistence manager in the managed transaction, since the container is not managing
transactions. Also in contrast to CMT, the business method in a BMT session bean can execute a series of transactions before returning.
Because the persistence manager can be cached in a BMT session bean, the persistent objects that it manages can also be cached. The
caching can occur directly in the bean's member fields, or it can occur indirectly in the cache belonging to the persistence manager.

In all stateless session beans, the bean is shared haphazardly with calling clients. When using a stateless session bean, the bean developer
should not attempt to cache any state that depends on the sequence of calls to business methods. Consider the hypothetical example where
one business method looks up and returns a Cust oner object, and the second business method updates the Cust onrer object that

was looked up earlier. A stateless session bean cannot store in a member field the Cust orrer object found by the first business method

for use by the second business method. With one client, the series of invocations on the bean's interface may be routed to different instances
of the stateless session bean. With multiple clients, their invocations may be mixed together and routed to the same instance of the stateless
session bean.

Unlike a stateless session bean, a stateful session bean is created for and assigned to one client. For this reason, it can store in a member
field the Cust orrer object from the first business method for use by the second business method.

In stateless BMT session beans, the business method must complete the transaction before it returns. On the other hand, stateful BMT
session beans can allow a transaction to carry over from one business method to the next. If desired, the stateful BMT session bean can
expose business methods whose sole purpose is to manage the transactional boundaries. For example, the bean may have business
methods called st art Tr ansacti on,commi t Transacti on,andr ol | backTr ansact i on to control transactional

boundaries.

A StatelessBM T Session Bean

Listing 6-8 shows a Quot eSer ver EJB that is designed to support a stateless BMT session bean. With a few modifications that are
described in the next section, it can also support the Quot eSer ver business interface in a stateful BMT session bean. The bean's private

methods that are the same as those found in the earlier listings are omitted. This code is taken from the stateless_bmp/
QuoteServerEJB.java source file inthe com ysof t . j do. book. sayi ngs. servi ce. sessi on package of the JDO

Learning Tools.

Listing 6-8: Example of Stateless BMT Session Bean That Uses JDO

public class QuoteServerEJB inpl enments Sessi onBean, QuoteServer

{
private Sessi onCont ext sessi onCont ext ;
private PersistenceManager Factory pnf ;
private PersistenceManager pm
private QuoteManager qm
private Query query;
public void ejbCreate() throws CreateException

{

}
public void ej bRenove()

{

cl eanup();

}
public void ejbActivate()

{

}

public void ejbPassivate()



{

}
public void set Sessi onCont ext ( Sessi onCont ext sc)
{
sessi onCont ext = sc;
try
{
pnf = Jndi Locator. get PM-("Std_NTR_PM-",
"com ysoft/jdo/book/sayi ngs/ servicel/factory. properties");
pm = get Per si st enceManager () ;
}
catch (Exception e)
{
t hrow new EJBExcepti on(
"Unable to get PMF using \"Std_NTR_PMF\" nane", e);
}
}
public Quote getQuote() throws QuoteServer Exception
{

if (gm== null)

gm = get Quot eManager (pm fal se);
if (query == null)

query = getQuery(pm;

return getQuote(pm gm query);

}
public void addQuote(String g, String s) throws QuoteServer Exception
{
g = normalizeString(q);
s = normalizeString(s);
try
{
pm current Transaction(). begin();
if (gm== null)
gm = get Quot eManager (pm ;
Quot e quote = gm newQuote(q, S);
pm makePer si st ent (quot e) ;
pm current Transaction().commt();
}
finally
{
if (pmcurrentTransaction().isActive())
{
try
{
pm current Transaction().rol |l back();
}
catch (RuntineException loglt)
{
/[l log it rather than throwit, since it
/1l was an earlier exception that forced the rollback
}
}
}
}

[l private nethods are omtted
/'l when identical to those in earlier listings



In Listing 6-8, the stateless BMT QuoteServer bean obtains its persistence manager in set Sessi onCont ext , which the EJB container

calls when the bean is first created. The persistence manager remains in use for the life of the bean. It is not closed until the container calls
ej bRenmove. The ej bPassi vat e and ej bAct i vat e methods are empty because the EJB container does not passivate stateless

session beans. To avoid starting a transaction in the set Sessi onCont ext method, the bean lazily fetches and caches the
Quot eManager and Quer y in the business methods.

To show the variations possible, the get Quot e method in Listing 6-8 runs without starting a transaction. To support nontransactional
access, the Per si st enceManager Fact or y that s stored in JNDI has the NontransactionalRead property turned on. Because
get Quot e runs nontransactionally, it calls the get Quot eManager method with the cr eat el f None parameter set to false. On
the other hand, because the addQuot e method adds a new persistent quote, it must use a transaction. Unlike in the CMT examples, the
addQuot e method must also handle the issue of rolling back the transaction if the t r y block fails. It does this inthe f i nal | y block,
after first checking that the transaction is active.

Changes Required for a Stateful BM T Session Bean

When clients use stateful session beans, the EJB container creates a bean for each client. The bean remains associated with one and only
one client until either the client or the container removes it. Like stateless BMT session beans, the stateful BMT session bean can cache the
persistence manager between calls to the business methods, and it can run a sequence of transactions within a business method.

The stateful BMT session bean can hold both persistent objects and unmanaged objects in its member fields. The member fields of the
stateful session bean are called collectively its conversational state.

Unlike stateless session beans, stateful session beans may be passivated. In the ej bPassi vat e method, which the container calls just

before passivation, the bean must prepare its conversational state for serialization. Some of the objects that the bean refers to in its member
fields may not be serializable. Except for a few field types that receive special handling (see section 7.4.1 of the Enterprise Java-Beans
Specification Version 2.0), the member fields must be serializable or set to null before passivation occurs. The Per si st enceManager

is not a serializable type, and it does not receive special handling. Therefore it must be closed and the bean's member field that refers to it
set to null when passivation occurs.

Although the bean may passivate references to managed application data objects that are serializable, the application typically wants
references to managed data objects, not to the unmanaged data objects that result from the bean's reactivation. For that reason, the bean's
ej bPassi vat e method calls its cI eanup method (unchanged from Listing 6-7) to set any member fields that refer to managed

persistent objects to null.

Listing 6-9 shows the few changes to the Quot eSer ver EJBin Listing 6-8 that are needed to support a stateful BMT session bean.
Since passivation may now occur, ej bPassi vat e calls the cl eanup method. The ej bAct i vat e method acquires a persistence
manager, but it does not acquire a persistence manager factory. A Per si st enceManager Fact or y object is serializable, and
therefore the reference acquired in set Sessi onCont ext is not lost during passivation. The Quot eSer ver business interface does

not expect transactions to carry over from one business method to the next. For that reason, there are no other differences between the
stateful and stateless BMT session bean implementations of the Quot eSer ver EJB.

Listing 6-9: Example of Stateful BMT Session Bean That Uses JDO

public class QuoteServerEJB inpl enments Sessi onBean, QuoteServer

{
/] state that passivation preserves
private SessionCont ext sessi onCont ext ;

private PersistenceManager Factory pnf ;

/] state that passivation destroys

private transient PersistenceManager pm
private transi ent QuoteManager qm
private transient Query query;



/'l ejbCreate unchanged
/'l ej bRenmove unchanged
/'l set Sessi onCont ext unchanged

public void ejbActivate()

{
pm = get Per si st enceManager () ;
}
public void ej bPassivate()
{
cl eanup();
}

/'l get Quot e unchanged
/| addQuot e unchanged

/1 all private nmethods are omtted
/'l because they are identical to those in earlier listings
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Using JDO in Message-Driven Beans

In terms of the JDO issues, message-driven beans are identical to stateless session beans. The EJB container supports both CMT message
beans and BMT message beans. The message bean has only one business method, the onMes sage method.

Although no examples are provided in this book, to use JDO with a message-driven bean, follow the usage outlined for the corresponding
type of stateless session bean. In a BMT message-driven bean, the persistence manager and its persistent objects can be cached for the life
of the bean. In a CMT message-driven bean, the persistence manager must be obtained at the beginning of each invocation of the
onMessage method and closed at the end. Persistent objects can be cached as long as the persistence manager remains open.

[erevious f et )
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Summary

Persistence manager factories, and in some cases connection factories, produce persistence managers. The persistence manager factory
informs the application about the general capabilities of the implementation. In particular, the factory identifies the optional JDO features that
the implementation supports.

The factories directly provide objects that implement the Per si st enceManager interface and indirectly provide objects that implement
the Tr ansact i on interface. The values of two of the persistence manager's properties and five of the transaction's properties are
inherited from the factory that produces them. The persistence manager uses the values of the factory's connection properties when

connecting to the datastore. In addition, when there is a container-managed transaction, the factories enlist the persistence manager in the
managed transaction.

The next chapter completes this book's description of JDO's persistence service by examining the utility class JDOHel per , the callback
interface | nst anceCal | backs, and exception hierarchy descending from JDOEXcept i on. Each of these serve a special purpose,
and every application will use some of them.
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Chapter 7: Helpers, Callbacks, and Exceptions

This chapter examines the JDOHel per class, the | nst anceCal | backs interface, and the exception classes of JDO. The
JDCHel per is a utility class that performs miscellaneous tasks. The | nst anceCal | backs interface provides notification of life cycle
transitions in persistent application data objects. The JDO implementation uses the class hierarchy formed by JDOExcept i on and its
subclasses to indicate most error conditions.

The JDOHelper Utility Class

Each operation of the JDOHel per class is a static method, and for that reason, there is no need to instantiate an instance of this class.
Figure 7-1 shows the eleven methods of this class. Although static methods are normally underlined in UML class diagrams, this is avoided
in Figure 7-1 to make the diagram more readable.

WoHelper

getPersistenceManagerFactory( Properties p) @ Persistesc actory
getPersistenceManagerFactory Prt.Ttth- Py ClassLoader cl): uttn:lhuglrFimr_r
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i:igure 7-1: The class diagram of the JDOHel per class

The methods in JDOHel per divide into two groups: those that perform miscellaneous tasks and those that identify the application data
object's management state.

Miscellaneous Utility M ethodsin JDOHelper
The miscellaneous operations in the JDOHel per class perform the following tasks:

. Get a persistence manager factory.

. Mark a persistent object's field dirty.

. Get the persistence manager that is managing an application data object, if there is one.
. Get the identity object for an application data object, if there is one.

The next sections look at the methods for each of these tasks.
Acquiring a Persistence Manager Factory

JDOHel per provides two factory methods to acquire an object that implements the Per si st enceManager Fact or y interface.

public static PersistenceManager Factory get Persi st enceManager Fact or y(
Properties props)

public static PersistenceManager Factory get Persi st enceManager Fact or y(
Properties props,
O assLoader cl oader)
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Chapter 6 describes in detail the first get Per si st enceManager Fact or y method. This method loads the implementation class
specified by the ] avax. j do. Per si st enceManager Fact or yCl ass property in pr ops. It uses the class loader returned by
the current Thr ead object's get Cont ext Cl assLoader method. In most circumstances, this is the class loader that you want to
use. The second method handles the odd case where you need to specify a different class loader.

Explicitly Marking Dirty a Data Object's Managed Field

The JDOHel per class provides the makeDi r t y method to explicitly indicate to JDO that the managed field of a managed object has
been modified. The application uses this method to assist JDO in tracking changes to the entries of managed array fields.

public static void nakeDirty(Cbject ado, String fiel dNane)

This method does the work that JDO normally does transparently when the application changes the value of a managed field. The only
difference is that makeDi r t y does not change the managed field's value.

The fi el dnane parameter can be the field name as declared in the class, for example, "myManagedField". It can also be the class

name, or fully qualified class name, concatenated with the field name by using the dot notation, such as "com.ysoft.jdo.book.example.
MyAppDataClass.myManagedField".

In a class hierarchy, a derived class can declare a field using the same name used to declare a field in one of its superclasses. To determine
which field is named when there are multiple fields by the same declared name in the class hierarchy, the makeDi r t y method begins its

search either with the class named in the dot notation or, when the field name is unqualified by a class name, with the object's instance
class. If the field is not found in the class where the search starts, then the method proceeds up the hierarchy of classes looking for the field
in each application data class. The makeDi r t y method stops its search as soon as it finds the named field in an application data class,

and as a result, at most one field is made dirty.

The call to makeDi r t y returns silently without effect under any of the following circumstances:

. The object passed is null.

. The object passed is not an application data object.

. The object passed is JDO-transient, that is to say, unmanaged.
. The field name is not the name of a managed field.

If conditions under which the method returns silently without action are avoided but a transaction is not active, then a
JDQOUser Except i on is thrown.

The makeDirty Method Needed for Array Fields

When a transaction is active and the application stores a new value in the managed field of a managed application data object, JDO
transparently marks the field as dirty. Several side effects can occur when a field becomes dirty. One, the object's management state
becomes transactional, if it isn't already. Two, the object's management state becomes dirty, if it isn't already. Three, JDO saves a copy of
the object's existing persistent state, called the before-image, if the transaction's RestoreValues property is true and JDO has not yet
saved a before-image for the object in the current transaction. These side effects occur only once per modified object per transaction. By
marking the persistent field dirty, JDO remembers to write the field to the datastore before the transaction commits. After these side effects
occur, JDO applies the change that started the chain of side effects. Because JDO does this work transparently, the application normally
does not explicitly mark a managed field dirty when it changes the field's value.

In the case of arrays, these side effects may not occur transparently. Suppose that you have an application data class with the following
managed field:

Integer [] nunbers;

If someplace in your application you execute code that replaces the array with a new array, as shown in the next line of code:
nunbers = new Integer[] {new Integer(1l),new Integer(2), new Integer(3)};

then the existing array, if any, that is assigned to the nunber s field is replaced by the new array. In this case, JDO transparently marks the



nunber s field dirty.

On the other hand, if someplace in your application you execute code that alters one of the elements of the array, as shown in the next line of
code:

nurmber s[ 0] = new | nteger (42);

then JDO may or may not transparently detect the change. For that reason, it may fail to take the appropriate actions. Whether transparent
persistence detects the change depends on the implementation and may depend on where the code that makes the change is located. The
vendor will provide specific guidance on what their implementation provides when it comes to detecting changes in array elements. To be
safe and portable, the application should assume that the implementation cannot detect changes to array elements.

When the implementation cannot detect changes to the elements of the managed array, or this condition is assumed, then the application
must assume responsibility for informing JDO that the managed field has become dirty. It does this by calling the makeDi r t y method in

JDCHel per . Using this method expands the one-line assignment shown earlier into two lines:

JDCHel per. makeDirty(this, "nunbers");
nunmber s[ 0] = new | nteger (42);

Note that the call to makeDi r t y comes before the change is applied to the nurrber s field. This order of calls provides for the same

order of events that occurs in transparent persistence. By following this order, you avoid surprises such as storing your change in the before-
image or having JDO reload the persistent state when a persistent object becomes transactional in a datastore transaction.

Starting with JDO 1.0.1, the call to makeDi r t y in the example can be replaced by the following statement:

nunbers = nunbers;

Ordinarily, it depends on the implementation whether a field becomes dirty when the application assigns the value that the field already has,
but in the case of array fields, JDO 1.0.1 guarantees that same value assignment always makes the field dirty. However, when optimizing,
some compilers may discard the self-assignment statement shown. Therefore, the safest practice is to continue using the makeDi rt y

method.

Getting a Managed Object's Persistence M anager

The JDOHel per class provides the get Per si st enceManager method to obtain the persistence manager that is controlling the
managed application data object.
public static PersistenceManager getPersistenceManager (bj ect ado)

When the application does not know which persistence manager is controlling an application data object, the application calls this method to
obtain the persistence manager. The method takes the object in question as a parameter. The method returns null when the object passed is
any of the following:

« Anull reference

. Not an application data object

« An unmanaged application data object

Otherwise, the method returns a reference to the object's persistence manager.
Getting a Persistent Object's | dentity Object

The JDOHel per class provides two methods to get the identity object associated with a persistent data object.

public static java.lang. Object getQbjectld(Ohject ado)
public static java.lang. Qbject getTransactional Object!| d(CObject ado)

The get Obj ect | d method in JDOHel per returns the JDO identity of a managed application data object. It returns null when the

object passed is a null reference. It also returns null when the object passed is not a persistent application data object. The identity object
that the method returns is a copy of the identity object held by the JDO runtime.



When the application data class uses application identity and the JDO implementation supports the j avax. j do. opti on.
ChangeAppl i cati onl dent i t y implementation option, then the application may change the values of the persistent object's key
fields. After one or more key fields have been changed within a transaction, the get Cbj ect | d method returns a copy of the original JDO
identity object, but the get Tr ansact i onal Obj ect | d method returns a copy of the new JDO identity object.

Note Chapter 6 discusses the implementation options, and Chapter 5 describes how the JDO metadata determines the type of JDO
identity for each application data class.

If a transaction is not active or if the application key fields have not been changed, then get Tr ansact i onal Obj ect | d behaves in
the same fashion as get Cbj ect | d.

Deter mining the Management State of a Data Object

The JDOHel per class has five interrogation methods that determine whether an application data object is persistent, transactional, dirty,
new, and/or deleted. Used together, these methods determine the JDO management state of an application data object.

public static bool ean isPersistent(Object ado)
public static bool ean isTransacti onal (Cbj ect ado)
public static boolean isDrty(Object ado)

public static bool ean i sNew Obj ect ado)

public static bool ean isDel et ed(Ohj ect ado)

As a general rule, the application does not concern itself with the management state of individual data objects. Instead, the application
manages queries and transactions and makes decisions whether to add, delete, or modify persistent objects. It relies on JDO to do the right
thing with the managed objects. The state interrogation methods therefore do not have a place in the normal business logic of the
application. Instead, they are useful for learning about the behavior of the implementation and for debugging situations that the developer
does not understand.

When an application data object is persistent, the JDO runtime associates it with a JDO identity object. Sometimes the persistent state of a
persistent object is loaded into memory, and sometimes it is not. An application data object is transactional if the JDO runtime has associated
the object with a transaction. When a transactional object requires modification of the state stored in the datastore upon commit, the
transactional object is dirty. Some objects are dirty because they were modified after they became transactional. Some objects are dirty
because they are new and their persistent state is not yet stored in the datastore. Some objects are dirty because they are deleted and their
state needs to be removed from the datastore. Upon transaction commit, JDO flushes the persistent state of dirty transactional objects to the
datastore by doing the updates, insertions, and deletions required.

For each of the ten JDO management states that application data objects may be in, Table 7-1 shows an "x" when the corresponding
JDOHel per method returns true. (The table presented here draws heavily on Table 3 of Sun's JDO 1.0 specification.) If the object passed
to the helper method is null or is not an application data object, then false is returned.

Table 7-1: Five Methods That Detect an Object's JDO Management State

I\S/?nagerrent ’ i sPer si stent i sTransacti onal isDirty ’ i sNew ’ i sDel et ed

ate

| Transient ’ | I ’ ’

| Transient-clean | | X | | |

| Transient-dirty | | X | X | |
Persistent- X
nontransactional

| Hollow | X | | | |

| Persistent-clean | X | X | | |

| Persistent-dity | X | X | X | |
Persistent- ’ X ’ X ’ X ’ ’ X
deleted




| Persistent-new | X | X | X | X |

Persistent-new- X X X X X
deleted

As Table 7-1 shows, the five methods do not discriminate between application data objects in the hollow state and those in the persistent-
nontransactional state. JDO does not offer a portable way to distinguish between the hollow and persistent-nontransactional states.
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[« erevious [nexr o
The InstanceCallbacks I nterface

The JDO runtime interacts with the application data objects primarily through the j avax. j do. spi . Per si st enceCapabl e

interface, which enhancement adds to the application data class. The JDO runtime may also interact with application data objects through
the | nst anceCal | backs interface, an optional interface that the developer may add to the application data class.

If an application data class implements the | nst anceCal | backs interface, then JDO calls the methods of the interface when specific

events in the application data object's life cycle occur. Several types of actions can trigger the callbacks. The application may call methods in
the Tr ansact i on or Per si st enceManager interfaces that cause the callbacks. For example, callsto commi t orr ol | back

onthe Tr ansact i on interface, or callsto evi ct ormakeTr ansacti onal onthe Per si st enceManager interface, may

cause one or more of the methods in | nst anceCal | backs to be called. Actions arising from transparent persistence may also cause
the callbacks. For example, iterating a collection or using the value of a persistent field may cause a callback.

This section describes the specific context of each callback method. It also describes some design problems that can be solved, and some
that cannot be solved, by using one or more callback methods.

As the UML class diagram in Figure 7-2 illustrates, there are only four methods in the | nst anceCal | backs interface. As the names of

the callback methods indicate, the events that trigger a callback are related to actions on the persistent state of individual application data
objects.

<< Interface »>»
InstanceCallbacks

jduPnstLuad + void
jdoPreStore() : void
jdoPreClear() : void

jdoPreDelete() : void

Figure 7-2: The class diagram of the | nst anceCal | backs interface

Caution An easily overlooked bug when implementing the | nst anceCal | backs interface occurs if the application data class

fails to declare that it implements the interface. In this case, the class compiles and enhances just fine, but the JDO runtime
never calls the callback methods.

ThejdoPostL oad Callback

After JDO loads the fields in the default fetch group, it calls the application data object's ] doPost Load method.
public void jdoPostLoad()

The code within the ] doPost Load method is not enhanced for transparent persistence. As a result, the method should access only the

persistent fields in the default fetch group and the application-defined key fields, if any. It should not access the persistent fields that are
outside the default fetch group, and it should not access other application data objects.

Note As described in Chapter 5, the JDO metadata defines explicitly, or by default, which member fields in the application data class
are part of the object's default fetch group.



In carrying out transparent persistence, the implementation makes the choice whether and when to load the default fetch group. Because the
purpose of the default fetch group is to optimize access to the database, implementations usually read all the fields in the default fetch group
together, but this behavior is not required. It is optional for the JDO implementation to load the default fetch group. The timing of the load of
the default fetch group may vary widely across objects as the JDO runtime executes algorithms designed to optimize access to the database.
As a result, the application cannot know when the callback will occur or even whether it will occur. Nonetheless, most implementations
transparently load the default fetch group of a persistent object under the following circumstances:

. Inresponse to acalltor ef r esh in an optimistic transaction.

. Before returning to the application the value of a persistent field in the default fetch group, if the default fetch group has not been loaded.

. Before allowing the application to change the value of a persistent field in the default fetch group, if the default fetch group has not been
loaded.

. Inresponse to the object becoming transactional in a datastore transaction. In a datastore transaction, any existing persistent state of
the persistent object is discarded when the object becomes transactional, and for that reason, a reload of the default fetch group usually
follows either immediately or when a persistent field in the default fetch group is accessed or modified.

. Before allowing the object to be serialized, if the default fetch group has not been loaded.

. Inresponsetoacallitor et ri eve, if the default fetch group has not been loaded.

As a result of the frequent opportunities to load the default fetch group and the inherent usefulness of doing so, applications can rely on the
callback to j doPost Load to occur regularly in most implementations.

ThejdoPreStore Callback

The JDO runtime calls the application data object's j doPr eSt or e method after the transaction is asked to commit and before the cached
persistent state is transferred to the datastore.

public void jdoPreStore()

The code within the j doPr e St or e method is enhanced for transparent persistence. If the method modifies persistent fields within its

object, the updated values are sent to the datastore during the commit operation that is in process. In addition, the runtime context of this
callback permits the code to access persistence managers and other application data objects. The application data object must be either
persistent-new or persistent-dirty to receive this callback. In either case, the JDO identity is available.

ThejdoPreClear Callback

The JDO runtime calls the application data object's j doPr eCl ear method before it resets the object's persistent fields to their Java
default values.

public void jdoPred ear()

The code within the j doPr eCl ear method is not enhanced for transparent persistence. For that reason, the implementation code should

be careful in making assumptions about the state of persistent fields. A persistent field may not have been loaded prior to this call and may
therefore hold its Java default value rather than its managed persistent value.

The generic term for clearing the object's persistent state is eviction. Many actions and events can cause eviction. Eviction may occur
transparently upon transaction commit when the transaction's RetainValues property is false, or upon rollback in some cases when the
transaction's RestoreValues property is false. The Per si st enceManager interface also has the evi ct and evi ct Al |

methods to force eviction. Finally, the implementation is at liberty to evict persistent-nontransactional application data objects at any point
that it sees fit as part of its general cache management strategy. Chapter 4 describes the Tr ansact i on interface, and Chapter 3 covers

the Per si st enceManager interface.

When the transaction commits, if the transaction's RetainValues property is false, then objects in any of the following management states
are evicted and the callback to j doPr eCl ear occurs:



. Persistent-clean

. Persistent-new

. Persistent-dirty

. Persistent-deleted

. Persistent-new-deleted

If the RetainValues property is true, then the objects in the first three states are not evicted and the callback does not occur. For the last
two states, the specification is unclear on the behavior to expect when RetainValues is true. Eviction may or may not take place. If eviction
occurs, the callback occurs.

When the transaction rolls back, if the transaction's RestoreValues property is false, then objects in any of the following three states are
evicted and the callback to j doPr eCl ear occurs:

. Persistent-clean
. Persistent-dirty
. Persistent-deleted

Otherwise, if the object is in any of the other management states, or if RestoreValues is true, then eviction does not occur.

ThejdoPreDelete Callback

JDO calls the j doPr eDel et e method when the application calls the persistence manager's del et ePer si st ent method.
public void jdoPreDel ete()

The code within the j doPr eDel et e callback is enhanced for transparent persistence. The callback occurs before the application data

object transitions to one of the deleted states. After an object has been deleted, no persistent fields may be modified, and only application-
defined key fields, when present, may be accessed. Within j doPr eDel et e, all persistent fields may be accessed and modified.

Waysto Usethe InstanceCallbacks M ethods

The | nst anceCal | backs methods allow the application to react to events in JDO's management of the object. In some cases,

responding to these events is the perfect place to take actions desired by the application, but in other cases, the callback methods are not
adequate for the application's purpose.

The following sections examine some uses, or attempted uses, for the callback methods and evaluate whether the callback methods are the
best place to accomplish the design goal. Applications will certainly use the | nst anceCal | backs interface in more ways than the few

discussed here, but these appear to be common, or at least commonly attempted.
Validation

Typically, when data is accepted from some noncontrolled source, such as a user or another system, the application usually validates the
data before storing it in the datastore. To validate, the application applies rules derived from the business domain.

The earlier that validation occurs, the more likely it is that the source can resubmit correct information. Like applications that do not use JDO,
those that use JDO want to validate the information received as early as possible. Depending on the application's architecture, this may
occur as the information is received from the source, it may occur as the application accepts the information, or it may occur in the
application data objects as or after the information is stored in them. All of these places are stops on the road from the source of the
information to the datastore.

Although j doPr eSt or e is another stop on the same road, because it is the last stop, in most applications it is not the best place for data
validation. Nonetheless, it may be better to validate the information in j doPr eSt or e than never validate it at all. If the validation
performed inj doPr eSt or e succeeds, the callback can simply return.



One of the difficulties of doing validation in j doPr e St or e is knowing what to do when validation fails. On the one hand, when JDO is
managing the transaction, JDO does not specify a way to stop the transaction's commit within j doPr e St or e. On the other hand, when

an EJB container is managing the transactions, the container provides a way to reject the transaction's commit. Within a CMT bean, calling
set Rol | backOnl y onthe EJBCont ext object ensures that the transaction cannot commit. To allow the j doPr e St or e method

to find the EJBCont ext object, the application might store it in the persistence manager's UserObject property.

Storing Calculation Resultsin Unmanaged Fields

In some cases, the application stores in unmanaged fields the calculation results that directly or indirectly derive from the object's persistent
state. Whenever possible, avoid this design for the simple reason that the code to implement caching is nearly always more complex than it
at first appears to be.

The simplest approach to managing transient state that derives from the persistent state is to use lazy evaluation. Listing 7-1 shows a simple
example of lazy evaluation for a hypothetical Cust oner class. The work of constructing the full name is done only once, upon the first

request for the full name; however, additional code clears the transient state at the appropriate times. When mutators change the
components that the f ul | Nanme depends on, the mutators clear the transient state. When JDO clears the persistent state,

j doPr ed ear clears the transient state. As with all caching, the gain is realized only when the method that accesses cached data is

called more than once. In this simple case, the gain is roughly zero, since the use of cached state avoids only the string concatenations. In
practice, a more time-consuming or resource-consuming calculation is required before it would pay to cache the result in an unmanaged field.

Listing 7-1: Transient State Dependent on Persistent State

public class Customer inplenments |InstanceCall backs

{

private String | astNane; // persistent field
private String firstName;, // persistent field
private String full Name; // unmanaged field

public String getFull Nane()

{
if (full Name == null)
full Name = firstName + " " + | ast Nane;
return full Nane;
}

public void setFirstName(String nane)

{

fullname = null;
firstNane = nane;

}
public void setlLastNane(String nane)
{
full Name = nul I ;
| ast Name = nane;
}
public void jdoPred ear()
{
full Name = nul I ;
}

/1l the other nethods of InstanceCall backs are defined enmpty
}

Perfor ming Background Calculations

There are times when lazy evaluation is not the answer for calculating results. For example, a hypothetical St ock object might have



buyAt and sel | At price points that are calculated and stored in unmanaged fields. The calculated prices are not persistent because

they vary over time, and there is no reason to remember them beyond a short period of time. They are stored in the object because the
computation is too costly to perform unnecessarily. The computation is also too costly to perform upon demand. Instead, the strategy is to
precalculate these values in the background while the user is busy with something else and before he needs the values.

It is tempting to see the j doPost Load callback as the trigger for the calculation. There is one conclusive reason to avoid this. The

j doPost Load method is called in response to the user's actions. Consequently, the user's request that indirectly caused the default fetch
group to load and the j doPost Load method to be called blocks until the j doPost Load method has completed. If the object should
do the calculation in the background, then j doPost Load cannot do the job. Instead, the application should create a background thread
to perform the task.

When multiple application threads access the same persistent objects, there are three difficulties to keep in mind. One, the affected
application data classes should be thread-safe. For example, the application data class should prevent the buy At price from being returned
while the background thread is calculating it. Two, the persistence manager's Multithreaded property must be true. When this property is
true, the JDO implementation ensures thread safety for its internal tasks. Three, the application must prevent the normal service thread from
colliding transactionally with the background thread. To prevent this, avoid transactions in the background calculation. Instead set the
NontransactionalRead property to true.

Capturing the Identity String

Some business services such as EJB session beans pass application data objects by value to and from remote clients. When application
data objects are passed by value, they lose their JDO identity and their connection to their persistence manager. As a result, the client
cannot directly modify persistent objects but must request that the service or EJB modify the persistent objects for it. But how does the
service know which object the client wants to modify?

When the service is stateful, there are a number of ways for the client to indicate to the service which object it intends. The service can keep
the persistent objects viewed by the client in a Map and allow the client to refer to them by name. Or it can keep themina Li st and allow
the client to refer to them by index. When the service is stateless, the client's best option is to indicate the object of interest by the object's
identity. For the client to have the object's identity, the service must first provide it.

When an application data object uses application identity, it is straightforward to construct a corresponding identity instance from the
application data object's primary key fields. For that reason, the client can return a modified unmanaged object to the service and instruct it to
make the changes in the persistent object that have been made in this unmanaged object. To follow the client's instructions, the service
constructs the application identity object from the key values in the unmanaged object, finds the corresponding persistent object using the
persistence manager's get Obj ect Byl d method, and applies the changes found in the unmanaged object to the persistent object.
Because the primary key fields are present in the application data object that uses application identity, the unmanaged object carries with it
the values that the application can use to get the corresponding persistent object from JDO.

Application data classes that use datastore identity require a different strategy to carry persistent identity in their unmanaged objects
because the identity value is not stored in the application data object. In this case, the application data objects must capture the identity
string and store it in an unmanaged field. You may recall from Chapter 1 that the identity string is obtained from the identity object's

t oSt r i ng method. From that point forward, the logic is nearly the same. The only difference is that the persistence manager's
newChj ect | dl nst ance method must be called to construct the identity object.

The code in Listing 7-2 shows an application data class that captures its identity string. The capt ur el dent i t ySt ri ng method

makes the capture and returns the identity string. Since the application cannot change a datastore identity, the code that captures the identity
string assumes that it is immutable except when the persistent object is deleted. The identity string is stored in an unmanaged
QO DSt r i ng field. This string field must be described in the JDO metadata file as unmanaged since string fields by default are managed.

Chapter 5 describes the JDO metadata and its defaults.

Listing 7-2: The Apple Class Captures the Identity String for a Datastore Identity

package com ysoft. | do. book. statetracker;
i mport java.io. Serializable;

i mport javax.jdo.|nstanceCall backs;

i mport javax.j do.JDOHel per;

public class Apple inplenents |InstanceCall backs, Serializable

{



/1 The following is an unmanaged field to hold the identity string
private String AQDString;

public String captureldentityString()
{
/1l this code assunes that each object's identity val ue cannot be changed
/1 and therefore, it does not have to be recaptured if it has al ready been
/'l captured.
if (ADString == null)
{
hj ect oid = JDOHel per.get jectld(this);
if (oid !'= null)
AaDstring = oid.toString();
}

return O DString;
}

/1l the nethods required by the InstanceCall backs interface
public void jdoPostLoad()

{
captureldentityString();
}

public void jdoPred ear()
{
}

public void jdoPreDel ete()
{
aDstring = null;
}

public void jdoPreStore()
{
captureldentityString();
}

The best place to capture the identity string of an existing persistent object is in the ] doPost Load method. The specification offers no
guarantee that this method will be called. The JDO specification requires that JDO call the ] doPost Load method after it loads the default
fetch group, but it is not clear whether the JDO implementation must call the j doPost Load method if it opts to load the fields of the

default fetch group one at a time, rather than all together. Loading the fields of the default fetch group all together is a significant optimization.
For this reason, in spite of the lack of clarity in the specification, there is a high probability that serializing the object or accessing any field in
the default fetch group will trigger the j doPost Load callback.

The capt ur el denti t yStri ng method is public so that the application can call it at any point. Since the method caches an already
captured identity string, there is little cost to calling it more than once. When an object is made persistent and the transaction commits, the
code inthe j doPr eSt or e method captures the identity string. When an apple is serialized, the O DSt r i ng field is written to the
serialization stream. In that way, it travels with the object and is available in unmanaged copies of the object. When the apple is deleted,

j doPr eDel et e is called and the cached identity string is set to null. Otherwise, once captured, it is immutable.

Managing Application-Generated Keys
In some cases, an application key value is defined elsewhere and simply used by the application. Governments provide identification

numbers for individuals. Organizations provide UPCs for retail products and VINs for automobiles. In the near future, low-cost, universal,
unique identifier buttons will be attachable to just about everything. In these cases, the key value is a fact about the person or item that is



unique and discoverable.

In other cases, the application generates the key value when the object representing the person or item is created in memory or stored in the
database. In these cases, the application that generates the identity usually has some business requirements for the range and sequence of
key values. Sometimes, the key value is encoded with business meaning. In some cases, every key value that is consumed must be
accounted for. In other cases, the requirement is only to avoid needlessly wasting keys.

Avoiding Holesin the Key Sequence

When the application is managing the key generation, it may be a requirement to avoid holes in the key sequence. For example, there should
be a purchase order for every issued purchase order number. It is always difficult to audit every key value issued, since there are many
reasons why the insertion into the datastore may fail.

A common approach that avoids creating holes in the key sequence, but does not eliminate them entirely, is to delay consuming a generated
key for as long as possible. With JDO, each application key field must contain a valid, non-null value at the time that the persistence
manager's makePer si st ent method is called. Likewise, the application key field must contain a valid value when the object becomes

persistent because of reachability. These constraints limit how long the application can wait before assigning a value to an application key
field.

The application cannot wait until the j doPr eSt or e method is called to assign valid keys. In fact, the object becomes persistent and JDO
constructs its application identity before JDO calls the object's j doPr eSt or e method.

The specification allows an implementation, at its option, to support applications that change the values of key fields in persistent objects. In
this case, the application may change the primary keys in j doPr eSt or e, but this strategy may not accomplish much since the

transaction's commit could still fail. Some early implementations of JDO encounter problems in carrying out the switch inj doPr eSt or e

correctly. It is too soon to tell whether these failures are simply implementation bugs or whether a deeper issue lies unresolved in the JDO
specification.

In short, JDO does not offer a simple way to guarantee that all keys issued are in fact used, and the methods in I nst anceCal | backs
offer little help in this endeavor.

Avoiding a Needless Waste of Keys

If the concern is not how to avoid every hole in the generated key sequence, but rather how to make sure that a key value is generated for
every object, then assigning the generated key in a constructor is a good strategy. As you may recall from the discussions in Chapter 5, JDO

calls the no-arg constructor when it is time to instantiate a persistent object in memory. To avoid wasting a lot of generated key values, avoid
assigning a primary key in the no-arg constructor. There is no reason to assign values to primary key fields when JDO will soon reset the
fields with the values found in the database. When the application needs to construct a new and not-yet-persistent application data object, it
can use another constructor to obtain an instance with an assigned key value.

| mplementing Cascading Deletes

When one object is part of another object, it is related by composition to the containing object. Composition is stronger than simple
aggregation because the lifetime of the contained object is bound by the lifetime of the containing object. To implement the semantics of this
relationship, the application deletes the contained objects when the container is deleted. This step is usually called a cascading delete.

JDO does not directly support cascading deletes; however, in the j doPr eDel et e method the application can implement cascading
deletes. The j doPr eDel et e method is called when the persistence manager's del et ePer si st ent method is called. In this

method, the application can ensure that any contained application data objects are also deleted by calling the del et ePer si st ent
method for them.

Listing 7-3 shows a hypothetical example of cascading deletes in the j doPr eDel et e method. The example is fanciful but
straightforward. When the application deletes a banana split by calling the persistence manager's del et ePer si st ent method, JDO in
turn calls back to the banana split's j doPr eDel et e method. At this point, the banana split takes responsibility for deleting the persistent

application data objects that compose it. Embedded objects like strings, dates, and so forth do not need to be deleted because their
embedded status ensures their removal. Some application data objects, such as the ice cream store where the banana split was made, are
merely associated with the banana split and are not related by composition. For this reason, the banana split does not delete the ice cream
store inits j doPr eDel et e method.



Listing

7-3: Deleting a Banana Split and the Objects That Compose It

package hypot heti cal . exanpl e;
import java.util.*;
i mport javax.jdo.*;

public class BananaSplit inplenents |nstanceCall backs

{
/1

I

pri
pri
pri
pri
pri

I
pri

/1
pri

Il

the persistent fields of a BananaSplit
the BananaSplit is conmposed of these application data objects
vat e Banana banana;

vate | ceCream i ceCream
vate Sprinkl es spri nkl es;
vat e Wi ppedCr eam whi ppedCr eam
vat e HashSet t oppi ngs;

a persistent reference to an enbedded data obj ect
vate Date ti meCreat ed;

a persistent reference to an associated application data object
vate | ceCreanttore sellingStore;

the nmethods required by the InstanceCall backs interface

public void jdoPostLoad()

{
}

public void jdoPred ear()

{
}

public void jdoPreDel ete()

{
Per si st enceManager pm = JDOHel per . get Per si st enceManager (t hi s);

pm del et ePer si st ent (banana) ;
pm del et ePersi stent (i ceCrean);
pm del et ePer si st ent (spri nkl es) ;

if (toppings !'= null)

|{om del et ePersi stent Al l (t oppi ngs);
}
}
public void jdoPreStore()
{
}

In Listing 7-3, several other application data classes are mentioned for this hypothetical example. If the | ce Cr eamclass were composed
of persistent objects, inits ] doPr eDel et e method it would handle the cascading deletes of its composing objects, and so on. A
contained object does not delete its container, as this would lead to incorrect semantics and infinite recursion.

In Listing 7-3, the call to the del et ePer si st ent Al | method for the t oppi ngs collection does not delete the Col | ect i on
object itself; instead, it deletes the Toppi ng objects contained in the collection. Because Col | ect i on objects are embedded objects,
JDO ensures that they are deleted automatically.

Although the application can take responsibility for implementing the cascading deletes, the JDO implementation must offer some support
beyond what the JDO specification requires in order for the cascading deletes to work. After the cascading deletes have occurred, the



persistent objects are put in the persistent-deleted management state. Before the transaction completes the commit process, JDO sends
delete statements to the datastore. If the implementation does not send the delete statements in the correct order, it is possible that the
datastore may refuse to execute them. The JDO specification does not mention the need to do this, but if an implementation does not
support the requirements of its datastore when flushing multiple deleted objects, the commit fails.

Some implementations go beyond simply supporting application-written cascading deletes. These implementations supply ways to specify
the cascading deletes either in the JDO metadata or in supplemental XML control files.

Cooperating with JDO's Cache M anagement

Persistent application data objects, like any Java objects, cannot be garbage collected as long as they are reachable, by a strong reference
or a chain of strong references, from an object that cannot be garbage collected. Except for the references contained in the reference
classes of the j ava. | ang. r ef package, all references in Java are strong references.

When an application data object is transactional, JDO holds a strong reference to the object. JDO does not hold any reference to
unmanaged objects, which are in the JDO-transient state. JDO holds a soft or weak reference to persistent application data objects that are
not transactional.

The interesting thing about soft and weak references is that the garbage collector will clear the reference and collect the object before the
JVM returns an Qut OfF Menor yEr r or . This makes soft and weak references suited for cache management, where the desire is to hang

onto the reference for as long as possible but release it when available memory is low. But the JVM can clear the soft reference and collect
the hollow object only if the application is not holding a strong reference to the object. As a result, the application must cooperate with JDO to
allow the garbage collector to take persistent objects that are not transactional.

Note For more on soft and weak references, see the JDK Javadoc for the j ava. | ang. r ef package.

The application cooperates by cleaning up references to application data objects. If persistent objects are placed into event notification
chains or unmanaged collections, some consideration must be given to when to remove them from the same. This might be done at the end
of the transaction or at some other time. One place where it might be done is when the persistent object changes to the hollow state. When
this occurs, JDO calls the j doPr el ear callback. In this callback, the application could clear strong references to the persistent object.

Whether it is appropriate to do so depends on the details of the application's design.

I mplications of I mplementing I nstanceCallbacks

When the client layer that uses application data classes is remote from the service that uses JDO, it is possible to deploy enhanced classes
at the service layer and unenhanced classes at the client layer. There is no requirement to deploy unenhanced classes at the client, but if
this is not done, the client layer needs access to the JDO classes contained in the j avax. j do and j avax. j do. spi packages.

The use of | nst anceCal | backs significantly complicates the logistics of deploying a free-from-JDO version of the application data
classes because the preenhanced application data class now contains a reference to the | nst anceCal | backs interface. In this

situation, it is best to just deploy enhanced classes on both the client and service layers. Any other approach is not likely to produce a return
commensurate with the effort and risk. Although the client receives no benefit from the code contained in the JDO specification packages, it
is not a lot of code to deploy, and it will not change often.

Throwing Unchecked Exceptions Within Callback Methods

The application code that implements the | nst anceCal | backs interface cannot throw any checked exceptions, because the interface
signatures do not declare any checked exceptions. Because exceptions of type Runt i neExcept i on are not checked, the application
code can throw a Runt i meExcept i on and any exception, such as JDOExcept i on, that derives from it.

Within the callback method, the application might throw a runtime exception intentionally to signal a failure condition or unintentionally as a
result of a programming error. Or, it might call JDO from within the callback, and this call may cause a runtime exception to be thrown.

Once an unchecked exception has been thrown in the callback method, what happens to it? The JDO specification does not address this
question, and the answer depends on the implementation. Most implementations are likely to allow unchecked exceptions to percolate up to
the code that called JDO. This code may have been written by the developer or added during enhancement to the application data class. In
short, the application must handle the unchecked exceptions thrown from callback methods in the same way as it handles all exceptions
thrown by the JDO implementation.
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The Exceptions of JDO

The JDOEXcept i on class is the root of all the exceptions defined by JDO. Itis derived from Runt i meExcept i on. Because
Runt i meExcept i on and all classes descendent from it are unchecked exceptions, they do not have to be caught in the method or
declared in the method's t hr ows clause. Except for Runt i mneExcept i on and the classes that are derived from it, the Except i on

type and all exceptions derived from it are checked exceptions. Checked exceptions must either be caught in the method or declared in the
method's t hr ows clause. JDO does not define or use any checked exceptions.

As a general rule, JDO throws only JDOExcept i on exceptions or the various types of exceptions derived from it. There are a few cases

where the JDO specification specifically mentions the possibility of other runtime exceptions. If the application throws runtime exceptions
from the callback methods of the Synchr oni zat i on interface or the I nst anceCal | backs interface, it is likely to see these

exceptions coming back from JDO as well.

Figure 7-3 shows the UML class diagram of the JDOExcept i on class. As Figure 7-3 indicates, JDOExcept i on derives from j ava.
| ang. Runt i meExcepti on.

Jowe. lang. BuntiseException
ID0Exception

Jooexception() : constructor

JD0Exception(String msg) : constructor

JD0Exception(String msg, Throwable nested) : comstructor
JD0Exception(String msg, Throwakle [] nested) : comstructor
JD0Exception(String msg, Object failed) : comstructor

JD0Exception(String msg, Throwable nested, Object fliltd{ i constructor
JD0Exception(String msg, Throwable [] nested, Object failed) : constructor

getFailedObject() : Object
pethestedExceptions() : Throwable [ )

Figure 7-3: The class diagram of the JDOEXcept i on class

Most Java APIs do not use unchecked exceptions as their primary exception type. JDO uses unchecked exceptions because enhancement
adds code that may throw a JDOExcept i on. If checked exceptions were thrown by the enhancementadded code, some method

signatures in the application data classes would have to be changed. Because of the ramifications for the rest of the application's code,
changing method signatures is impractical. By deriving JDOExcept i on from Runt i meExcept i on, the implications of enhancing an

application data class are limited to the class itself and the friendly classes that directly access its managed fields.

JDOEXxception Constructors

The class has seven constructors.
publ i ¢ JDOExcepti on()

public JDOException(String nmsg)

public JDOException(String nmsg, Throwabl e[] nested)

public JDOException(String nmsg, Throwabl e nested)

public JDOException(String nmsg, Object failed)

public JDOException(String nsg, Throwable[] nested, Object failed)
public JDOException(String nmsg, Throwabl e nested, Object failed)

These constructors accept several different combinations of four parameters: a message, a failed object, a nested exception, and an array of
nested exceptions. The class has a no-arg constructor as well.

All of the derived types of JDOExcept i on are marker subclasses of JDOExcept i on. They contain the same methods, state, and
constructors.
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Getting Nested Exceptions

One or more nested exceptions can be stored in a JDOEXcept i on during construction. The get Nest edExcept i on method
retrieves the nested exceptions.
public Throwabl e[] get NestedExceptions()

This method returns an array of type j ava. | ang. Thr owabl e, which is the base type of all Java exceptions. When there are no
nested exceptions, this method returns null.

Getting the Failed Object

When an exception arises because of an action on a particular managed object, JDO associates that application data object with the
exception generated. The get Fai | edQhj ect method returns the associated application data object.

public hject getFail edObject()

Not all JDO exceptions have a failed object associated with them. When provided, the application may use the failed object in its recovery
from the failure. For example, the application may need to evict the persistent objects that are associated with a
JDOOpt i ni sticVerificationException.

Overriden Methods

Because it is derived from Runt i mreExcept i on, JDOEXxcept i on is three generations removed from its superclass Thr owabl e.
JDOExcept i on overrides some of the methods of its Thr owabl e superclass. Thet oSt ri ngandpri nt St ackTr ace
methods have been modified to include information on the nested exceptions. JDOEXcept i on does not provide for transporting the stack
trace across serialization.

As a general rule, in an n-tier architecture, the layer that is using JDO should catch the JDOExcept i ons. This layer of code can either
handle the error condition or reflect a new exception back to its client.

A General Strategy for Handling JDO Exceptions

Handling a JDO exception is no different from handling any other type of exception with one caveat. Because all JDO exceptions are
unchecked during compilation, it is possible to write a good deal of code and have some impressive prototypes and early versions before you
realize that you must consider exception handling and its implications on your architecture. The next two sections provide an overview of how
to handle exceptions in general and JDO exceptions in particular.

Although JDO does not define or throw any checked exceptions, the application can still do so. Good application designs use checked
exceptions. Consequently, the need for JDO to throw unchecked exceptions is not an excuse to avoid checked exceptions in the
application's design. In fact, at the point where the application handles the JDO exceptions, it should generally have the option to throw an
application-defined checked exception.

General Exception Handling Strategies

Some Java programmers have only one exception handling strategy. They catch and ignore, as in the following bit of code:

try
{
doSonet hi ngThat May Thr owExcepti on() ;

}

catch (Exception ignore)

{

/'l exception ignored

}

The catch-and-ignore strategy is occasionally the appropriate exception handling, but more often, it is totally inappropriate. It is usually



inappropriate because it does nothing to recover, report, pass on, or repackage the exception.

A reasonable strategy for unchecked exceptions is to simply ignore them. This is not a catch-and-ignore strategy. The simply-ignore strategy
does not catch the exception; instead, it relies on the calling code to handle the problem. In the case of Er r or exception types, which are
also unchecked exceptions, almost every program uses this strategy, since there is very little that an application can do that is useful when
the JVM throws an Er r or . It is almost always better to pretend that it will not happen and to stay out of the way when it does. The simply-

ignore strategy is also used for checked exceptions when the exception type is declared in the method's throws clause. In essence, the
simply-ignore strategy passes the buck to the calling method.

The third strategy, catch-and-handle, is a category for a number of related strategies. The handling part could be any number of actions,
including recover, log, wrap, and throw, or construct different exception type and throw. The point of the catch-and-handle strategy is to do
something useful with the exception. If you cannot do anything useful with the exception, then you can either catch and ignore the exception,
or simply ignore the exception.

A Strategy to Handle JDO Exceptions

There are two types of code situations that can lead to JDO exceptions. In the first situation, the application calls a specific JDO method,
such as the conmi t method in Tr ansact i on orthe execut e method in Quer y. In this case, catch-and-handle is often the

appropriate strategy. In the second situation, the application is using the application data objects, and the calls to JDO are occurring
transparently. Some JDO exceptions arise from programming errors. Perhaps the application attempted to read or write a persistent field
outside of a transaction. Other JDO exceptions arise from operational circumstances. The datastore service may go down, or a transaction
may fail.

In short, the potential for JDO exceptions is everywhere in the code that uses JDO or that uses persistent application data objects. For that
reason, a good approach for dealing with JDO exceptions is to wrap the JDO-dependent code into an application data model, or component,
that encapsulates the application data classes and the application's use of JDO. Because it encapsulates all the code that gives rise to JDO
exceptions, the application data model also encapsulates the exception handling code for JDO exceptions.

Unmanaged objects do not throw JDO exceptions. Although the enhancement-added code is still present in the application data class,
unmanaged application data objects do not invoke this code. Consequently, unmanaged data objects can be returned from the application
data model without yielding ground on the encapsulation of JDO exceptions.

A data model that is appropriate to the application's architecture can isolate all the code that handles JDO exceptions. The appropriate
handling depends on both the application's architecture and the particular type of JDO exception.

Handling JDO Exceptionsin Different Application Architectures

Chapters 9 through 11 explore in detail three implementations of the same set of requirements for a reservation system. Chapter 9 examines
a Swing implementation for a client/server architecture, Chapter 10 examines a Web application, and Chapter 11 examines an EJB

implementation. The JDO exception handling for each of these architectures is described in detail in these chapters, but this is the
appropriate place to give an overview of the similarities and differences in handling JDO exceptions in the different architectures.

In the case of Web applications using servlets and JavaServer Pages (JSPs) and in the case of Swing applications that are client/server
applications, the application data model is a facade in front of the code that uses JDO and the application data classes. The application data
model provides all of the persistent services needed by the application.

Swing applications cannot tolerate uncaught exceptions in the message dispatch loop. They also need to show some reasonable behavior
even when the network or database is down. As a result, Swing applications need an application data model that strongly encapsulates the
application data classes and the use of JDO. The Swing widgets also need fine-grained access to persistent state. A J Tabl e may present
a row for every persistent object and a column for each persistent field. As a result, Swing applications need an application data model that is
fine grained. Since the Swing widgets are not equipped to handle the possible exceptions, the application data model must use Swing to
report the unfavorable conditions that it may encounter. A Swing application's data model does not throw exceptions, it reports them. In a
Swing application, the life cycle of the data model may coincide with the life cycle of the application.

In contrast to a Swing application, a Web application can be built with a strong separation between the model, the view, and the controller,
using a design pattern by the same name, Model-View-Controller (MVC). In MVC, the controller uses the model. When the model throws
exceptions, the controller handles them. The controller usually does one of two things when it receives an exception from the model: log the
exception and request a view (JSP) that shows a generic fault page to the user, or log the exception and request a view that shows a
detailed fault page to the user. The choice is often configurable. The data model for a Web application is usually more coarse grained than



the data model for a Swing application. Its methods can return a graph of objects that the view can navigate for the information that it needs.
Unlike in Swing, the life cycle of the data model in a Web application is usually shorter than the lifetime of the Web application. It may
coincide with the lifetime of the HTTP request.

Unlike Swing applications and Web applications, EJB components are not complete applications, but rather the building blocks of the
application. EJBs are generally used to build a data model or data service for the application, which might be a Swing application or a Web
application. The design of EJBs and their containers provides a framework, or programming model, that emphasizes encapsulation. The
main issue for using JDO within an EJB is how to use JDO within the programming model that EJBs provide.

TheVarious JDO Exceptions

Figure 7-4 shows the class hierarchy of the exception types derived from JDOEXcept i on. The inheritance tree shows
JDOEXxcept i on at the top level with several levels of derived marker classes below it.
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Figure 7-4: The class hierarchy for JDO exceptions

Although Figure 7-4 shows all the exceptions that JDO defines, the JDO implementation may create additional exception types that derive

from any of the JDO-defined types. The implementation may throw an exception of one of its derived types or of any of the JDO-defined
types. As a result, when the application receives an exception that is assignment compatible with JDOEXcept i on, the exception may not

be assignment compatible with either JDOCanRet r yExcept i on or JDOFat al Except i on. The same logic applies throughout
the hierarchy.

There are several reasons to understand the purpose for each defined JDO exception type. If you need to define an exception type that
derives from one of the classes on the JDOEXcept i on inheritance tree, you will want to pick the exception type that is closest to your

purpose. If you are writing code to handle the exceptions in the JDOExcept i on inheritance tree, then you may handle different types of
JDO exceptions differently.

JDOEXxception

JDOExcept i on is the base type of all exceptions thrown by the JDO implementation. Except in a few situations, if the implementation

throws any other type of exception, it either results from a bug in the implementation or from a callback to application-written code. When the
JDO implementation throws an exception that is assignment compatible with this type, it is likely that the exception is an instance of a more-
derived JDO exception type. Nonetheless, the application should assume that exceptions of this type may be thrown.

JDOCanRet r yExcept i on and JDOFat al Except i on are the two exception types derived from JDOExcept i on. The
JDCOCanRet r yExcept i on and its subclasses indicate attempted operations that were not successful, but that might be made
successful by varying something under the control of application code. More importantly, the JDOCanRet r yExcept i on indicates that
the transaction, if active, remains active and the persistence manager remains usable.

The JDOFat al Except i on and its subclasses indicate fundamental, pervasive, or irreversible error conditions. For example, if the

datastore or distributed transaction manager rolls back a transaction during commit, then that transaction is lost and cannot be restarted or
committed. In some cases, the error condition may be pervasive and require that the application either terminate or take action to recover. If
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aJDOFat al Except i on arises because of an operation on a closed persistence manager, the application must obtain a new

persistence manager to continue accessing persistent objects. Otherwise, the application or the component should terminate. Failure to do
one or the other may mean an endless series of exceptions.

JDOCanRetryException

JDCOCanRet r yExcept i on is first of the two derived types of JDOEXcept i on. When the JDO implementation throws an exception

that is assignment compatible with this type, it is indicating that the JDO runtime is intact and functioning properly and that the error condition
that gave rise to the exception is localized to the particular JDO functionality that was invoked. As a result, as far as JDO is concerned, the
application can retry the operation using different information, take some type of corrective action, or continue along using JDO in some other
way.

Although JDO may be sanguine about the application's opportunity to recover, in fact, the application may not be able to recover because the
error condition was not anticipated. For these situations, the appropriate handling is to abort the task at hand, either by throwing a checked
exception or by returning a reasonable return value. At the same time, notification must be given. The application could notify the
administrator by an entry in the error log, or notify the user by a visible error report, or notify the caller by throwing a checked exception.

JDO defines two exception types that derived from JDOCanRet r yExcept i on: JDODat aSt or eExcept i on and
JDQUser Excepti on.

JDODataStor eException

When the JDO implementation throws an exception that is assignment compatible with JDODat aSt or eExcept i on, itis indicating

that the error arose while using the underlying datastore. The specification offers little additional guidance on when to expect exceptions of
this type.

JDOODbjectNotFoundException

The JDOObj ect Not FoundExcept i on is derived from JDODat aSt or eExcept i on. Sometimes, JDO expects to find an

object's persistent state in the datastore, but due to transactions in other persistence managers (or outside of JDO), the object's state no
longer exists in the datastore. JDO might discover the object missing when the application calls the persistence manager's
get Cbj ect Byl d method, or JDO might find the object missing when it attempts to transparently load the object's state from the

datastore. In these cases, JDO throws a JDOCbj ect Not FoundExcept i on. The transaction, if active, remains active.

By calling the exception's get Fai | edCbj ect method, the application can obtain the persistent object whose state is missing. By
getting the persistent object's identity, the application can determine which object is missing.

If the object's state is discovered missing during transaction commit, then this exception is nested within a
JDCFat al Dat aSt or eExcept i on.

JDOUser Exception

JDOUser Except i on arises from a grab bag of exception conditions that are localized to particular JDO operations and do not threaten
the usability of the persistence manager or JDO runtime. The possible error conditions are quite numerous and include the following:

. Attempt to change application identity when the new identity is already in use.

. Attempt to make persistent an application data object when the object's application identity is already in use.
. Attempt to reuse an application data object with nondurable identity after it becomes nontransactional.

. Attempt to access a non-key persistent field or change any persistent field in a persistent-deleted object.

. Attempt to perform a JDO operation on an application data object when its state does not support that operation, such as an attempt to
make persistent and dirty objects either nontransactional or transient, or an attempt to delete transient objects.

. Attempt to use an identity object that is not recognized by the JDO implementation.

. Attempt to perform a persistent operation that requires an active transaction when a transaction has not been started.



. Attempt to perform a persistent operation on an application data object that is being managed by a different persistence manager than
the one being used to perform the operation.

. Attempt to change a JDO property at a time when the property cannot be changed. For example, an attempt to configure the
Per si st enceManager Fact or y when it is no longer configurable, or an attempt to alter the Optimistic property of a

transaction after the transaction is started.

. Passing an object whose class is not enhanced to a JDO operation that requires a Per si st enceCapabl e object.

. Attempt to get an extent for an application data class when the JDO metadata specifies that the class does not have an extent.
. Using a query filter that cannot be parsed during a query compile or execute operation.

. Failure of a modified, persistent field to meet the field restrictions for the nul | - val ue attribute of the f i el d tag in the JDO
metadata. In other words, a persistent field was not supposed to contain a null value, but it did.

. Attempt to use an application identity object in the persistence manager's get Obj ect Byl d method when the identity object
contains at least one key field with a null value.

JDOUnsupportedOptionException

JDOUnsupport edOpt i onExcepti on is derived from JDOUser Except i on. It indicates that the JDO implementation does
not support the configuration or use of an optional feature defined by the specification. Several scenarios might lead to exceptions of this
type:

. If the implementation does not support a configurable property, then attempts to set the property cause the exception.

. If the implementation does not support a JDO management state, then operations that would normally cause an application data object
to move into the unsupported management state throw the exception.

. If the implementation does not support an optional operation, then using that operation causes the exception.

For example, any of the following actions throw the JDOUnsuppor t edOpt i onExcept i on:

. Attempting to set the NontransactionRead property when the implementation does not support the j avax. j do. opti on.
Nont r ansact i onal Read optional feature

. Calling the persistence manager's makeTr ansact i onal method for an unmanaged application data object when the application
does not support the j avax. j do. opt i on. Tr ansi ent Tr ansact i onal optional feature

. Attempting to change the application-defined key fields of a persistent object when the implementation does not support the j avax.
j do. opti on. ChangeAppl i cati onl denti ty optional feature

The application can verify most of the optional features of an implementation by checking the strings returned from the persistence manager
factory's suppor t edOpt i ons method, as described in Chapter 6.

JDOFatalException

JDCOFat al Except i on is the second of the two derived types of JDOExcept i on. When the JDO implementation throws an
exception of this type, it is indicating a serious error condition. A variety of causes can give rise to a JDOFat al Except i on. The cause

may be a defect in the application's logic, a defect in the application's configuration, an unavailable data store, a closed transactional context,
or a defect in the JDO implementation.

JDO defines three exception types, JDOFat al Dat aSt or eExcept i on, JDOFat al | nt er nal Excepti on, and
JDOFat al User Except i on, that are derived from JDOFat al Except i on. As with all of the JDO exceptions, the application
should assume that exceptions may be thrown that are assignment compatible with JDOFat al Except i on but not assignment
compatible with any of its derived types.



JDOFatalDataStor eException

When the JDO implementation throws an exception that is assignment compatible with JDOFat al Dat aSt or eExcept i on, itis
indicating a significant problem in its interaction with the datastore. Before throwing this exception, JDO rolls back the transaction if it is active.

If the application throws an exception of this type in a callback method, then it is the application's responsibility to roll back the transaction
prior to throwing the exception.

JDOOptimisticVerificationException

JDOOpti mi sticVerificati onExcepti onisderived from JDOFat al Dat aSt or eExcept i on. JDO throws a
JDOOpt i nmi sticVerificati onExcepti on when atleast one transactional and persistent object fails the concurrency check
during the commit of an optimistic transaction. The JDOOpt i mi sti cVeri fi cati onExcept i on thrown fromthe conmi t

method contains a nested array of exceptions of the same type, one for each transactional and persistent object that failed the concurrency
check.

When JDO throws this exception, the optimistic transaction is rolled back. If transaction's RestoreValues property is t r ue, the
application should evict the failed objects. This is not required if the RestoreValues property is f al se, as eviction is automatic upon

rollback. To evict the failed objects, the application iterates the array of nested exceptions obtained from the exception's
get Nest edExcept i ons method. For each nested exception, the application should obtained the persistent object from the

exception's get Fai | edObj ect method and evict it. Failure to evict the persistent state of the failed objects means that the failed
objects, which remain persistent, continue to have the outdated state that caused the failure.

JDOFatall nter nalException

Exceptions that are assignment compatible with JDOFat al | nt er nal Except i on indicate a defect in the JDO implementation’s
logic. Exceptions of this type should be reported as a bug to the JDO vendor.

JDOFatalUser Exception

When the JDO implementation throws an exception that is assignment compatible with a JDOFat al User Except i on, itis indicating a
significant problem in the attempt to satisfy the user's request. Three problems in particular cause JDO to throw exceptions of this type.

. An attempt was made to get a Per si st enceManager Fact or y from the get Per si st enceManager Fact ory
method in JDOHel per , and the implementation class specified in the j avax. j do.
Per si st enceManager Fact or yC ass property is not found in the implementation.

. An enhanced application data class is being used but the JDO metadata for this class cannot be found.

. Anattempt to use a closed Per si st enceManager was detected.

Other Runtime Exceptionsthe JDO Implementation May Throw

The JDO specification mentions several cases where the implementation may throw unchecked exceptions that are not assignment
compatible with JDOExcept i on.

JDO determines what types of objects can be assigned to persistent fields that are of type Obj ect or of application-defined interface types.

When the application makes the assignment, if the object is managed, then JDO checks the type being assigned and throws a
Cl assCast Except i on if the type is not supported.

Some of the methods of the persistence manager factory require a Col | ect i on or array type. These methods include evi ct Al | ,
refreshAl | ,andretrieveAl | .Ifthe collection object or array object is null, these methods throw a
Nul | Poi nt er Excepti on.

Collections that are returned as query results and extents can be iterated. The query results can be closed by calling the cl ose or
cl oseAl | methods in the Quer y interface. Likewise, the extent iterators can be closed by calling the cl ose or cl oseAl | methods



in the Ext ent interface. Iteration after the cl ose operation results in a NoSuchEl enent Except i on. This exception may also

arise from executing a query that uses a collection, rather than an extent, for its candidates. If the collection is altered after it has been used
to set the query's candidates, the query execution may throw a NoSuchEl enent Excepti on.

Both extents and the results collections returned from queries are unmodifiable. Attempts to add or remove elements directly or through an
iterator yield an Unsuppor t edOper at i onExcepti on.

Code Examples That Handle JDO Exceptions

The earlier sections explain the principles for implementing an exception handling strategy when using JDO. This section examines three
code examples taken from the Swing client/server implementation of the Maine Lighthouse Reservation Service. This example application is
found in the JDO Learning Tools, which Chapter 8 introduces. In addition, Chapter 9 discusses the Swing version of the Maine Lighthouse

Reservation Service example in detail.
Handling an Optimistic Lock Failure

Optimistic lock failures occur when the transaction's Optimistic property is true and the version of the persistent state of a transactional
object is out-of-date with respect to the version stored in the datastore. This happens because another transaction made an update to the
same persistent state after JDO loaded the persistent state for the persistent object in memory. The Swing implementation of the Maine
Lighthouse Reservation Service uses optimistic transactions because they are appropriate for long-running transactions.

Listing 7-4 shows the commi t Tr ansact i on method from the Reser vat i onSer vi ce class, which is found in the com
ysoft.jdo. book.resort.| ocal . servi ce package. This version of Reser vat i onSer vi ce exposes transactional
boundaries to its client. Notice that this method has only two lines of productive code initst r y block. It closes any outstanding query
results, and it commits the transaction.

Listing 7-4: Handling a Failed Optimistic Transaction

public void commtTransaction() throws Optim sticReservati onException
{
try
{

cl eanupQueri es();
/1l Using nenber field: javax.jdo.Transaction tx;
tx.commit();
}
/1 catch JDO 1.0.1 optinmstic failures
catch (JDOOptimisticVerificati onException e)

{
// Eviction not needed, since the combination of rollback and
/!l RestoreValues == false evicts all persistent-dirty objects

throw new Optim sticReservati onExcepti on(
"Concurrent changes by other users prevented your changes, try again.");

}

Since the method in Listing 7-4 commits an optimistic transaction, it expects optimistic lock failures from time to time. In the cat ch block,
the method catches the JDOOpt i mi sti cVerfi cati onExcept i on and throws an application-defined checked exception.

Converting to a checked exception creates a more friendly exception message and puts the calling code on notice that this exception may
arise. Since this example has the transaction's RestoreValues property setto f al se in the property file used to obtain a persistence

manager, JDO evicts all persistent-dirty and persistent-clean objects when it rolls back the transaction before throwing the
JDOOpt i ni sticVerificationException.

Catching All Exceptions When Explicitly Using JDO

In the Swing application, the Reser vat i onCl i ent class initializes and wires the JConponent widgets of the user interface. These



widgets use the Reser vat i onC i ent Model class, which is the application's data model. The data model provides all the data

needed by the widgets, and it shields the widgets from all of the dependencies of connecting to transactional and remote data. The
Reservati onC i ent Model inturn usesthe Reser vati onSer vi ce, a portion of which was shown in Listing 7-4. The Swing

client contained in the Reser vat i onCl i ent class and the Reser vat i onCl i ent Mbdel class are contained in the com
ysoft.jdo. book.resort.local.client.gui package.

Listing 7-5 shows the subm t method of the Reser vat i onCl i ent Model . The submi t method calls the

comm t Transact i on method shown in Listing 7-4. As can be seen, the subm t method encapsulates all of the exceptions that may
be thrown from the explicit use of JDO that occurs within the Reser vat i onSer vi ce. It has three cat ch blocks, one for the
application-defined checked exception Opt i m st i cReser vat i onExcept i on, one for JDOFat al Except i on, and one for
all other runtime exceptions.

Listing 7-5: Handling All Exceptions When Explicitly Using JDO

public void subnit()
{
if (isViewReady())
{
try
{
servi ce.conmm t Transaction();
servi ce. begi nTransacti on();
set Vi ew( VI EW CUSTOVERS_RESERVATI ONS) ;
fireMdel ChangeNewDat a( VI EW CHANGED) ;
}

catch (Optim sticReservati onException e)
{
/1 start the transaction before handi ng exception off to GU
servi ce. begi nTransacti on();
MessageHandl er. report Excepti on(
ReservationCient.rcReservationCient, e);
/1 the rollback evicted old data
fireMbdel ChangeNewDat a( DATA CHANGED) ;

}
catch (JDCFat al Exception e)

{

MessageHandl er. report Excepti on(
ReservationClient.rcReservationCient, e);

MessageHand! er. r eport War ni ng(
ReservationClient.rcReservationCient, "Disconnecting");

di sconnect () ;

}
catch (Runti neException e)

{
MessageHandl er. report Excepti on(

ReservationClient.rcReservationCient, e);
}

The handling in each cat ch block is different. When an Opt i i st i cReser vati onExcept i on is caught, the code first starts a
new transaction and then reports the situation to the user via a pop-up window. It then fires an event informing the application's J Tabl e,
which is listening, that the data has changed. When a JDOFat al Except i on is caught, the code informs the user of the circumstances

and of the subsequent disconnection from persistent data. In the case of all other runtime exceptions, which include all JDO exceptions other
than the explicitly caught JDOFat al Except i on, the code notifies the user and does nothing else.

Listing 7-5 is intended to be illustrative rather than definitive. It illustrates three different catch-and-handle responses in an application data



model that cannot throw exceptions to the code that calls it.
Catching All Exceptions When Implicitly Using JDO

A JDO exception may be thrown when the JDO API is explicitly called, but an exception can also arise from the transparent, implicit use of
JDO in the application data class. To the widgets in the Swing app, it makes no difference. Any uncaught exceptions that arrive at the widget
will cause problems in the Swing framework. As a result, the application data model for a Swing application must catch and handle all of the
runtime exceptions that arise from using JDO implicitly.

Listing 7-6 contains the get Reser vat i onDat e method of the Reser vat i onCl i ent Mbdel class. This method is called by the
JTabl e when it needs the reservation date for a row at an indexed position. The exception handling code for this method is very similar to
the exception handling code for the submi t method shown in Listing 7-5.

Listing 7-6: Handling All Exceptions When Implicitly Using JDO

Dat e get Reservati onDate(int index)

{
Date retv = null;
try
{
if (index >= 0 &% i ndex < numAteks)
{
Week w = (Week) |istO Weeks. get (1 ndex);
retv = w. getStart O Week();
}
}
catch (JDOFat al Exception e)
{
MessageHandl! er. report Excepti on( Reservati onCient.rcReservationCient, e);
MessageHandl! er. r eport War ni ng(
ReservationClient.rcReservationCient, "Disconnecting");
rcm di sconnect () ;
}
catch (RuntineException e)
{
MessageHandl er. report Excepti on(ReservationC ient.rcReservationCient, e);
}
return retv;
}

Unlike the submi t method, the t r y block in the get Reser vat i onDat e method does not call JDO explicitly, nor does it call any
methods that call JDO explicitly. Instead, JDO is called implicitly when the get St ar t OF Week method is called. Because the weeks are
persistent application data objects, enhancement-added code is called in the get St ar t Of Week method. If you look in the Week class,
you will find a simple accessor method that has one line of working code:

return start;

The implicit calls to JDO that support transparent persistence are added during the enhancement step. For that reason, they are not visible in
the source.
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Summary

This chapter examines three miscellaneous aspects of JDO. The JDOHel per class provides utility methods that perform housekeeping
chores, offer convenience methods, and aid in debugging. The | nst anceCal | backs interface provides callback methods that notify

the application when JDO acts on a persistent object. The various JDO exceptions allow robust applications to provide recovery, reporting,
and integration within the existing error handling framework.

This chapter concludes the examination of the JDO persistence service for Java objects. The next four chapters examine the example code
found in the JDO Learning Tools, an open source set of tools and examples that use JDO. The next chapter describes the learning programs

that you can use to both test drive a JDO implementation and learn more about the behavior of JDO.

[erevious fuexr )
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Chapter 8: UsingJDO toLearn More

Overview

The JDO learning tools are a small but comprehensive set of programs that you can use for several purposes. You can use them as an
introduction to JDO. You can use them to verify what you have learned about JDO. Most importantly, you can use them to learn more. The
first five JDO Learning Tools are discussed in this chapter.

. Test JDOHel per
. TestFactory

. MegaCups

. Library

. StateTracker

The five learning programs are not examples of how your application might use JDO. Instead, they are atypical applications whose purpose
is to illuminate the interactions with JDO. Test JDCOHel per and Test Fact or y allow you to start using a JDO implementation and

find out more about its capabilities. The MegaCups program demonstrates JDO's ability to handle multiple, concurrent updates. The
Li br ary program allows you to interactively populate a small town's library and run your own queries against its objects. Using it, you can
test JDO's query language. The St at eTr acker program allows you to manipulate and view the managed and unmanaged state of

persistent, transactional, and unmanaged apples. You can use it to execute all of JDO's explicit operations and many of its implicit
operations, and you can see the consequences on managed objects.

In addition to the five learning programs, there are two sets of example programs, the rental application and the quote server, that are
discussed in Chapters 9 through 11. The rental applications and the quote servers provide examples of how your application might use JDO.
Between them, they cover many application architectures. The rental application is a prototype reservation system for a fictitious lighthouse
rental company. It comes in three versions: the rental Swing application, the rental Web application, and the rental enterprise (EJB)
application. Each version implements nearly the same set of requirements. Each chapter from 9 to 11 takes one version of the rental
application as its main topic. The quote server application stores new quotes given to it and serves up a random quote upon demand. It is
implemented in five types of Enterprise JavaBeans: a stateless CMT session bean, a stateful CMT session bean, a stateless BMT session
bean, a stateful BMT session bean, and a BMP entity bean. The quote server examples are discussed in Chapter 6 as well as Chapter 11.

The JDO Learning Tools 1.0 are copyright by Yankee Software and are provided to the community of Java programmers under the open
source GNU General Public License. Instructions for downloading the JDO Learning Tools are found in the section "Step One: Download

Open Source JDO Learning Tools" that follows in this chapter. You are encouraged to contribute improvements to make future releases of
the JDO Learning Tools better for all of us.
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The Ant Build Scripts

All of the programs provided with this book are built with Ant, a build tool from Apache's Ant project. Build scripts are provided for four
different implementations:

. The reference implementation from Sun Microsystems
. The Kodo implementation from SolarMetric

. The Lido implementation from Libelis

. The IntelliBO implementation from SignSoft

A new script could be added for any other JDO implementation as long as the implementation supplies command line tools that can be used
with Ant. The scripts were tested with version 1.4.1 of Ant, and they should work with any later 1.x version of Ant. It is strongly recommended
that you use Ant to build the JDO Learning Tools.

Ant's build scripts are XML files. The major build scripts are in the bookants directory. The build scripts that compile the individual programs
are in each project directory. The main build script, called build.xml, reads three property files in the bookants directory to set its
configuration. The global.properties file contains properties that you should not have to change. The custom.properties file is tailored
to the particular JDO tool that you are using. You will want to modify the appropriate property file for the tool, such as jdori.properties, and
then make a copy of it that is named custom.properties. The default.properties file sets properties that must be customized to your
installation.

The main Ant build script reads the property files in the following order:
1. global.properties

2. custom.properties
3. default.properties

Because all Ant properties are final, if a property is set in more than one property file, the value that sticks is the first value encountered. As a
result, if the property jdo.tool is encountered in the custom.properties file as well as in the default.properties file, the value in the
custom.properties file is the one used.

In order to work with a variety of JDO implementations, the build scripts are a hit more complicated than they would be in a typical
development environment. The main build.xml script calls out to one of several possible tool scripts that are individually configured to the
specific JDO implementation. There are four supplied with the code: jdori.xml, kodo.xml, lido.xml, and intellibo.xml. Only one tool
script is used in any build environment. The tool script selection is controlled by the jdo.tool property in the custom.properties file. To
minimize needless redundancy, the tool scripts call out to a common set of third-level scripts. Each package has its own compile script to
compile the files that are specific to it. These are contained in build.xml scripts that are in the subdirectories of the source. Likewise, each
container has a script for compiling and deploying the files that are specific to its needs. These are the tomcat.xml and jboss.xml scripts
contained within the bookants directory.

As a result, when you type ant target in the bookants directory, the target is invoked in the following build scripts: in the build.xml
script in the bookants directory; in the specific tool script, such as jdori.xml, in the bookants directory; in the build.xml that is in the
target's source directory; and finally, if the build deploys on Tomcat or JBoss, then in the tomcat.xml or jooss.xml script in the bookants
directory.

Many of the build targets create batch files for Microsoft Windows that run the programs. The current build scripts do not produce command
files for other operating systems. As a result, if you are running on Linux or some other operating system, you will have to change the
generated batch files so that they can be invoked on your operating system.
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Getting Started

This section provides a step-by-step guide to getting the code and building the first five JDO Learning Tools.

Step One: Download Open Source JDO Learning Tools
Download the zip file containing the JDO Learning Tools from SourceForge.net by going to the following URL:

http://sourceforge. net/projects/jdo-tools

You can also obtain this code from the Apress Web site at ht t p: / / www. apr ess. com After the download, unzip the files to a

directory of your choice. For simplicity, the instructions here will refer to the directory that you choose as the bookcode-home directory.
Unless otherwise specified, all directory paths mentioned in this chapter are relative to your bookcode-home directory.

Estimated time excluding download: 5 minutes

Step Two: Download Java SDK |f Necessary

The examples in this book were tested with the Java Software Development Kit (SDK, also known as JDK) version 1.3.1. The various
implementations and the examples will likely work with a later version of the JDK, but this has not been tested. If you do not already have
JDK 1.3.1, go to the following URL:

http://java.sun.confj?2se/1.3

Follow the instructions that come with the JDK to set up the Java development and runtime environments and verify that they are working.

Estimated time excluding the download: 20 minutes

Step Three: Download Ant If Necessary
If you do not already have Ant version 1.4.1, or a later 1.x version, go to the following URL:

http://ant. apache. org

Follow the links to download a binary version of Ant. Follow Ant's instructions to set up Ant and verify that it is working.

Estimated time excluding download: 45 minutes

Step Four: Download J2EE Jar |f Necessary

You need access to the j2ee.jar file that contains the public interfaces of J2EE. This file, which can be found in the J2EE SDK, is available
at the following Web location:

http://java.sun.conlj2ee/ downl oad. ht m

Download it, and follow the directions to install it. This file is needed for all build targets because some of the common files use the J2EE
framework to report messages.

Estimated time excluding download: 10 minutes

Step Five: Download JDO I mplementation

The next step is to pick the JDO implementation that you want to use. The build scripts in this book work with any of the four JDO
implementations mentioned earlier. The examples should work with any implementation, but you will have to create or find the tool script for


http://sourceforge.net/projects/jdo-tools
http://www.apress.com/
http://java.sun.com/j2se/1.3
http://ant.apache.org/
http://java.sun.com/j2ee/download.html

implementations that are not on this list. It is possible that some vendors who are not on the list will provide a tool script for their
implementation. Building a new tool script is not difficult, but you may want to start your exploration of JDO with the reference
implementation. The reference implementation does have one serious drawback: the 1.0 version does not work well with EJB containers. As
a result, the EJB examples in this book do not have build targets for the reference implementation.

To get the reference implementation, go to the Java Community Process page at the following URL:

http://jcp.orqg/ aboutJava/ comuni typrocess/final/jsr012/i ndex. htnl

or go to the public access page maintained by the specification lead at the following URL:

http://accessl. sun. com j do

Download the reference implementation and unzip to a directory of your choice.

To download one of the commercial implementations, go to the associated vendor's Web site and follow the directions. The home page for
each is listed here.

http://ww.solarnetric.com

http://ww. |ibelis.com

http://ww. si gnsoft.com

Estimated time for the reference implementation excluding download: 5 minutes. It will take longer for the commercial implementations
because of the need to set up a license key and configure the JDBC settings.

Step Six: Configure Build Properties

In this step, you configure the property files. The properties in the global.properties file, found in the bookants directory, should not
require changes, unless there are some operating system issues that need to be addressed.

The four tool property files provided are found in the bookants directory. Edit the property file that goes with the implementation that you
have selected. For the reference implementation, that would be the jdori.properties file. This file has two properties. The jdo.home
property should be set to the root directory where the implementation is installed. The second property, jdo.tool, is the name used to find
the tool's build script. It should not be changed, unless you are writing a new tool script. After configuring the tool's properties file, make a
copy named custom.properties in the bookants directory.
Next, edit the default.properties file. This file contains the following properties:

. java.home

. jdbc.jar

. j2ee.home

. tomcat.home

. jboss.home

Of these, the last two will be addressed in Chapters 10 and 11. The jdbc.jar property is required only if a relational implementation of JDO

is used. These include the Kodo, Lido, and IntelliBO implementations. The java.home property provides the file path to the root directory
where you installed the Java SDK. Set the j2ee.home property to point to the root directory where you installed the J2EE SDK.

Estimated time for this step: 10 minutes

Step Seven: Test the Build Environment
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You are now ready to test the build environment. To begin, go to the bookants directory and type ant. You should see console output
similar to the output in the following lines:

E: \ Bookcode\ bookant s>ant
Buildfile: build.xm

Hel p:
[ echo] Please specify a particular build target, such as testfactory
[ echo] or, enter the command: ant -projecthelp
[ echo] for a list of targets

BUI LD SUCCESSFUL

By typing ant -projecthelp, you will see a list of targets for the build. The expected output will look similar to the output in Listing 8-1. You
will see quite a few more main targets than the ones listed here. The additional targets that are not shown in Listing 8-1 are used in later
chapters.

Listing 8-1: Expected Output from Running ant -projecthelp at the Command Line

E: \ Bookcode\ bookant s>ant - projecthelp
Bui l dfile: build.xm
Default target:

Hel p

Mai n targets:

Hel p

cl ean- out
megacups
testfactory

t est j dohel per

| ear ni ng- progr ans
l'ibrary

st at et racker

The default target for this build script

The default target for this build script
renoves all files in output directories
bui |l d MegaCups exanpl e

buil d Test Factory exanple

buil d Test JDOHel per exanpl e

Buil ds all [ earning-prograns

buil d Library exanple

build Statetracker exanple

Subt ar get s:
ar e- we- r eady
hel p
verify

BUI LD SUCCESSFUL

If everything is working as expected at this point, then you are ready to try the most dangerous target in the build, the clean-out target. This
target deletes all files in the build directory, enhanced directory, and warfiles directory under the bookcode-home directory. The
expected output, since you have not yet built any files to delete, will look like the following:

E: \ Bookcode\ bookant s>ant cl ean- out
Buildfile: build. xm
are-we-ready:
verify:
cl ean-out :
[echo] Deleting files in build, enhanced, and warfiles

BU LD SUCCESSFUL
Use the clean-out target whenever you want the subsequent build to proceed from scratch.
The testjdohelper, testfactory, megacups, library, and statetracker targets are described in the following sections of this chapter.

They can be built individually, or you can build them all at once by going to the bookants directory and typing ant learning-programs.
The build should take a minute or so.



Estimated time for this step: 10 minutes
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Hello, JDO!

The Test JDOHel per program is simple. Listing 6-2 in Chapter 6 shows the one class, Test JDCOHel per , found in the com
ysoft.jdo. book. f act ory package.

The program takes one command line parameter that names the properties file configured for the selected JDO implementation. The main
method of the class loads the properties from the file and then calls the get Per si st enceManager Fact or y method in

JDOHel per . For more information about getting a persistence manager factory from JDOHel per , see Chapter 6. After verifying that a
persistence manager can be obtained from the persistence manager factory, the program ends.

The properties file that specifies the factory settings varies with the implementation used. For the reference implementation, the properties
file is jdori.properties, located at com/ysoft/jdo/book/factory/jdori. The build copies it to factory.properties at build/com/ysoft/
jdo/book/factory. If you are using one of the three mentioned commercial implementations, you will have to edit the appropriate file to
configure the JDBC connection. When using the Kodo implementation, you must also add a valid license key to the properties file. The
reference implementation does not use JDBC and does not require a license key.

Building and Running the TestJDOHelper Program

To build the Test JDOHel per program, go to the bookants directory and type ant testjdohelper. This build is part of the ant
learning-programs build. Listing 8-2 shows some of the expected output when using the reference implementation.

Listing 8-2: Expected Output from Running ant testjdohelper

t estj dohel per:

[javac] Compiling 1 source file to E \Bookcode\build
[ echo] creating runTestJDOHel per. bat
[ echo] Runni ng Test JDOHel per
[java] -- listing properties --
[java] javax.jdo.option.RestoreVal ues=fal se
[java] javax.jdo.option.Connecti onURL=fostore: FOSt or eTest DB
[java] javax.jdo.option.Optimstic=false
[java] javax.jdo.option.ConnectionUser Name=JDO
[java] javax.|do.option. Connecti onPassword=book
[java] javax.jdo.option.Nontransactional Wite=false
[java] javax.|do. PersistenceManager Fact oryCd ass=

com sun. j dori . fostore. FOSt or ePM-

[java] javax.jdo.option.Nontransactional Read=fal se
[java] javax.]do.option.I|gnoreCache=fal se
[java] javax.|do.option. RetainVal ues=fal se
[java] javax.jdo.option.Miltithreaded=false
[java] CGot the PMF okay
[ echo] created runTest JDOHel per. bat

BUI LD SUCCESSFUL

Notice that the build creates the runTestJDOHelper batch file. The batch file can be used to run the test again. All generated batch files
are placed in the bookcode-home directory. The Test JDOHel per program has no user interface. It runs to completion in a matter of

seconds.

As soon as you can get Test JDOHel per to build and run, you have successfully completed the steps necessary to use the remaining
client-server programs in this chapter and the next. Chapters 10 and 11 provide additional instructions for the configuration needed to build
examples that deploy in the Tomcat and JBoss containers.
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I nterrogating the Per sistenceM anager Factory

JDOFact ory is a utility class that can interrogate the factory for its default settings and supported options. JDOFact or y also

illustrates the use of the adaptor pattern to localize the vendor dependencies inherent in construction. Unlike most other example programs
with this book, Test Fact or y uses construction to acquire a persistence manager factory. The Test Fact or y program writes the

results of the interrogation to the console. After obtaining a persistence manager, it terminates. The Test Fact or y class is contained in
thecom ysoft.j do. book. factory. client package.

Building and Running the TestFactory Program

To build the Test Fact or y program, go to the bookants directory and type ant testfactory. This build is part of the ant learning-
programs build. Listing 8-3 shows some of the expected output when using the reference implementation.

Listing 8-3: Expected Output from Running ant testfactory

testfactory:
[echo] creating runTestFactory. bat
echo] Runni ng TestFactory
java] Starting TestFactory ...
java]l Using adaptor class: comysoft.|do. book.factory.jdori.JDORI Adaptor
javal The database (FOCStoreTestDB. btd) exists
javal Using URL: (fostore: FOStoreTest DB)
java]l Loaded factory adaptor: comysoft.jdo.book.factory.jdori.JDORl Adapt or

j aval
java] Supported JDO Options
j aval j avax. j do. option. Transi ent Transacti ona
j aval j avax. j do. opti on. Nontransacti onal Read
j aval j avax. j do. opti on. Nontransacti onal Wite
j aval j avax. j do. opti on. Ret ai nval ues
j aval j avax. j do. opti on. Rest or eVal ues
j ava] javax.j do.option. Qpti mstic
j aval javax. j do.option. Applicationldentity
j aval javax.jdo.option. Datastoreldentity
j aval javax. j do. option. ArraylLi st
j aval j avax. j do. opti on. HashMap
j aval j avax. j do. opti on. Hasht abl e
j ava] j avax. j do. option. Li nkedLi st
jdo.option. TreeMap
j aval j avax. j do. opti on. Tr eeSet
j aval j avax. j do. opti on. Vect or
j aval j avax. j do. option. Array
j aval javax.jdo.option.NullCollection

j aval j avax. j do. query. JDOQL
java] Unsupported JDO Options

j aval j avax. j do. opti on. NonDur abl el dentity

j aval j avax. j do. opti on. ChangeApplicationldentity
j aval j avax. j do. opti on. Li st

j aval j avax. j do. opti on. Map

java]l Non-configurable properties

j aval Key: Vendor Nane, value: Sun M crosystens
j aval Key: VersionNumber, value: 1.0

javal Initial PMF transaction settings

j aval Optimistic: true

j aval Non-trans read: true

j aval Non-trans wite: false

j aval Ret ai nVal ues: true
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[java] j avax. |
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[
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[
[

j ava] Rest oreVal ues: true



[java] Connection information

[java] Connection driver: null

[java] Connection factory: null

[java] Connection factory2: null

[java] Connection URL: fostore: FOSt oreTest DB

[java] Connection User Nanme: JDO
[java] Caching info

[java] | gnore Cache: true
[java] Threading setting for PMs
[java] Mul tithreading turned on: false

[java] This PMF can be serialized

[java] This PMF inplenments javax.nam ng. Referenceabl e
[java] Cbtai ned PersistenceManager Factory

[java] Just got 1 PersistenceManagers!

[java] d osing FOStoreDB

[java] -- Al done!

[ echo] created runTest Factory. bat

BUI LD SUCCESSFUL

Like the previous example, the build, after running Test Fact or y, also creates the batch file runTestFactory that can be used to run it
again. The Test Fact or y program has no user interface. It runs to completion in a few seconds.
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Consuming Java at the MegaCups Company

The people who work at the MegaCups Company love their coffee. In fact, they have gone over the edge and are in need of counseling.
During the work day, they incessantly elbow each other around the coffee urn as they seek another cup of coffee to satisfy their never-ending
craving for caffeine.

The company has a coffee urn set up in the kitchen that holds 40 cups of coffee. One worker, Mark, adds 20 cups of coffee to the urn every
14 seconds. Four other workers, Frank, Sam, Julie, and Susan, come around for a fresh cup of coffee every 2 seconds. Most real people
wait more than 2 seconds before seeking a fresh cup of coffee, but these workers are computer simulations. For that reason, their sense of
time is compressed.

Doing the math, you can see that the workers sometimes find that the coffee urn is empty. If this happens too often, they complain to the
manager, who either promises to do something about it or ignores the complaint. If he ignores the complaint, the workers quit. Because of
the hectic pace at the MegaCups Company, the work day is short, lasting only 1 minute.

In the MegaCups program, there is only one persistent object, the coffee urn in the kitchen. Everyone comes to this coffee urn to either

add or draw coffee. Each addition or subtraction is done transactionally and the result is committed. Each worker runs in his own thread and
uses a separate persistence manager. As a result, each worker acts on his own Cof f eeUr n object in memory that represents in his

transaction the persistent state of the coffee urn found in the datastore. The properties file that configures the persistence manager factory
for this example specifies a datastore transaction. As the transactions clash, you can see exactly how your selected JDO implementation
handles the transactional semantics for datastore transactions.

Thecom ysoft .| do. book. cof f ee package contains three classes: MegaCups, Wr ker , and Cof f eeUr n. The Wr ker
class is contained in the source file for the MegaCups class. Excluding comments, blank lines, and lines with a solitary brace, there are

approximately 200 lines of code in the two source files. Of these, approximately 20 percent have something to do with the explicit use of
JDO. Much of the code that uses JDO explicitly is concerned with setting the program's and the datastore's initial state. To start a
transaction, draw a cup of coffee from the coffee urn, and commit the transaction requires only two lines of code that explicitly use JDO.

The MegaCups program was created after a prolonged discussion that occurred on JDOCentral.com about the semantics of JDO

transactions. It illustrates the behavior of datastore transactions. The behavior that you see depends on the transactional semantics of the
datastore and the JDO implementation. Most implementations use some form of pessimistic locking in the datastore. For a detailed
description of JDO's transactional semantics, see Chapter 4.

Building and Running the M egaCups Program

To build the MegaCups program, go to the bookants directory and type ant megacups. This build is part of the ant learning-
programs build.

The program acquires a persistence manager factory that is configured by the property file. For the reference implementation, the properties
file is jdori.properties contained in the com/ysoft/jdo/book/coffee directory. The build copies it to factory.properties at the build/
com/ysoft/jdo/book/coffee directory.

Listing 8-4 shows some of the expected output from the build when using the reference implementation.

Listing 8-4: Expected Output from Running ant megacups

nmegacups:
[javac] Compiling 2 source files to E:\Bookcode\build
[ echo] returned from coniysoft/jdo/book/coffee/build. xm
[copy] Copying 1 file to E:\Bookcode\buil d\com ysoft\jdo\book\ coffee
[copy] Copying 1 file to E:\Bookcode\enhanced\com ysoft\j do\ book
[java] done.
[ echo] creating runMegaCups. bat

BUI LD SUCCESSFUL




Unlike the previous build targets, the build for the MegaCups program does not run the program. Instead, you must change to the
bookcode-home directory and execute the runMegaCups batch file. The MegaCups program does not have a user interface. It
takes about a minute to run. The expected output from running the program will start off looking something like the output shown in Listing 8-
5. This output was obtained from using the reference implementation. Notice the number that follows "kitchen" within the brackets. This
number is incremented each time one cup of coffee is drawn from the urn. It numbers the order of changes to the coffee urn in the kitchen.

Listing 8-5: Sample Output from the MegaCups Program

E: \ Bookcode>r unMegaCups

Using property file: comysoft/jdo/book/coffeel/factory. properties

This programwill end in one mnute

Mark found: Coffeelrn [Kitchen-0] contains 0 cups

Sam found: CoffeeUrn [Kitchen-0] contains 0 cups

Julie found: CoffeeUrn [Kitchen-0] contains 0 cups

Susan found: CoffeeUrn [Kitchen-0] contains 0 cups

Frank found: CoffeeUn [Kitchen-0] contains O cups

Mar k added coffee to CoffeeUrn [Kitchen-0] contains 20 cups

Sam drank a cup of coffee from Coffeelrn [Kitchen-1] contains 19 cups
Julie drank a cup of coffee from CoffeeUrn [Kitchen-2] contains 18 cups
Susan drank a cup of coffee from CoffeelUrn [Kitchen-3] contains 17 cups
Frank drank a cup of coffee from CoffeeUrn [Kitchen-4] contains 16 cups
Sam drank a cup of coffee from Coffeelrn [Kitchen-5] contains 15 cups
Julie drank a cup of coffee from CoffeeUrn [Kitchen-6] contains 14 cups
Susan drank a cup of coffee from CoffeelUrn [Kitchen-7] contains 13 cups
Frank drank a cup of coffee from CoffeeUrn [Kitchen-8] contains 12 cups

If you are using the reference implementation, then the datastore files require a one-time initialization. If you see the following error:

Using property file: comysoft/jdo/book/coffee/factory. properties

j avax. j do. JDOFat al Dat aSt or eExcepti on: com sun.jdori.fostore. FOSt oreLogi nExcepti on:
Coul d not login user JDO to database FOStoreTest DB.

Nest edThr owabl es:

or g. net beans. nodul es. ndr. per si st ence. St or agel OExcepti on

then you want to go to the factory.properties file located in the build/com/ysoft/jdo/book/coffee directory and uncomment the
second line, so that it reads as follows:

#set this to true to create valid datastore files
com sun. jdori.option. Connecti onCreate=true

After running the MegaCups program again, the files FOStoreTestDB.btd and FOStoreTestDB.btx should exist and be larger than
zero bytes in size. To prevent the MegaCups program from continually creating new datastore files, recomment the option string in the
factory.properties file after valid datastore files have been created.

The MegaCups program accepts a number of optional command line parameters. You can specify the number of workers and their names
by using the following parameters:

-names Tom Dick Harry

Pick the names you like and add as many as you want. The first person named is given the responsibility to fill the coffee urn. You can also
prevent anyone from filling the coffee urn by specifying this option:

-nofilling

Multiple invocations of the MegaCups program can run simultaneously. Most commercial datastores support multiuser access, but the
datastore for the reference implementation does not support concurrent access from multiple JVMs.
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The Console User Interface

The JDO Learning Tools described so far do not provide an interactive user interface. The next two programs in the JDO Learning Tools use
a simple console user interface. Although the workings of this console interface are incidental to the purposes of this book, the interface is
also unfamiliar to you. This section gives you an idea of what the console interface is like. It also gives you an idea of how you can modify the
programs that use it.

When the interface comes up, it prompts you with two lines:

enter command:
-->

You can control the configuration of the prompt by modifying the properties in the package.properties file found in the com/ysoft/jdo/
book/common/console directory. The default configuration works well for highlighting the user's input in the listings provided in this
chapter.

There are only three things to remember about the console interface. One, it will not do anything unless you enter a command. Two, every
program has at least two commands, quit and help. The quit command terminates the program. The help command lists all of the
commands, except help, that the program recognizes. Three, if you enter a command string that the interface does not recognize, it outputs
a question mark and prompts again, as the following interaction shows:

enter conmand:

--> what ever
?

enter command:
-->

Some of the command strings are wordy. In some cases, there is more than one command string that will activate the command. The
additional command strings provide flexibility in activating a command. For example, the command string

add data obj ect

may have the additional command strings

add
add obj ect

There are only two ways to tell what the additional command strings are. Either try something and see if it is accepted, or look at the source
code.

Each command is implemented in a separate class that extends the base class Conmand, which is found in the com ysoft . j do.
book. common. consol e package. In the constructor for the derived command class, there is a call to the super constructor of
Command. One of the parameters to this constructor is a list of command strings. For example, the Add command in the Li br ary
program has the following constructor:

public Add(U Cient c)

{
super(c, new String[]
{
"add data object",
"add",
"add object",
1)
}

Any of the command strings activate the command. The first one is the preferred command string, and for that reason, it is shown in the help
listing. If you want, you can add more command strings to any command. Within the application, each command string should be unique.

When you enter a command, you may be prompted for command parameters. Often you cannot get out of the command without entering the
additional information. Since no lives are at stake, enter something to make the interface happy.



The command classes are package-level classes contained within the source file for the public application class. For example, the source file
Library.java contains the source for the public class Li br ar y, and also the source for all of the command classes, such as Add,

Del et e, and Fi nd. Adding additional commands is easy. Pick a command class that is close in behavior to what you want, then copy,
paste, and modify. Don't forget to add an instance of the new class to the application's list of Cormand objects.

[« revious | vexr »)
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Querying the Small Town Library

The Li br ar y program prototypes a simple system for a small town library. Figure 2-3 in Chapter 2 shows the UML model for application
data classes used by the Li br ary program. There are four application data classes in Figure 2-3: Book, Cat egor y, Bor r ower ,
and Vol unt eer . Using the Li br ar y program, you can manipulate the persistent objects, define queries, and view the results.

The Li br ary program is built from six primary source files, the four application data classes, the Li br ar y class and its command
classes, and the Li br ar yHandl er data service. These are contained in the com ysoft . j do. book. | i brary andcom
ysoft.jdo. book.library. client packages. All of the explicit use of JDO occurs within the Li br ar yHand| er data

service. The console interface handles all exceptions thrown by the implicit use of JDO. The persistence manager factory is configured by a
properties file that varies by the JDO implementation. For the reference implementation, the file is named jdori.properties and is found in
the com/ysoft/jdo/book/library directory. The build copies it to the build/com/ysoft/jdo/book/library directory and renames it to
factory.properties.

Buildingthe Library Program

To build the program, go to the bookants directory and type ant library. This build is part of the ant learning-programs build. Listing 8-
6 shows some of the expected output from the build when using the reference implementation.

Listing 8-6: Expected Output from Running ant library

library:
[javac] Compiling 7 source files to E:\Bookcode\build
[echo] returned from com ysoft/jdo/book/!library/build.xm
[copy] Copying 1 file to E: \Bookcode\enhanced\com ysoft\j do\book
[copy] Copying 1 file to E:\Bookcode\buil d\conm ysoft\jdo\book\library
[ echo] Enhancing the persistent classes of library
[java] done.
[ echo] creating runLibrary. bat

BUI LD SUCCESSFUL

To run the Li br ar y program, go to the bookcode-home directory and type runLibrary.

Using the Library Commands

When you enter the help command after starting the Li br ar y program, you see all the commands that it supports. The expected output
is shown in Listing 8-7.

Listing 8-7: Example of Help Output from the Li br ary Program

E: \ Bookcode>runli brary
ent er conmand:
--> help
commands:
qui t
begin
comm t
rol | back
get pmconfig
view attri butes
define query variabl e
find all
find



find inresults
add data object
del ete data object
vi ew vol unt eer
vi ew borrower
vi ew book
Vi ew cat egory
bor row book
return book
nmodi fy vol unt eer
modi fy book
popul at e dat abase
cl ear dat abase
ent er conmmand:
-->

As Listing 8-7 shows, the program recognizes a large number of commands. Begin by populating the database. This will add seven books,

six categories, three borrowers, and one volunteer to the datastore. The properties file sets to false all the Boolean properties of the
Per si st enceManager and Tr ansact i on. This can be verified by executing the get pm config command.

The three commands begin, commit, and rollback allow you to control the transactional boundaries. When you execute a begin

command, a JDO datastore transaction starts. If you then execute a series of find all commands, you can view the summary information for
all objects in the datastore. There is an apparent bug in the 1.0 reference implementation that prevents the capture of the identity string on
the first transaction for an object. Finding all objects and executing a commit works around this bug. If you find all the objects again, you will

see the value of the identity strings in the output.

A large number of commands allows you to manipulate the state of the persistent objects. The add, delete, view, borrow, return, and
modify commands allow you to add books, categories, borrowers, and volunteers; delete the same; view all the information about them,;
borrow books; return them; and modify information about books and volunteers. The view commands track the last list of objects that were
presented. As a result, if you view a category and it lists two books, then the view book command will present that list of two books to
choose from.

Running Queriesin the Library Program

The Li br ar y program's primary purpose is to exercise the JDO query language. The find command will query against the extent, while

the find in results command will query against the last collection of query results. The view attributes command shows the names and
types of all the attributes of the application data classes. Finally, the define query variable command allows you to define a query
variable for use in navigating collections within JDOQL. The effect of defining a query variable lasts only until the next query is executed.
Consequently, the query variable must be defined before executing the query that will use it.

As an example, suppose that you want to know what categories of books interest Tom. Listing 8-8 shows the user interactions to find that
information.

Listing 8-8: User Commands to Find All the Categories That Interest Tom

ent er conmmand:

--> begin

kay

ent er command:

--> define variabl e

Enter query variabl e declaration:

--> Book b

kay

ent er comand:

--> find

Fi nd what type of objects:
1. Book



2. Borrower
3. Vol unt eer

4. Category
Enter selection:
--> 4
Enter query string:
--> books. contai ns(b) && b.borrower. na == "Tont
Fi nd
Class: comysoft.jdo. book.library. Category
Filter: books.contains(b) && b.borrower.name == "Tom

Vari abl es: Book b

Found 2 objects in the results
category [O D: 103-12] "Sportsnman"
category [OD: 103-11] "CQutdoors"

ent er command:

-->

Although there are only four application data classes, the object model of the library supports a variety of queries. For example, to find the
books that have been borrowed by a volunteer, use the Book extent and the following query string:

borrower. vol unteer != null

Your answer for the default object population should be as follows:

Found 2 objects in the results
book [AO D: 102-13] "Cone Sailing" checked out: Mn Aug 26 08:23:10 EDT 2002
book [O D: 102-12] "CGone Hunting" checked out: Mn Aug 26 08:23:10 EDT 2002

The OID values may very well be different in your datastore, and the date when the books were checked out will certainly be different.

To find all the books that are in categories that interest Harry, use the Book extent, and define the query variables as shown here:;

Book b; Category c;

Then use the following query string:
categories.contains(c) & (c.books.contains(b) && b.borrower.nane == "Harry")

Your answer for the default object population should be as follows:

Found 1 objects in the results
book [O D: 102-16] "CGone to Wrk" checked out: Mn Aug 26 08:23:10 EDT 2002

Now that you have the general idea, perhaps you are ready for a challenge. Can you find all the categories that have books borrowed by
more than one borrower? Hint: output similar to the following is expected from the query when it runs on the default population.

Found 2 objects in the results
category [OD: 103-12] "Sportsnman"
category [OD: 103-11] "CQutdoors"
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Monitoring the State of Persistent Apples

The St at eTr acker program allows you to use nearly all of the explicit and implicit operations of JDO while monitoring the persistent,
transactional, and unmanaged fields of persistent, transactional, and unmanaged apples.

Figure 8-1 diagrams the relationships of the main classes and interfaces of the St at eTr acker program. The St at eTr acker class
implements the user interface and is the client of the Moni t or and St at eHandl er services. It creates new apples and worms and
modifies the state of existing ones. The source file StateTracker.java contains all of the command classes of the St at eTr acker
program. The application classes and interfaces shown in Figure 8-1 are contained in the com ysof t. j do. book. st at et r acker
andcom ysoft.jdo. book. st at etracker. cli ent packages.

Mondtar
algterfacen
PersistenceManager
ulnterfaces alnterfaces
Moni tored Clomeable
| aInterfacen
Dhjact fpple | I InstanceCallbacks
B.m
Bl
StateTracker Worm

Figure 8-1: The classes and interfaces of the St at eTr acker program

Figure 8-1 diagrams ten classes and interfaces. There are two application data classes, Appl e and Wor m These have an n-m relationship
to each other. The worms in the St at eTr acker program have the transcendental ability to exist in more than one apple at a time. The
major purpose of the worms is to provide persistent fields that are not in the apple's default fetch group. The Appl e class divides its fields
into three groups, persistent, transactional, and unmanaged. The persistent group has the five fields shown in Listing 8-9. The fields were

selected to give a representative sample of persistent fields. The first three fields are in the default fetch group, while the remaining two are
not. The set of transactional (but not persistent) fields and the set of unmanaged fields are identical in type and similarly named.

Listing 8-9: The Persistent Fields of the Apple Class

private String per si st ent Naneg;

private int persistent Si ze;
private Date per si st ent Pi cked;
private HashSet persistent\Wrns;
private Wrm per si st ent HeadWbr m

The remaining classes and interfaces in Figure 8-1 serve the following purposes. The Appl e class implements the Moni t or ed
interface. The Moni t or service uses the Moni t or ed interface to determine the apple's management state without affecting it. The
Moni t or ed interface also ensures that Appl e has a public cl one method that is used by the St at eTr acker to snoop on the
state of an apple without affecting the apple's managed state. The St at eHandl er is the application service that uses the persistence
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manager. It handles objects, and knows nothing about apples and worms. The Appl e class implements | nst anceCal | backs.

These callback methods serve two purposes: they capture the persistent object's identity string, and they provide notification to the user
interface when the callbacks occur.

Building the StateTracker Program

To build the St at eTr acker program, go to the bookants directory and type ant statetracker. This build is part of the ant learning-
programs build. Listing 8-10 shows some of the expected output from the build when using the reference implementation.

Listing 8-10: Expected Output from Running ant statetracker

st at etracker:
[javac] Compiling 7 source files to E:\Bookcode\build
[ echo] returned from coniysoft/jdo/book/statetracker/build.xn
[copy] Copying 1 file to E:\Bookcode\enhanced\com ysoft\j do\book
[java] done.
[echo] creating runStatetracker. bat

BU LD SUCCESSFUL

Torunthe St at eTr acker program, go to the bookcode-home directory and type runStatetracker.

Getting Started with the StateTracker Commands

If you enter the help command after starting the St at eTr acker program, you see all the commands that it supports. The expected
output is shown in Listing 8-11.

Listing 8-11: Example of Help Output from the St at eTr acker Program

E: \ Bookcode>r unst at et r acker
Usi ng adaptor class: comysoft.jdo.book.factory.dori.JDORl Adapt or
The dat abase (FOStoreTestDB. btd) exists
Usi ng URL: (fostore: FOStoreTest DB)
enter conmand:
--> help
commands:

qui t

begin

commi t

rol | back

active

find all

add appl e

sel ect apple

modi fy appl e

add worm

del ete worm

snoop

Vi ew

get JDO state

make persi stent

del ete persistent

make transacti onal

make nontransacti onal

make transient

evi ct

evict all



refresh
refresh all
retrieve
tickle default fetch group
dirty
toss exception
configure
configuration
open
is open
cl ose
ent er conmand:
-->

As Listing 8-11 shows, the program recognizes a large number of commands. The commands begin, commit, rollback, and active allow

you to control and monitor transactional boundaries. A good place to start is to add a few worms. Their only attribute is a name. For example,
the following interaction adds one new worm named Henry:

ent er command:

--> add worm

Enter worm s nane:

--> Henry

Ckay, but worns are nmade persistent only by being in a persistent apple
ent er conmmand:

--2>

A new worm remains unmanaged. It becomes persistent only when it is reached from a persistent apple. After creating a few worms, make a
new apple. Listing 8-12 shows a sample interaction that adds a new Mcintosh apple with three worms.

Listing 8-12: User Commands to Create a New McIntosh Apple with Three Worms

enter command:

--> add appl e
Enter appl e's nane:
--> Ml ntosh
Enter apple's size (> 0):
--> 3
Enter date picked (mmdd-yy):
--> 10-15-02
Dat e accepted: Tue Oct 15 00: 00: 00 EDT 2002
Add a wor nP:
1. true
2. false
Enter selection:
--> 1

Pick a worm
1. Worm Henry
2. Worm Mart ha
3. Wrm Jack
Ent er sel ection:

Add a wor n?:
1. true
2. false
Ent er sel ection:

Pick a worm
1. Worm Mart ha



2. Worm Jack
Enter sel ection:

Add a wor nf:

1. true

2. false
Enter sel ection:
--> 1
Pick a worm

1. Wrm Jack
Ent er sel ection:
--> 1
Add a wor n?:

1. true

2. false
Ent er sel ection:

Pi ck the head worm
1. Worm Henry
2. Wrm Mart ha
3. Wrm Jack
Enter sel ection:

Ckay, the new transient apple has been added to the selection |ist
ent er conmand:

The new apple remains unmanaged. To see this, first use the select apple command to select the apple from the current list of apples.
Then use the get JDO state command to determine the current JDO management state of the selected apple.

ent er conmand:
--> select apple
Sel ect an appl e:
1. Apple transientName: Ml ntosh
Enter sel ection:
--> 1
Ckay
ent er conmmand:
--> get JDO state
Appl e transi ent Name: Mclintosh is in JDO state transient
ent er command:
-->

Because all actions so far have occurred on unmanaged state, there has been no reason to start a transaction.

Next, execute the begin and the make persistent commands to make the unmanaged Mcintosh apple persistent. Now execute the view
and get JDO state commands to determine the unmanaged, transactional, and persistent state of the apple and to determine its
management state. Using any implementation, you should see output like the following, which was produced by the reference
implementation:

ent er conmmand:
--> view
Vi ewi ng managed state for: O D: 105-12 [JVM | D: 4066855]
transient state: Mlntosh, 3, 10-15-02, Wrm Mart ha,
3 wornms {Worm Mart ha, Wor m Jack, Wor m Henr y}
transacti onal state: MlIntosh, 3, 10-15-02, Wrm Mart ha,
3 worms {Worm Henry, Worm Mart ha, Wor m Jack}
persistent state: Mlntosh, 3, 10-15-02, Wrm Mart ha,
3 wornms {Worm Henry, Worm Mart ha, Wor m Jack}
ent er conmand:



--> get state

A D 105-12 [JVM I D: 4066855] is in JDO state persistent-new
ent er conmand:

-->

Notice that all three states are the same. That is because the values entered when the apple was created were copied to all three sets of
fields, as a way to reduce the amount of user input. As expected, the management state after the make persistent command is persistent-
new.

If you have not executed the configure command, then all transactional attributes are off at this point, and the configuration commands
returns the following output:

--> configuration

Current transaction properties: active, !Opt, !RetainV, !RestoreV, !NTR ! NTW
ent er conmmand:

-->

At this point, commit the transaction and ask for the apple's management state. You should see output that looks like the interaction in Listing
8-13, which was produced by the reference implementation.

Listing 8-13: Sample Output from Committing the New McIntosh Apple

ent er conmand:

--> commit

Synchr oni zati on. bef oreConpl eti on cal |l ed

A D 105-12 [JVM | D: 4066855] jdoPreStore

A D: 105-12 [JVM | D: 4066855] j doPred ear

Synchroni zation. afterConpl etion called with status: committed
kay

ent er conmand:

--> get state

A D 105-12 [JVM I D: 4066855] is in JDO state hol | ow
ent er conmmand:

-->

After committing the transaction, you will get an exception if you execute the view command because a transaction is not active. Instead run
the snoop command. The snoop command produces a view of the object without affecting the managed state or requiring a transaction.
The expected output will look like the output in Listing 8-14.

Listing 8-14: Sample Output from Snooping on the Hollow Apple

ent er command:
--> snoop
Viewing raw state for: O D 105-12 [JVM | D: 8083121]
transient state: Mlntosh, 3, 10-15-02, A D. 106-21,
3 worns {AOD 106-21, OD 106-22, A D: 106-20}

transactional state: null, O, no date, null, null worns
persistent state: null, 0, no date, null, null worns
enter command:
-->

There are four things to notice in Listing 8-14. One, the JVM ID has changed from Listing 8-13. The change occurs because the snoop
command views a clone of the original apple. (Remember from Chapter 5 that, by default, cloning a persistent object gets a snapshot of the
current memory state without invoking transparent persistence.) Two, the persistent state has Java default values. This is expected since the
object is in the hollow management state. Three, the transactional state also has Java default values. This is an unexpected outcome. The
specification describes eviction only in terms of clearing the persistent state. It says nothing about clearing the nonpersistent and
transactional state. In fact, the specification strongly implies that eviction does not clear the nonpersistent and transactional state. This
behavior has been reported as a bug in the JDO reference implementation at the Java bug parade (http:/ / devel oper. | ava. sun.



http://developer.java.sun.com/developer/bugParade

conml devel oper/ bugPar ade).

Finally, note that the transient state is not changed, except that all of the worms are now unnamed. The t r ansi ent Wor s field and the
t r ansi ent HeadWbr mfield both point to persistent objects even though the fields are unmanaged. When the new apple was created,

the same worms were used to set the unmanaged, transactional, and persistent fields. As a result, all worm fields are referring to the same
worms, which became persistent when the apple became persistent. When the snoop command executes, it clones the apple, but it does
not clone the worms. The worm's t oSt r i ng method catches the exception that results from trying to examine the persistent nane of a

Wor moutside of a transaction, and it recovers from the exception by returning the worm's identity string instead of its name.

Brief Look at the Other StateTracker Commands

The previous section describes many commands that the St at e Tr acker program recognizes. This section describes the remaining
commands.

Many of the command strings are self-describing. For example, the make transactional command will make a nontransactional object
transactional. In some cases, for the command to succeed, the implementation must support the appropriate implementation options. An
unmanaged object cannot be made transactional unless the implementation supports, as the reference implementation does, the j avax.

j do. option. Transi ent Transacti onal feature. Most commands operate on the selected apple, but some operate on a set of

apples. The evict all command evicts all persistent-clean apples (and worms) and the refresh all command refreshes all transactional
apples and worms.

The configure command sets the five properties of the Tr ansact i on object: Optimistic, RetainValues, RestoreValues,

NontransactionalRead, and NontransactionalWrite. The is open command checks whether the persistence manager is open. The
open and close commands open and close the persistence manager.

The toss exception command sets a flag in the transaction's Synchr oni zat i on object that will cause it to throw a
JDOUser Except i on on the next commit. It's a one-shot setting that does not block a subsequent commit. The tickle default fetch

group command reads a couple of fields of the default fetch group and outputs a message with their values. It will cause the default fetch
group to load in most cases. The dirty command will call the makeDi r t y method in JDOHel per for the selected managed field.

The St at eTr acker program has been invaluable in writing this book, and you will find it very useful for test driving your selected JDO
implementation.
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Using the Commer cial Implementations

Three commercial implementations are featured in this book, but you can use the JDO Learning Tools with any implementation that supports
Ant build scripts. The code provided with this book provides build scripts for the three implementations Kodo, Lido, and IntelliBO. The 1.0
release of the JDO Learning Tools supports the Microsoft Windows operating systems. Undoubtedly, the open source community will extend
support to other JDO implementations and operating systems. You will have to find or write a script for any other implementation. The JDO
Learning Tools are demanding programs, and you may very well find bugs in the commercial implementations as a result of using these
programs. If you find bugs, report them to the vendor.

Using the Kodo | mplementation

When using the Kodo implementation, configure the kodo.properties file, and copy it to custom.properties. The main build.xml script
will invoke the tool script kodo.xml. The tool script runs the Kodo verifier, Kodo enhancer, and Kodo schema tool. The Kodo implementation
supports live schema generation and evolution. As a result, when the schema tool is invoked, there is no need to take any further steps to
update the database schema. Because the schema tool is fairly time consuming, the Kodo build script with the JDO Learning Tools optimizes
the use of the schema tool by detecting whether the enhanced classes have changed. This detection is not foolproof. To force schema
generation, use the -Dschema=generate option with the ant command as shown in the following command line:

ant -Dschema=gener ate negacups

The learning-programs target sets this property for you.

Using the Lido | mplementation

When using the Lido implementation, configure the lido.properties file, and copy it to custom.properties. The main build.xml script
invokes the tool script lido.xml. The tool script runs the Lido enhancer and schema tool. Because the use of the schema tool is somewhat
time consuming, it runs only when the schema property is defined. This can be done at the command line when invoking Ant, as the following
line shows:

ant - Dschena=gener at e negacups

The learning-programs target sets this property for you.

The Lido tool script has been configured to have the schema tool output SQL files. These files are placed in the bookcode-home
directory. Their file names are composed of the lowest package directory plus the SQL extension, such as coffee.sql. After generating the
SQL files, you will need to execute the portion of the SQL script that is appropriate for your schema evolution. You may have to drop tables if
you alter the definition of persistent fields in the application data classes.

Using the IntelliBO I mplementation

When using the IntelliBO implementation, configure the intellibo.properties file, and copy it to custom.properties. The main build.
xml script invokes the tool script intellibo.xml. The tool script runs the IntelliBO verifier, enhancer, and schema tools. Because the use of
the schema tool is somewhat time consuming, it runs only when the schema property is defined. This can be done at the command line when
invoking Ant, as the following line shows:

ant -Dschema=gener ate megacups

The learning-programs target sets this property for you.

The IntelliBO tool script has been configured to have the schema tool output SQL files. These files are placed in the package directory under
the enhanced directory. You will find three SQL files: create.sq|l, drop.sql, and select.sqgl. After generating the SQL files, you will need
to execute the portion of the SQL scripts that are appropriate for your schema evolution.
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Summary

The first five JDO Learning Tools range from elementary to advanced in their use of JDO. Each of them can help you understand the
capabilities and limitations of JDO. Do not let the console interface, which is rudimentary, hide their true merit from you. By using them and
understanding the results that you obtain, you can become a JDO expert. Better than any book, they can teach you the underlying logic of
JDO's behavior. The understanding that you gain will help make your first project that uses JDO a complete success.

The next chapter examines a Swing client-server application that satisfies the requirements of a simple reservation system. Unlike the five

JDO Learning Tools programs covered in this chapter, the JDO Learning Tools programs presented in the remaining chapters have the
flavor of real-world applications.

[erevious f et )
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Chapter 9: Using JDO in a Swing Application

The Maine Lighthouse Rental Company is a fictitious business that rents light-houses in Maine to vacationers. In fact, the lighthouses used
by the JDO Learning Tools are working lighthouses that are not available for rent, but the concept provides an excellent excuse to brighten
up the example programs with scenes of the Maine coast. Any resemblance to a real rental business is both unexpected and coincidental.

The management of the Maine Lighthouse Rental Company wants a prototype of a reservation system. The requirements are expressed in
11 use cases. This chapter examines the rental Swing application, an implementation that satisfies these requirements. This implementation
is a client/server application that uses Swing and JDO. The next chapter examines an implementation that uses servlets and JDO. In the last

chapter of this book, the example makes use of JDO and Enterprise JavaBeans.

Building the Rental Swing Application

The rental Swing application is part of the JDO Learning Tools. Its build target is rental-gui. Chapter 8 discusses the mechanics of setting

up the build environment and executing builds. If you have followed the instructions presented there successfully, you are ready to proceed
in this chapter. If you have not, it is necessary to follow the directions in the "Getting Started" section in Chapter 8. After the build

environment is set up, go to the bookants subdirectory under your bookcode-home directory. To build the rental Swing application, type
the command

ant rental - gui
Listing 9-1 shows some of the expected output from building this target.

Listing 9-1: Selected Output from Running ant rental-gui
Buil dfile: build.xn

rental - gui :

[ echo] creating runRental Consol e. bat
[ echo] creating runRental Gui. bat

BUI LD SUCCESSFUL

The target rental-gui produces two executable classes, both called Reser vati onCl i ent . Oneisinthe com ysoft. j do.
book. rental . client.consol e package and the otherisinthe com ysoft.j do. book. rental . client. gui
package. The first has the console user interface discussed in Chapter 8. The second has a Swing user interface. The batch files

runRentalConsole.bat and runRentalGui.bat start up the appropriate client class. The batch files work on Microsoft Windows. For
other operating systems, you need to edit the batch files. The code is open source. If you feel inspired to contribute modified build scripts for
other operating systems, they will be most welcomed at ht t p: / / sour cef or ge. net / proj ect s/ j do-t ool s. To bring up the

rental Swing application, which is the focus of this chapter, go to the bookcode-home directory and execute the batch file runRentalGui.
bat.
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[« previous [ nexr o |

Requirementsfor the Prototype Reservation System

A good way to capture requirements is to describe use cases. Use cases are simple interactions between one or more types of users and
the system. They explain the work that the user will want to do when working with the running system.

The use cases for the reservation system include one or more users who may be anonymous or identified. Anonymous users may view open
rentals, but to make, view, or cancel a reservation, the user must identify himself. For simplicity, the identity is not authenticated. In addition
to the one or more anonymous or identified users, the use cases specify an administrator who populates the datastore with initial data.

One of the virtues of this example is that the rentals may be contested. Two users can simultaneously attempt to reserve the same
lighthouse for the same week. Since the rental Swing application supports only one user's interaction at a time, to see the interaction of
conflicting reservations, you will need to use a datastore that supports multiuser access. The b-tree file datastore used by the reference
implementation does not support multiuser access, but most other JDO implementations will use datastores that do support multiuser
access. If you are using the JDO reference implementation, you will be able to exercise all of the uses cases presented, except use case 10,
in which the system detects conflicting reservations. You cannot test this use case with the reference implementation because the b-tree file
datastore does not support two clients in different JVMs accessing the same data files at the same time.

In the next sections, the use cases for the prototype of the reservation system are described. Notice that they are simple, as they should be.
Because use cases must communicate to everyone how the software behaves, they should be as simple as possible. Although the various

prototypes of the reservation system presented in this book vary in their architecture, each implementation satisfies the same set of use
cases.

Use Case 1: The Administrator Clearsthe Datastore

In this use case, the administrator removes any rental information as the preliminary step to initializing the datastore with testing data. The
interaction involves two steps.

1. The administrator requests that the datastore be cleared of all rental information.

2. The system clears the datastore of all rental information.

Use Case 2: The Administrator | nitializesthe Datastore
In this use case, the administrator initializes a clean datastore with the testing data. A number of rentals are created for a number of weeks.

The middle portion of the rental period is the high season when rates are higher than during the off-season. The interaction involves two
steps.

1. The administrator requests that the datastore be initialized with the standard testing data.

2. The system populates the datastore with the standard testing data.

Use Case 3: An Anonymous User | dentifies Himself

In this use case, an anonymous user declares his identity, or an identified user changes his identity. Thereafter, he is an identified user with a
name. The interaction involves two steps.

1. The user presents his name.

2. The system accepts the name and assumes thereafter that the user with this name is using the system.

Use Case 4: An Identified User Discards His I dentity

In this use case, an identified user reverts to an anonymous user. The interaction occurs in two steps.

1. The user revokes his identity.

2. The system discards the current user identity and assumes that an anonymous user is using the system.



Use Case 5: A User Views Available Rentals

In this use case, the user, who may be anonymous or identified, views the available rentals. The interaction occurs in two steps.
1. The user asks to see the available reservations.

2. The system displays the available reservations.

Use Case 6: An Identified User Makes a Reservation
In this use case, an identified user makes a reservation. This use case assumes that the user is viewing the reservations as a result of

completing the interaction in use case 5. The system will not permit an anonymous user to make a reservation. The interaction is completed
in three steps.

1. The identified user selects one or more available rentals to reserve.
2. The user confirms the reservations.

3. If the reservations are accepted, the system displays all of the user's reservations. Otherwise, see use case 10.

Use Case 7: An ldentified User Views His Reservations

In this use case, an identified user views his own reservations. This interaction is completed in one or two steps.

1. The identified user asks to see his own reservations, or alternatively, this step is skipped if the user has just completed use case 6.

2. The system displays the user's reservations.

Use Case 8: An ldentified User Cancels Some Reservations

In this use case, the identified user begins the interaction after viewing his own reservations. The system will not permit a user to cancel
reservations that belong to a different user.

1. The identified user selects one or more of his reservations to cancel.
2. The user confirms the cancellations.

3. The system accepts the cancellations and displays all of the user's remaining reservations.

Use Case 9: An ldentified User Alters His Reservations
In this use case, the identified user views both his own reservations and the available reservations. He may also see reservations that belong

to others. The user can cancel his own reservations and make new reservations in one transaction. In this fashion, there is no danger when
changing a reservation that he ends up with the old reservation cancelled but the new reservation rejected.

1. The identified user asks to see both available rentals and his own reservations.
2. The system displays the same.

3. The user selects zero or more reservations to cancel and rentals to reserve.

4. The user confirms the changes.

5. If the system accepts the changes, it displays all of the user's reservations. Otherwise, see use case 10.

Use Case 10: The System Detects Conflicting Reser vations

In some cases, the changes confirmed by a user cannot be accepted because they conflict with changes made by another user. This
happens when two different users seek to reserve the same rental at approximately the same time. Only one will be successful. The other is
informed of the failure.



1. The system informs the user that the reservation cannot be accepted because it conflicts with a reservation made by another user.
2. The system refreshes the information that caused the problem.

3. The user has the option to refresh all information.

Use Case 11: User Views Additional Information on a Rental Unit

In this use case, the user requests additional information about a rental unit. This request can be made from any of the views of available
rentals or reservations. The interaction takes place in three steps.

1. The user requests more information on a rental unit.
2. The system displays it.

3. Ata later point, the user returns to the original view.
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Testing the Rental Swing Client

After the rental-gui target is built, change to the bookcode-home directory and run the batch file runRentalGui.bat. This command
file starts the Swing client. Figure 9-1 shows the rental Swing client when it first appears. Note that very little of the application is enabled

because it is disconnected from its data.
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Figure 9-1: The Swing client on startup

For the first step, go to the Connect menu and select Connect to datastore. Since this is your first time using this application, no test
data has been created. Go to the File menu and select Populate database. After the database is populated you now have the option to
clear the database from the File menu. This behavior corresponds to use cases 1 and 2.

At this point, you still do not see any rentals, because the application starts without a view on the data. Go to the View menu item and select
Available. Figure 9-2 shows the rental Swing client after the available rentals are viewed. At this point you can see that there are three
lighthouses for a 16-week season. The middle of this season is arbitrarily designated the high season when prices are higher. If you click the
highlighted headings, you will see pictures of the various lighthouses. This behavior corresponds to use cases 5 and 11.
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Figure 9-2: The Swing client viewing available rentals

The drop-down list for customer names has no entries. Enter the name "Jim" in the list box, and press Enter. Notice that the name changes
to uppercase. As far as the program is concerned, you are now the customer named Jim. Press the X button and you become unidentified
again. Jim's persistent customer record is saved only if you press the Confirm button at some point before exiting the program. The list box
behavior corresponds to use cases 3 and 4.

After entering or selecting a customer name, you can make reservations by checking the corresponding check box. For example, check the
first 2 weeks for the first unit, and press the Confirm button. The system accepts the reservations and displays all of the customer's
reservations. This behavior corresponds to use cases 6 and 7. Now uncheck the last reservation to cancel the reservation, and press the
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Confirm button again. The system shows a shorter list of reservations. This behavior corresponds to use case 8.

There are now just two use cases left to test. On the View menu, select Both. Uncheck one of the reserved rentals to cancel it, and check
an available rental to reserve it. Press the Confirm button. When successful, this shows the customer's modified list of confirmed
reservations. This behavior corresponds to use case 9.

s



Team LiB m MEXT F

Encountering Conflicting Changesin the Rental Swing Client

In order to see conflicting changes with the rental Swing client, you need a JDO implementation that uses a multiuser datastore. Most
relational databases and object-oriented databases satisfy this requirement.

Start up two rental Swing clients. Identify Jim as the customer using the first client and Mary as the customer using the second client. Using
Figure 9-3 as your guide, have Jim make his reservation and view Both. Have Mary make a nonconflicting reservation and view Both.

Figure 9-3 shows the situation for the two client programs. As you can see, each has a reservation that does not conflict with the other, and
each is able to modify only his or her own reservation.
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Figure 9-3: Jim and Mary with nonconflicting reservations

Note The rental Swing application uses optimistic JDO transactions to keep a transaction open at all times. Optimistic transactions are
the appropriate choice for long-running transactions. It also sets the RetainValues property to true to improve performance by
caching persistent state across transactions. All other transactional properties are set to false. To examine the properties used,
look up the implementation's properties file in the com/ysoft/jdo/book/rental/local subdirectory under the bookcode-
home directory.

Next, have Jim alter his reservation. For the dates shown in Figure 9-3, he cancels for October 5 and makes a reservation for October 12. He

confirms and his change is accepted. He again selects Both from the View menu. Mary, on the other hand, is unaware of Jim's changes.
She cancels her reservation for September 28 and makes a reservation for October 12. She confirms, but encounters an error condition that
states "Concurrent changes by other users prevent your changes, try again."

After dismissing the error dialog box, Mary once again views her own reservations and the available rentals. Figure 9-4 shows her view of
her own reservations and available reservations.
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Figure 9-4: Mary's view after optimistic transaction failure

There are several points to notice in Figure 9-4. Although Mary cleared her reservation for September 28 before she attempted to confirm her

changes, she now sees her reservation checked again. Her change has been undone because the RestoreValues property of the JDO
Transact i on is setto false. As a result, dirty objects were automatically evicted when the transaction rolled back. When the rental

Swing client repaints the screen, new data reflecting the state in the datastore is loaded. For the same reason, Mary now sees that someone
else has taken the reservation for October 12. Finally, although Jim has successfully cancelled his reservation for October 5, Mary's client
shows this reservation as taken. Because Mary's Rent al object for October 5 indicated, correctly at the time, that the rental was taken,
she was not permitted to alter this reservation in her unsuccessful transaction. It remained persistent-nontransactional, and as a result, the
transaction's rollback did not cause JDO to discard its persistent state. Mary must click the Refresh button to see that the rental for October
5 is now available. This behavior, when an optimistic transaction fails, satisfies use case 11.

[rreviovs [
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Designing the Rental Swing Application

Two design constraints dictate some of the choices in the architecture of the rental Swing application. The use of Swing is a given. The use
of JDO is also a given. The use of JDO implies two design tasks: one, to define the classes of persistent objects, and two, to define the
service that will use JDO to find, store, create, and delete these persistent objects.

The Application Data Classes of the Rental Swing Application
To build the prototype reservation system for the Maine Lighthouse Rental Company, four application data classes are needed.
. Cust omrer
. Veek
. Li ght house
. Rent al

Since development is in the prototype stage, the classes are simple, but it is anticipated that the classes will continue to exist and become
more complex as the application evolves.

The Customer Class

Figure 9-5 shows the UML class diagram for the Cust oner class. Notice that this UML diagram shows the private persistent attribute
called nan®e. The private attributes are shown in the application data classes because they are used in queries. Following the normal UML

convention, the leading hyphen indicates a private access level. As mentioned in the introduction, this book uses the convention that the
access level of attributes and operations is public when the class diagram does not indicate the access level. For the Cust oner class,

there is one public operation, the constructor, and one public, read-only, property called Narre. To avoid issues of mixed case in query
filters, the Cust onmer class forces customer names to uppercase.

Customer

- name: String

Customer(String name) : constructor

Name: String -

Figure 9-5: The class diagram of the prototype Cust oner class

The Week Class

The Week class, as shown in Figure 9-6, is also a simple class. It has two private and persistent attributes, and three public and read-only
properties. Not shown are factory methods used to construct the testing population of Week objects.



Week

- startDate: Date
- highSeason: boolean

HighSeason: boolean -
StartOflleek: Date -
StartOfleekString: String -

Figure 9-6: The class diagram of the prototype WWeek class

TheLighthouse Class

The Li ght house class shown in Figure 9-7 has five private persistent attributes, and the same number of properties. A lighthouse has a
name, a description, a name of the image file for its picture, a rate for the high season, and a rate for the off-season.

Lighthouse

= name: String
- description: String

- sonfate: ml
- asoniate: B

= imapoName: String
hthouse(

L String name,

String description,
B imal asonRate,
Bighecimal oftSeasonfate) : comstructor

Kame: Strimg -

Description: Stﬂ:g -
heasonkate: imal -
SeasonRate: Bighecimal -

ImageMane: String

Figure 9-7: The class diagram of the prototype Li ght house class

All of the Li ght house properties are read-only except | mageNarre, which is read-write. The properties in the prototype application

data classes often end up read-only because the prototype application is not complicated enough to require that the attributes change after
the persistent objects are created. As the application evolves, it is anticipated that many of the read-only properties will become read-write.
The use of JDO does not impose a tax on this evolution. The only work required to convert a read-only property to a read-write property is to
add the mutator method.

The Rental Class

The Rent al class, which is shown in Figure 9-8, aggregates the various pieces of information. It has four private, persistent attributes, and
six public properties. The Lighthouse, Week, and Customer properties hold references to the various objects that a Rent al object

ties together. The Price property is the rental rate for the week. The Available property is a convenience property that holds true if the
Customer property is null. The Dirty property is a convenience property that checks with the i sDi r t y method in JDOHel per and

returns true if the Rent al object has been changed but not yet committed to the datastore.
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Rental

- lighthouse : Lighthouse
= weekl Week

- price: Bigbecimal
- customer: Customer

Remtal(Lighthouse lighthouse, Week week) @ comstructor
makeReservation(Customer customer): woid, throws ReservationException
camcelReservationCustoner cudtomer): wnid, throws ReservationException

Lighthouse -
Week -

Price: Bighecimal -

Customer -
Mvailable: boolean -

Dirty: boalean -
Figure 9-8: The class diagram of the prototype Rent al class

In addition to a constructor, the Rent al class has two operations: makeReser vat i on and cancel Reser vat i on. Both
operations require a Cust oner object. The operation to cancel a reservation requires a Cust orer object as an invariant check on the
action. The customer passed should be the customer who holds the reservation. Both operations throw a Reser vat i onExcept i on
when difficulties are encountered.

The Application Data Servicein the Rental Swing Application

After defining the application data classes, the next step is to define an application data service. Unlike objects that exist only in memory, the
state of persistent objects is permanently kept in the datastore. These objects are found, updated, created, and deleted by explicit actions on
the service that synchronizes their existence and state in memory with their persistent state in the datastore. JDO is the generic service for
this purpose, but each application usually needs a service configured to its particular concerns, objects, and tasks.

Design Choicesfor Transactions

The design for the rental Swing application must decide what to do with transactions. In order to store new or updated persistent information
in the datastore, the data service must start and complete transactions. The fundamental question is this; Should transaction handling be
encapsulated in the data service and to what extent? A variety of answers can work.

Transactions can be encapsulated within data service calls. One data service method may start a transaction, make some changes, and
commit the transaction. Another data service method may not use a transaction at all, or perform read-only operations that do not change the
persistent information. The client for a data service designed in this fashion has no control over transactions. The client may not know that
transactions even exist, since they are completely hidden within the service.

A second approach allows a transaction started in one method to be completed in another method. The transactional boundaries are hidden
within service methods that perform other work, but the transaction can span two or more service method invocations. This approach can be
confusing unless the usage patterns for the service are limited and well documented.

A third approach is to simply expose control of the transactional boundaries as additional service methods. This approach gives the client
layer both the responsibility for transactions and the ability to control them.

In the case of the rental Swing application, it makes sense to take the third approach, which exposes the transactional boundaries in the data
service. Use cases 6, 8, and 9 describe the user as confirming, i.e. committing, reservation changes. For this reason, rather than
encapsulate the transactions in the data service, it makes more sense to expose the transactional boundaries to the next level of the
software, which will be closer to the user's click of the Confirm button.

Although the client of the Reser vat i onSer vi ce controls the transactional boundaries, the service configures the transaction. The
service has made the decision that the transaction will be an optimistic transaction. This makes sense because transactional boundaries are
controlled outside of the service and are therefore very likely to be long-running transactions that involve user input. Likewise, the factory.
properties file, which configures the JDO factory, turns on the transaction's RetainValues property for better performance. It also turns
off RestoreValues to ensure eviction of any transactional objects that cause an optimistic lock exception. In essence, the service
encapsulates the configuration of the transaction and exposes the transactional boundaries.
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The ReservationService Class

Figure 9-9 shows the operations of the Reser vat i onSer vi ce. The three transactional methods, begi nTr ansacti on,
rol | backTransacti on,and comm t Tr ansact i on, control the transactional boundaries.

ResenationService

ReservatienService: constructer, throws M0Esception, ReservationException

::finfrmxtimt]: vodd, throws JException

lbackTransaction(): woid, throws Jm:egtinn
comiitTramsaction(): wvold, throws JD0Exception, OptimisticReservationException
evictAlL(): void, throws MD0Exception, ReservationException

gethvailableRentals(): Collection, throws JD0Exception
petlustomerfentals(Customer customer): Collection, throws JD0Exception
gettustomerAndivailablefentals(Customer customer): Collection, throws MD0Exception

getCustomers(String name): List, throws JD0Exception
geblustomers|): List, throws JOOException
getlighthemses(): List, throws JOO0Exception

populatebatastore): wvoid, throws ReservationException
cleanfatastore(): woid, throws ReservationEuception
is{leanDatastore(): boolean, throws Reservatioabxceptics

Figure 9-9: The class diagram of the Reser vat i onSer vi ce

In the example, the reservation system needs to make three different queries:
. Find all available rentals (use case 5).
. Find all rentals that have been reserved by a particular customer (use case 7).
. Find all rentals that are either available or reserved by a particular customer (use case 9).

Three methods in the service, get Avai | abl eRent al s, get Cust oner Rent al s, and
get Cust oner AndAvai | abl eRent al s, provide a convenient way to obtain the Rent al objects found by each query filter.

In a similar manner, the remaining methods in the application data service arise from analyzing the use cases and from implementing
behavior whose desirability becomes evident during coding. The evi ct Al | method handles the need, mentioned in use case 10, to

refresh all information. The two get Cust oner s methods arise from use case 3 and also from the desire that becomes evident during
coding to provide a reasonable way for the user to identify himself from a list of known customers. The need for the get Li ght houses
method becomes obvious as the code is written to handle the J Tabl e headers. In short, the service methods in the application data
service tailor the explicit services available in JDO to the specific needs of the application.

As the UML class diagram in Figure 9-9 shows, most of the service methods of the Reser vat i onSer vi ce throw some type of
JDCExcept i on. Since JDOExcept i on is derived from Runt i meExcept i on, the possibility does not need to be mentioned
explicitly in at hr ows clause in the code. The UML class diagram mentions the possibility of throwing this exception since it must be
accounted for in the design. In addition, as described in Chapter 7, the possibility exists that JDO exceptions will occur when persistent
objects are used or modified. Live persistent objects can always throw JDO exceptions that arise from operational circumstances.

The Application Data Model in the Rental Swing Application

The Reser vat i onSer vi ce throws JDO exceptions, but the Swing client classes, which mostly execute code in the Swing libraries,

cannot handle exceptions. The data model that the Swing widgets use must isolate the possibility of runtime exceptions. In addition, each
widget has its own particular data structure that works best for it. For this reason, a third layer is introduced called the application data
model. The application data model for the rental Swing application is found in the Reser vat i onC i ent Model class.

As the UML class diagram in Figure 9-10 shows, the Reser vat i onCl i ent Model has methods to service the widgets of the
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application's Swing user interface. This class has five groups of operations and nine properties.

BeservationClientModel

ReservatioallientModel(): constructor
conmect(): vodd

disconnect(): woid

l:unf:i.rlg: waid

refresh(): void

viewhvailableRentals(): woid
wiewlis tomerRentala(): vodd
viewlus tomerAndivailableRentals(): woid

getlustomeriames(): String E]

tRentalbate(int datelndex): Date
ishvailable(int dateIndex, int lighthouseIndex): boalean
setAvailablefint dlteIndI: int lighthouseIndex, boolean 'l"lig}: vodd
isModifiable(int dateIndex, int uwmﬂruui
getPrice(int dateIndex, imt li,Ehtl'lnuiEIndu}l H-1§ru:iu1
getlighthouselame(int dindex):

Ligl'rl:hmm:riptim{hﬁ in:lu‘.u String
Ftughtluuztulﬂ-e[int J: String

cleanDatastore(): void
populatebatastore(): void

iddﬂndt].{hm Listemer(ModelCha h:tentr listener): woid
Listener{Model rlg-cl.iﬂmt:' listener): woid

:‘.nnrnctad. boalean -

Populatediatastore: boolean -
ViewhvailableRentals: boolean -
ViewCustomerRentals: boalean -
ViewCustomerAndivailablefentals: boolean -
(ustomeriame: Str

CusteserDefined: boalean -

MemLighthouses: int -

NemRentalbates: int -

Figure 9-10: The class diagram of the Reser vat i onCl i ent Model

In their implementation, the methods of the Reser vat i onCl i ent Model follow several design strategies to satisfy the client's

requests. First, they convert, when necessary, between the logical view used by the widgets to the logical view used by the service. This is
particularly evident in converting between the row and column indices used by the J Tabl e to the Col | ect i on used by the data

service. Second, the operations in the Reser vat i onC i ent Model delegate to the Reser vat i onSer vi ce to get the relevant
persistent objects. Finally, the operations in the Reser vat i onC i ent Mbdel completely encapsulate the live persistent objects and

all JDO exceptions. If the model encounters a JDO exception, it displays the error message to the user. After the user has clicked the OK
button on the error report window, the Reser vat i onCl i ent Model either returns a reasonable default value to its client widget, or

when no return value is required, it performs a no-op.

The operations in the first group shown in Figure 9-10 construct the model and connect it to a persistence manager. They also commit a
transaction, roll back a transaction, and refresh all persistent objects. In the case of a Swing application, it is essential that the model can
respond to service calls even when there is no connection to live data through an open persistence manager. Without a connection, the
rental Swing application is not useful, but at least it is visible, ready to respond to a user request to connect, and able to display any
difficulties in making or keeping a connection.

The second group of operations inform the model of the view desired by the client widgets. For some applications, it makes sense to have
the ability to support all views simultaneously. For the rental Swing application, it is sufficient that the model supports one view at a time.

The third group of operations provides information that the widgets need in response to the requests that the widgets can formulate. Many of
the widgets, such as the J Tabl e used to present the rental information, use indices to refer to the information needed. The application

data model accommodates the logical model of the widget.

The fourth group of operations provides for cleaning and populating the datastore with the testing data. The fifth group of operations supports
listeners who need to be notified when the model changes. The listeners, of course, are Swing widgets that need to change what they
display if the model changes information or changes the view.
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The properties of the Reser vat i onCl i ent Model all derive from either the operations of the class or the properties of persistent
objects or collections of persistent objects that the model manages.

As Figure 9-10 indicates, no method or property in the Reser vat i onC i ent Model throws a checked exception or a JDO exception.
This is important because the Swing widgets are not equipped to handle exceptions thrown from the application client model.

Overall Architecture of the Rental Swing Application

By this point, the architecture of the rental Swing application has become clear. Although some three dozen classes make up the application,
the architecture is summarized by the relationships between the four key architectural elements shown in Figure 9-11.
[

¥ i Application Data Cjects
(mmnm:n -

Figure 9-11: The architecture of the rental Swing application

As shown in Figure 9-11, various classes called Swing widgets use the Reser vat i onC i ent Model , which in turn uses the
Reservati onSer vi ce. Boththe Reser vat i onC i ent Model andthe Reser vati onSer vi ce use the application data
classes. The Reser vati onC i ent Model encapsulates JDO, the application data objects, and JDO exceptions. Thereby, it isolates
objects in these classes from the Swing widgets. In addition, the Reser vat i onC i ent Model converts from the logical view of

information needed by the Swing widgets to the persistent object model found in the application data classes and used by the
Reservati onServi ce.
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Summary

Building a Swing application with JDO is straightforward. After requirements are gathered and analyzed, the architect designs the application
data classes. Next, the architect designs an application data service that concentrates on the simple issues of finding, creating, deleting, and
updating the persistent objects. For most Swing applications, it is appropriate to expose the transactional boundaries in the application data
service. The final step is to design the Swing user interface while defining the application data model that will present fine-grain persistent
information in the correct logical relationship as required by the Swing widgets that the application uses. The application data model also has
the responsibility to completely isolate the Swing widgets from possible runtime JDO exceptions.

The next chapter will examine a Web application architecture for the same set of requirements. Instead of using Swing, the Web app will use
JavaServer Pages, servlets, Tomcat, and a Web browser.
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Chapter 10: Using JDO in a Web Application

This chapter describes a rental Web application that satisfies the requirements of the fictitious Maine Lighthouse Rental Company. The rental
Web application allows a user to identify himself, view available rentals, and make and cancel reservations. The rental Web application
meets virtually the same set of requirements as was met by the rental Swing application presented in Chapter 9. This chapter presupposes

that you have read Chapter 9, which explains the use cases for the rental applications, and that you have built the rental Swing application.

Because the Swing version of the rental application is the only version that can initialize the datastore with the testing data, you must build
and use that version before building the rental Web application.

The application data classes, data service, and data model are maintained in distinct source files for the Web application and the Swing

application. Although the differences between the versions are small enough that they could be merged together, separate versions are
maintained to avoid obscuring the differences between them.

Configuring the Build Environment for Tomcat

The rental Web application is part of the JDO Learning Tools. Chapter 8 describes how to configure the build environment and execute
builds. If you have followed the instructions presented in Chapter 8 successfully, you are ready to perform the additional configuration steps
presented here. If you did not perform the configuration described in Chapter 8, you must perform all seven configuration steps described in
Chapter 8. Thereafter, continue with the following three configuration steps, which allow you to build the rental Web application.

Step Eight: Set Up Tomcat Servlet Container

In this step, you set up the Tomcat servlet container. The build in this chapter was developed using Tomcat 4.1.12. Any Tomcat 4.x build
should work equally well. If you do not have a 4.x version of Tomcat installed, go to the following URL:

http://jakarta. apache. org

Follow the links to a download of Tomcat. Then follow the directions to install it and start it up. If Tomcat is properly installed and running, the
URLhttp:/ /1 ocal host: 8080 displays the default Tomcat home page.

The directory where you installed Tomcat is referred to as tomcat-home in this book.

Estimated time for this step, excluding download: 45 minutes

Step Nine: Set Up JSP Standard Tag Library

In this step, you set up the JSP Standard Tag Library (JSTL). The rental Web application's JavaServer Pages (JSPs) use the core tags of the
JSTL. The reference implementation of the JSTL is a product of the Jakarta group at Apache. The build in this chapter was developed using
JSTL 1.0.1. Any 1.x version should work, although you want to make sure that the distribution that you download has the standard-doc
and standard-examples WAR files. If you do not have the JSTL, go to the following URL:

http://jakarta. apache. org/taglibs

Follow the links to the JSTL download. Then follow the directions to unzip it. Next, copy the contents of the JSTL lib directory to the shared/
lib directory under your tomcat-home directory.

Copy the standard-doc and standard-examples WAR files from the JSTL distribution to the web-apps subdirectory under the
tomcat-home directory. Restart Tomcat, and go to the following URL:

http://I1 ocal host: 8080/ st andar d- doc

You should see the welcome page for the JSTL.

Estimated time for this step, excluding download: 15 minutes


http://jakarta.apache.org/
http://localhost:8080/
http://jakarta.apache.org/taglibs
http://localhost:8080/standard-doc

Step Ten: Configure Build Environment

In this step, you configure the build environment for building the rental Web application and deploying it to Tomcat. Edit the default.
properties file in the bookants directory under your bookcode-home directory. Set the tomcat.home property to point to your
tomcat-home directory.

If you are using a version of JSTL later than 1.0.1, copy the c.tld file found in the JSTL distribution to the com/ysoft/jdo/book/rental/
servlet/misc directory under your bookcode-home directory.

Copy the jdo.dtd file found in the bookcode-home directory to the bin directory under the tomcat-home directory.
Estimated time for this step: 5 minutes

At this point, you are ready to build the rental Web application.
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Building the Rental Web Application

To build the rental Web application, go to the bookants directory under your bookcode-home directory. Build the clean-out target first
by executing the following command:

ant cl ean-out

Assuming that you have successfully built some of the examples from Chapters 8 and 9, you will see output that looks like the output in
Listing 10-1.

Listing 10-1: Expected Output from Building the clean-out Target

E: \ Bookcode\ bookant s>ant cl ean- out
Bui Il dfile: build.xn
ar e- we-r eady:
verify:
cl ean-out :
[echo] Deleting files in build, enhanced, and warfiles
[del ete] Deleting 66 files from E:\ Bookcode\build
[del ete] Deleted 13 directories from E \ Bookcode\build
[delete] Deleting 8 files from E:\ Bookcode\ enhanced
[del ete] Deleted 8 directories from E:\ Bookcode\ enhanced
BU LD SUCCESSFUL
Total time: 1 second

By cleaning out the old compiled files, you remove the compiled versions of the Rent al , Week, Cust oner, and Li ght house

classes that were built for the rental Swing application. Although the rental Swing application can use the version of these classes built by the
rental Web application, the opposite is not true. Some of the application data classes for the rental Web application support string identities
and a versioning scheme, while the versions used by the rental Swing application do not. Both versions have the same persistent fields and
therefore the same database schema.

Next, build the rental Web application by running its build target. Execute the following command:
ant rental -servlet-opr

You should see output that looks like the output shown in Listing 10-2. Building this target will shut down Tomcat if it is running. You must
restart Tomcat to use the rental Web application.

Listing 10-2: Expected Output from Building the rental-servlet-opr Target

E: \ Bookcode\ bookant s>ant rental -servl et-opr
Bui l dfile: build.xm
ar e- we-r eady:

copy-files:
[ copy] Copying 6 files to E: \Bookcode\warfil es\VEEB-INF\lib
[mkdir] Created dir: E:\Bookcode\warfiles\inages

[copy] Copying 3 files to E: \Bookcode\warfil es\inmages

[del ete] Deleting 53 files fromE: \tontat4. 1. 12\ webapps\rent al

[del ete] Deleted 18 directories fromE:\tontat4. 1. 12\ webapps\rent al
[ copy] Copying 53 files to E:\tontat4. 1. 12\ webapps\rental
[echo] You'll have to restart Tontat

BUI LD SUCCESSFUL
Total tine: 43 seconds




The rental Web application satisfies all of the use cases described in Chapter 9 that define the rental application's requirements, except that
it does not satisfy the first two use cases that describe the initialization and clearing of the datastore. Although a Web application could

initialize a database, in practice, this is rarely done. Since the rental Web application uses the same data schema as the rental Swing
application, you can use the Swing application to initialize the database.

If the rental data has not been initialized, you will need to build the rental-gui target and use the rental Swing application to initialize the
rental data. To do this, execute the following build command:

ant rental - gui

Then change to the bookcode-home directory and execute the batch file runRentalGui.bat. If you are not using Microsoft Windows,
you will need to alter the batch file for your operating system. The code is open source. If you feel inspired to contribute modified build scripts
for other operating systems, they will be most welcomed atht t p: / / sour cef or ge. net / proj ect s/ j do-t ool s. When the

rental Swing application comes up, select the menu item Connect to datastore from the Connect menu. Then select the menu item
Populate database from the File menu. Finally, to see the results, select the Available menu item from the View menu. For more
details, see Chapter 9.

If you are using the JDO reference implementation, and this is your first time using the JDO Learning Tools, you will have to follow the
directions in Chapter 8 to properly initialize the reference implementation's datastore. Also with the reference implementation, after you

initialize the datastore and initialize the test data for the rental applications, you need to copy the two FOStoreTestDB files found in the
bookcode-home directory to the bin subdirectory under your tomcat-home directory.



http://sourceforge.net/projects/jdo-tools

Using the Rental Web Application

After building the rental Web application and starting Tomcat, you are ready to use the application. Using a Web browser, go to the following

URL:

http://1 ocal host:8080/rental /controller

This will bring up a Web page that looks something like the one in Figure 10-1. Notice the table, which has a row for each week that rentals
are available and a column for each lighthouse that can be rented.

ﬂ‘?m Ilunknl.m'n

change view

Etanting Week of

Ot 26, 2002
Moy 02, 2002
Bons D5, Z(HD2
Mo 16, 2002
Mow X3, 2002
Moo 30, 2002
Diec 07, 2002

Dec 14, 2002

& Available
& Cnstomer's Reservations
& Both

Nubble
reserve W 51375
reserve I 51375
reserve | 51375
reserve T 51375
reserve | 519040
reserve F 5159040
reserve M 515900

reserve B 51504

Bass Harlaor
reserve W 5805
reserve I 5895
reserve | 895
regerve B 5895
reserve | 514040
reserve B 51404
reserve I 51404

reserve B 51400

The Mame Lighthouse Fental

Cuniis

-Ii.':-il.'l"i'i.‘ E 51150
.|t:<tr'-'-: E 51150
reserve | 1150
reserve B 51150
reserve | B1850
reserve B 51550
regerve | 1850

reserve B 51850

Figure 10-1: The rental Web page when the customer is unknown

When you first visit the site, the application does not know who you are. To follow along with the tests described here, enter the customer
name "Jim," and click the change customer button. This action redisplays the page, which now looks something like the page shown in
Figure 10-2. The available rentals now have enabled check boxes. (Some browsers do not permit the check box to be disabled, so you may

have seen enabled check boxes earlier.) In addition, there is now a button for submitting reservation changes.
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subimat reservation changes |
Figure 10-2: The rental Web page when the customer is Jim

Reserve the Nubble lighthouse for Jim by checking the box for the first week and clicking the submit reservation changes button. This
will display a page showing Jim's reservations. Using another browser, identify the customer as Mary, and reserve for Mary the Nubble
lighthouse in the second week.

Starting Up Two Browser Clients

By using a different browser (as opposed to another window in the same browser), you ensure that the Web application sees two clients
rather than one. If you do not have another browser to use, you will have to experiment to see whether two windows in your browser are
treated by the servlet container as one client or two clients. One way to perform this experiment is to use the test JSP for the session lock
that is automatically created by the rental-servlet-opr build target. In each of the browser windows, go to the following URL:

http://1 ocal host: 8080/ rental / Sessi onLock. | sp

If the servlet session that the browser window is using is new, you will see in the browser window text that looks like the following:

This session i s new.
This session was |ast accessed 0.0 seconds ago.
This | ock has been called 1 tines.

Otherwise, you will see output that looks something like the following:

This session is not new.
This session was | ast accessed 54. 489 seconds ago.
This | ock has been called 3 tines.

Encountering Conflicting Reservationsin the Rental Web Client

After bringing up two browser windows that are using distinct servlet sessions, follow these steps to see an optimistic lock conflict and its
resolution. In the browser that Jim is using, change the view to Both. Do the same for Mary. At this point, you should see Web pages that
look like the Web pages in Figures 10-3 and 10-4. In Figure 10-3, Jim sees one reservation made in his name, and one rental period that is
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http://localhost:8080/rental/SessionLock.jsp

not available because Mary has it. In Figure 10-4, Mary sees one reservation made in her name, and one rental period that is not available
because Jim has it.
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Figure 10-3: Page showing Jim about to cancel one reservation and make another
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submit reservation changes |
Figure 10-4: Page showing Mary about to cancel one reservation and make another

To observe the optimistic concurrency check in action, perform the following test. Take care to perform the steps in the order indicated;
otherwise, you might accidentally refresh the view before you request the update. In Jim's browser, cancel his reservation and reserve the
third week for Nubble. Click the submit reservation changes button. As a result, Jim has cancelled his reservation for the first week and
made a reservation for the third week. Now go to Mary's browser. Cancel her reservation for the second week and reserve the third week for
Nubble. After clicking the submit reservation changes button, Mary's browser will display the error message shown in Figure 10-5. The

error arises when the Reser vat i onSer vl et detects that the version of the Rent al object for Nubble in the third week that Mary
looked at in her view request is older than the version that the Reser vat i onSer vl et was about to change in her update request.

Another user has changed the data you were viewing,

Exceplion com vecd gds besk remtal sorcdet seroicr ExtmmbedOphnassExcophion
Wieraoge Thee remial pecord b hesn alnared by maother weer, plense peview pour chones md asbail it xaun

=T FRLS
Figure 10-5: Page showing an error after Mary attempted to reserve Nubble for the third week

After clicking the continue button, Mary sees the reservation page that looks something like the page shown in Figure 10-6. Note that her

reservation in the second week is not cancelled and that she now sees that the first week for Nubble is available and the third week is not
available. In other words, her transaction was rolled back and her view was refreshed.
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Figure 10-6: Mary's Web page after recovering from the error
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General Design Issuesfor Web Applications

Web servers and servlets are by their nature multithreaded. As a result, a single servlet object normally has multiple response threads
running in it at any point in time. A simple but important consequence is the prohibition on putting request or response information into the
instance fields of the servlet. In general, servlets use their instance fields very lightly or not at all. If the servlet class defines an instance field,
the programmer must realize that the instance field is shared among multiple response threads and that access to it must be protected by the
synchr oni zed keyword. An alternative is to use servlets that implement the j avax. ser vl et . Si ngl eThr eadvbdel marker

interface, but this alternative is not recommended for performance reasons.

Even though Web applications normally avoid using the member fields in a servlet instance, Web applications have two easy ways to
communicate between the multiple methods or components that are processing a single request. Both of these methods avoid sharing
objects between response threads. First, the methods within a servlet can use parameters and return values to communicate. Second, two
components, such as a servlet and a JSP, can communicate by using the get At t ri but e and set At t ri but e methods in the

j avax. servl et. Servl et Request object.

Although most Web application programmers understand the multithreaded nature of servlets and how to deal with it, the HTTP protocol
raises some design issues that are not widely understood. First, the Web application may need to respond to multiple concurrent requests
from the same client. If a page takes more than a few seconds to render, there is a fair chance that the user will click again, causing the
same request to be made by his browser. As a result, a servlet may be responding to multiple, redundant requests from the same client. If
the Web application uses the j avax. servl et . htt p. Ht t pSessi on object, which is shared among all of the response threads
serving a single client, then there must be synchronization to make the Web application's code thread-safe for the objects stored in the
session. Second, the user may inadvertently make multiple requests when all he wants is a single action. If the user is checking out a
shopping cart of merchandise, the chances are very high that he does not want to purchase the contents twice even if he clicks twice on the
Proceed button. As a result, at least some of the actions taken by the servlet must be idempotent, a Latin word meaning that the

response to a request occurs only once, even when there are two or more redundant requests. Third, the browser allows the user to make
requests in any order. The browser's Forward, Back, and Bookmark buttons allow the user to jump around in the request logic in ways
that can be nonsensical.

Although it is incidental to the purpose of this book, the rental Web application has code to handle these design issues. The
Sessi onLock class is the primary tool to address the thread-safety and idempotency issues. The Sessi onLock class, which is

found inthe com ysoft. | do. book.rental . servl et. util package, queues up multiple requests from one client. Although
the control servlet eventually responds to all of the client's requests, it responds to them one at a time. At the same time, the

Sessi onLock class allows multiple requests from different clients to proceed concurrently. The servlet collaborates with the

Sessi onLock class to skip redundant actions while always displaying redundant results. Because the Web application has no way to
know which response the browser will display when the user makes redundant requests, the Web application must give the same response
to all redundant requests.

The rental Web application responds appropriately to client requests that are out-of-sync with the client's known state. Before responding to
the client's request, the rental Web application examines the client's state to determine whether the requested action can be performed. If
not, it performs a reasonable action that the client's state allows. Issuing an error report is always a possibility when the client's request
cannot be satisfied, but in the case of the rental application, displaying the available rentals is usually preferable.
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The MVC Pattern in the Rental Web Application

The rental Web application's design uses the Model-View-Controller (MVC) design pattern as shown in Figure 10-7. The Web server and

servlet container respond to requests that come from the user's Web browser. The requests are either for static content or dynamic content.
Those requests that require a dynamic response are directed to the controller, which in this example is the Reser vat i onSer vl et ..

The controller accesses the Reser vat i onSer vi ce to obtain the required persistent objects. These objects are stored in the
Reser vati onModel . The Reser vat i onModel is a container that holds the persistent objects and provides convenience features

for the view. JavaServer Pages (JSPs) provide various views of the model. Each JSP generates HTML using the contents of the
Reservati onModel .
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Figure 10-7: The MVC pattern in the rental Web application

In the designs examined in this chapter, the view works with live, that is to say managed, application data objects. Although this is not strictly
required, this approach provides maximum flexibility to the developers of the view, since JDO will transparently navigate the persistent object
model to find any persistent information desired. After the JSP has generated the HTML, execution returns to the controller servlet, which
can then decide what to do with the model.

As discussed in Chapter 9, when using live application data objects, JDO exceptions that reflect operational conditions can be thrown at any

time, since they are unchecked exceptions. To handle the possible error conditions, every JSP that generates a view using persistent objects
should reference an exception handling page in the JSP page directive. In the exception handling page, the exception can then be handled

as desired. Something will have to be displayed to the user, and any logging that needs to occur can be done.

Although Figure 10-7 shows the general idea of the Web application that uses JDO, there are some important design issues that arise from
the managed nature of persistent objects. The Web application designer must decide how the service that uses JDO relates to the request.
Is it a new service for each request or a service that is shared among many requests? If shared, is it shared only among the requests coming
from one user or among requests coming from many users? Depending on how the service is used, various management strategies are
required for the application data objects.
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Designing the Use of JDO in aWeb Application

Deciding when to close the persistence manager is the central design issue for using JDO in a Web application. There are at least three
possible designs, which in this book are called the one-pm-per-request, one-pm-per-session, and one-pm-per-update designs.
In the one-pm-per-request design, the controller opens a persistence manager for each request and closes it after the response is generated.
This is the recommended design.

Before discussing the one-pm-per-session design, let's briefly examine the concept of sessions within Java servlets. Servlet containers
provide Ht t pSessi on objects that are associated with the requests of clients who have recently used the Web application. The controller
servlet and the JSPs that generate the response for the request can store objects of interest in the session object, where they can be
retrieved on subsequent requests from the same client. In the one-pm-per-session design, the persistence manager is stored in the session
object. It is reused whenever a request from the same client is received. In the one-pm-per-session design, the persistence manager is
closed when the session invalidates or times out. The section "The One-PM-per-Session Design" later in this chapter examines this design in

greater detail.

In the one-pm-per-update design, the controller uses a shared read-only persistence manager for read-only requests and obtains a new
persistence manager for each write request. The read-only persistence manager is shared by all of the requests handled by the controller
servlet instance. In this design, each update request opens and closes its own persistence manager, but determining when to close the
shared read-only persistence manager is complicated. The section "The One-PM-per-Update Design" later in this chapter examines this

design in greater detail.

Each design has different implications for the management of the application data objects. When the persistence manager is closed, the
application data objects must be either dropped or made transient. As you may recall from Chapter 3, JDO does not define the behavior of

managed data objects after their persistence manager is closed.

The Role of Session Serialization in the Servlet Container

The servlet container imposes constraints on the management of application data objects that are stored in the session. The session object
and all of the objects stored within it can be serialized between requests. This may happen for a variety of reasons. When the serviet
container is shut down, the container may serialize the sessions. When the servlet container comes back up, the previously active sessions
are restored. If the servlet container is part of a cluster, then the various containers may pass, by serialization or a similar mechanism,
sessions between them to achieve load balancing. Finally, if the servlet container is operating under load, it may serialize some of its
sessions to conserve memory. As you know by now, acquiring an application data object through deserialization results in objects that are
unmanaged by JDO.

At the same time, any reference to the persistence manager that is stored in the session must be released, since JDO does not require the

persistence manager to be serializable. Since the servlet container serializes the session for a good reason, closing the persistence manager
is generally a good idea when the session is serialized.

Design Goals
In evaluating the advantages and disadvantages of each of these three designs, there are five design goals that are desirable.
. Good performance
. Storage for conversational state
. Transactional consistency
. Simplicity of code and design
. Scalability
Good performance is essential. The load on a Web application tends to grow steadily and spike sharply. Web applications must work with

varying amounts of network latency. The user's tolerance tends to be low, usually not more than a few seconds for a page to render. As a
result, performance is frequently an issue for Web applications.



When using JDO, caching of persistent state is critical for best performance. If the persistent state can be read from memory rather than from
the datastore, time is saved by orders of magnitude. In the case of Web applications, the best performance gain is likely when caching
Occurs across requests and across clients.

A second factor of much less importance for performance is the amount of garbage generated. When objects in memory become
unreferenced because they are no longer used by the application, they become garbage. As garbage, the objects continue to take up
memory. The JVM's garbage collector finds the unused objects and returns the memory that they use to the heap, where it can be reused for
the construction of new objects. In long-running server applications, the JVM collects virtually all of the garbage generated. If the application
continually constructs lots of new objects, then the garbage collector stays busy using valuable CPU resources.

Although HTTP is a stateless protocol, the semantics of HTML often require the use of conversational state. When processing requests to
update persistent information, the controller usually needs to know the identity strings of the objects to change. Likewise, it often needs to
know the version of the objects when they were viewed. The need for conversational state arises in other ways as well. For example, when a
form that contains check boxes is sent to the Web server, the request sends name-value pairs only for the check boxes that are turned on. If
the browser received a turned-on check box that the user then turned off, the browser does not send the name-value pair for that check box
when the user submits the form. As a result, the only way for the servlet controller to determine that the user turned off a check box is to
know that his request did not return a name-value pair for the turned on check box that he received. To make this determination, the servlet
controller uses conversational state.

The Java servlet responding to the request can store and find objects in the Ht t pSessi on object, using its get At t r i but e and
set At t ri but e methods. By using the session object, the controller can store in server-side memory the conversational state of each

active client. This state can be used when servicing subsequent requests from the same client. This is the way many Web applications store
conversational state.

There are good alternatives to storing conversational state in the session object. The conversational state can also be kept in HTML. For
example, the identity string of a persistent object can be encoded as a name, ID, or value within the HTML control that represents it.
Likewise, the fact that a check box is turned on when sent to the user can be encoded within a hidden control in the form. As another
alternative, the controller can also store the conversational state in persistent storage. With this approach, the request sends a key, which
may be in a cookie or elsewhere, that the controller then uses to look up the client's conversational state.

A Web application's need for transactions can vary widely. Some applications may not need transactions because they do not perform
updates. Some applications may need to store new persistent information but may not need to modify existing information. When the Web
application does modify existing information, it may or may not need to verify that the version of the information that the client viewed is no
older than the version of the information that the controller modifies. Finally, a Web application may use a transaction for each update
request that it receives, or in a wizard-like fashion, it may handle as one transaction a series of update requests received from one client.

Web applications are often built quickly, modified frequently, and stressed considerably. All of these factors argue for simplicity. In addition,
simple designs avoid the subtle flaws that can elude the inexperienced and trip up the expert.

Scalability is related to performance in that both address the issue of serving clients in a satisfactory manner. It differs from performance in
that its primary concern is the potential degradation of performance due to an increase in the number of clients and the ability to remedy this
degradation by adding more hardware to the system. A design that uses fewer resources, such as less memory, less network bandwidth, or
less CPU time, is more scalable than a design that uses more of these resources. A design that supports the expansion of these resources,
such as clustering of servlet containers, is also more scalable than one that does not.

Although the issues of performance, conversational state, transactions, simplicity, and scalability are discussed in the context of using JDO in
a Web application, these issues did not originate with the use of JDO. They are present for any Web application regardless of the
persistence mechanisms used. Although the issues are not new, they are relevant when determining how to best use JDO in a Web
application.

Avoiding the Cost of Garbage Collection

It is a common practice to construct an object when needed, use it, and then drop it. After the object is dropped, the application code no
longer refers to the object, and it becomes garbage. This is an appropriate practice for most coding needs. There are only two ways to avoid
this create-and-drop cycle.

The first way recycles the objects. When recycling, the application gets the object from a factory that first looks into a pool of such objects
and returns one of them if it has it. Otherwise, the factory creates the object. When the application is finished using the object, instead of
dropping it, the application returns the object to the factory, which may put the object into its pool of such objects. In the early versions of the
JVM, recycling objects was a good optimization when a class of objects was heavily used in a create-and-drop cycle. In the current versions



of the JVM, the garbage collectors and object construction code have become quite efficient. Depending on a variety of factors including the
size of the objects, recycling may now be less efficient than the create-and-drop cycle. For that reason, recycling of objects is no longer a
design issue, but an optimization issue that should be driven by metrics.

The second way to avoid the create-and-drop cycle is to continue to use the same object without dropping it or recycling it. This practice
avoids both the recycling code and the object creation and garbage collection code, but its usefulness is limited. In general, the code path
from needing the object to finding it must be short. Otherwise, it may be cheaper to create the object and drop it after its immediate
usefulness ends.

In short, the best advice is this: if it makes sense to continue to use the same object, then do it. But if the code must jump through hoops to
make continued use possible, then regard continued use as a potential optimization rather than a design constraint. Avoid using object
recycling unless you have metrics that can demonstrate its value.
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The One-PM -per-Request Design

The one-pm-per-request design obtains a persistence manager at the beginning of each request and closes it after returning the response.
This design appears to gain little from caching because the persistence manager's cache is open for business for only one request. In this
case, appearances can be misleading. A sophisticated JDO implementation will implement a level-two cache below the caching specified by
JDO. The level-two cache underlies all of the persistence managers that the implementation's factories produce. As a result, even a newly
opened persistence manager can benefit from the cached state accumulated from earlier reads of the datastore. For the sophisticated JDO
implementation, very large caching benefits can be obtained because of the level-two cache. Implementations may also pool persistence
managers and datastore connections to gain a performance benefit. As a result, the one-pm-per-request design cannot be ruled out simply
on the basis of an assumed lack of caching.

In general, to gain the benefit of a level-two cache when updating, the application must use an optimistic transaction. For read-only access to
persistent objects, turning on the NontransactionalRead property works equally well. On the other hand, the use of a datastore
transaction implies that the state of the object in memory is synchronized with the state in the datastore. Normally, the synchronization is
guaranteed by loading the state from the datastore. As a result, using a datastore transaction is likely to void the performance benefit
expected from the level-two cache.

In the one-pm-per-request design, the controller servlet closes the persistence manager after the response is generated. As a result, the
application must either stop using the persistent data objects or make them unmanaged before closing the persistence manager. If the
application drops the persistent objects, it will be up to the JDO implementation whether to reuse the application data objects or allow them to
be garbage collected. On the other hand, dropping the objects is not an option when the controller stores these objects in the session as part
of the conversational state. In this case, the controller should make the objects unmanaged. The rental Web application saves conversational
state for its clients by storing unmanaged application data objects in the Ht t pSessi on object associated with the request.

Note To make a persistent application data object unmanaged, the application calls the makeTr ansi ent method in the
Per si st enceManager interface. See Chapter 3 for details.

After the object becomes unmanaged, its usefulness is limited to one or a few more requests, after which it will be replaced with a newer
unmanaged object. In short, closing a persistence manager is likely to turn the persistent objects into garbage either immediately or within a
short time. Since a persistence manager is opened and closed on each request in the one-pm-per-request design, every request generates
new garbage. As mentioned earlier, current versions of the JVM are optimized for garbage collection, and for that reason, the cost of
garbage generation is often an acceptable price for the design's benefits.

Since the persistence manager is closed after every request in the one-pmper-request design, JDO cannot provide a transactional context
that spans requests. As a result, if transactional consistency is required across requests, the application designer must roll his own
versioning scheme that can support an application-defined optimistic transaction that spans requests. The Suppor t sVer si on
interface, found inthe com ysof t . j do. book. rent al . ser vi ce package, and its implementation in the Rent al class used
by the rental Web application shows one way to provide a user-defined optimistic concurrency check.

In order to handle updates, to verify the version, or to accommodate the semantics of HTML, the one-pm-per-request design requires that
transient application data objects or information about them be stored in the conversational state. In order to know what objects the client is
updating, the identity strings of the persistent objects served must be saved. Likewise, in order to verify the version, the version number
obtainable from the Suppor t sVer si on interface must be saved. Finally, as mentioned earlier, the semantics of HTML may require, as

it does in the rental Web application, that the served state be stored in order to process subsequent requests.

A strength of the one-pm-per-request design is simplicity; however, this simplicity can be lost when persistent objects are stored in the
session. If application data objects are stored in the session, then prior to closing the persistence manager, the controller must make them
unmanaged. In doing so, the designer must decide how far to follow the chain of persistent references. Care must be taken to avoid
accidentally storing a persistent object in the session whose persistence manager has been closed.

The one-pm-per-request design is very scalable because there are a variety of ways that conversational state can be stored. The designer
has the choice of using HTML, the session object, or persistent storage. Each choice supports the clustering of servlet containers.

Reviewing the Code of the One-PM -per-Request Example

The Maine Lighthouse Rental Web application is found in the subdirectories under the com/ysoft/jdo/book/rental/servlet directory. The
opr subdirectory contains the application's controller Reser vat i onSer vl et . The util subdirectory contains the



Reser vat i onModel and Sessi onLock classes. The service subdirectory contains the Reser vat i onSer vi ce.

The Reser vat i onSer vi ce configures the properties of the Per si st enceManager Fact or y in the same way for all

requests. It turns on the NontransactionalRead, Optimistic, and RetainValues properties. It turns off the RestoreValues,
NontransactionalWrite, Multithreaded, and IgnoreCache properties.

NontransactionalRead is turned on because the controller starts a transaction only when the client wants to make or cancel a
reservation. The controller does not start a transaction to read persistent state.

The controller uses a JDO transaction when processing an update request. The transactional consistency that spans the view request and
the update request is provided by the controller's use of the application-defined Suppor t sVer si on interface. Optimistic JDO

transactions are used instead of datastore JDO transactions to make the best use of a level-two cache if it is present.

RetainValues is turned on to prevent unnecessary eviction of persistent state after the transaction's commit. The eviction is not needed
since the persistence manager itself will be closed as soon as the response is generated.

Walking Through the Logic That Generates a Response

When a request for dynamic content is received by the servlet container, the container calls the servlet's doGet or doPost method. In the
Reservati onSer vl et , the doGet and doPost methods call a common r espond method in which all of the response logic is
handled.

Obtain a ReservationService and the SessionL ock

The r espond method begins by constructing a new Reser vat i onSer vi ce, as shown in the next lines of code:

/] get the data service for this request
servi ce = new ReservationService();

Inthe Reser vat i onSer vi ce constructor, the code acquires a persistence manager factory from the
get Per si st enceManager Fact or y method in JDOHel per . After getting the factory, the constructor opens a persistence
manager in the usual way. Thereafter, the reservation service uses its persistence manager whenever it needs to access JDO.

After obtaining the service, the controller next obtains the session lock using the following lines of code:

| ock = Sessi onLock. get | nstance(request);
int action = lock.lock(NO ACTION, 20); // lock expires in 20 seconds

The Sessi onLock class ensures that requests from the same client are queued, but it allows requests from different clients to proceed

concurrently. The session lock avoids multithreaded access to a session object or to any objects stored within the session object after the
lock is obtained.

The session lock also identifies the concurrent requests from the same client as redundant requests. In these cases, instead of performing
the action again and repopulating the model with persistent objects, the control servlet simply regenerates the page using the existing model
stored in the session. This allows the controller logic to make any request idempotent during the time that it takes to perform the action and
generate the response. Session locks are implemented as leases that expire after a short period of time. The expiration prevents an
unresponsive thread from locking up a session indefinitely.

Find or Create the ReservationM odel

After getting the service and the lock, the controller next calls the get | nst ance method of the Model Handl e class to find or create a
handle. From the handle, the controller then obtains the model, as shown in the next line of code:
Reservati onModel nodel = Mbdel Handl e. get | nst ance(request). get Model () ;

The handle wraps the model and provides some convenience and debugging features. (The Model Handl e class is found in the
Reservati onSer vl et source file.) The handle's get | nst ance method either creates a new handle in the client's session or finds
the existing handle in the client's session. The get | nst ance method also stores the model in the Ht t pSer vl et Request object
where the JSP that generates the view finds it.



Perform the Action and Populate the M odel

After obtaining the model, the r espond method determines the action to perform. If the | ock method of Sessi onLock returned
NO_ACTI ON, then the method has determined that there are no other current requests from the client. In this case, the controller calls its
get Act i on method, which examines request parameters and the model to determine the action to be performed, as shown in the next
lines of code:
if (action == NO ACTION)

{

action = getAction(request, nodel);
| ock. set Acti on(action);

}

After determining the action, the controller informs the session lock of the action. In this way, the session lock can identify any subsequent
concurrent requests from the same client as redundant. As a result, the controller handles the redundant requests in an idempotent way.

At this point, the r espond method performs the action indicated by the selected action code. In the example, the controller has a private
method for each action. For a more complex application, it would be better to have a separate class for each action.

Generate the Page View

After the controller uses the reservation service to populate the Reser vat i onMbdel with persistent objects, it forwards the request to
the JSP display page. The JSP then uses the model to generate the HTML. Listing 10-3 shows the JSP code that generates the rows of

available rentals. The JSP code iterates over the rows contained in the model. For each row, the JSP begins by putting the starting date of
the week in the first column. It then iterates over the nodes of the model, generating in subsequent columns either a blank or a check box
with a price. The XML tags shown in Listing 10-3 that begin with the "c:" are the core tags from the JSTL.

Listing 10-3: Excerpt from maine.jsp Where the Rental Table Rows Are Generated

<c:forEach var="row' itenms="${nodel.nodel Rows}" >
<tr>
<td align="center">
<c:out value="${row weekString}"/>
</td>
<c:forEach var="node" itens="3${row nodes}" >
<td><div align="left">
<c: choose>
<c:when test="${node. nodifiable}" >
reserve
<i nput nane=
"<%ReservationServl et Const ant s. RESERVATI ON_PARAM/>'
t ype=" CHECKBOX"
val ue="<c: out val ue="${node.id}"/>"
<c:if test="${not node. avail abl e}">CHECKED</c: i f >
<c:if test="%${not nodel.custonmerKnown}">Dl SABLED</c:if> >
<c:out value="${node.priceString}" />
</ c: when>
<c: ot herw se>&nbsp; </ c: ot herw se>
</ c: choose>
</ di v></td>
</c:forEach>
</tr>
</ c: forEach>

When used by the JSP, the Reser vat i onModel usually contains live, that is to say managed, application data objects. In the example,

these live application data objects are used indirectly when the JSP accesses the model. The persistence manager contained within the
Reser vat i onSer vi ce is still open and providing transparent persistence to the live objects. As a result, if the model or the JSP is

modified to navigate the persistent objects in a different way, the change does not affect the code in the controller or service.



Save Conversational Statein the Servlet Session

The rental Web application uses the Ht t pSessi on object to store the conversational state. As mentioned earlier, this is not the only

choice, nor necessarily the best choice. The rental Web example stores the conversational state in the session because this design is
common.

Even though the code favors the session for storing conversational state, some conversational state is stored in the HTML. For example, the
check box controls in the JSP maine.jsp hold table cell (node) identifiers in the value attribute. During an update request, these cell
identifiers are part of the name-value pairs passed in the request to the controller. In turn, the controller passes them to the model to obtain
the corresponding Rent al objects. The example's model remembers only the state that it acquires from responding to the last request
from the client. Any state prior to the last request can be lost. At the same time, browsers normally cache any number of pages and allow the
user to jump around in the request logic. As a result, it is possible for the request to be based on a model state that no longer exists.

There are at least two approaches to handle the possible mismatches that can arise between the request and the model's state. The first
approach forces the browser to reload every page from the server. In this approach, various HTML pragmas are placed in the generated
pages that prevent the browser from caching the page. Forcing a reload on every page will tend to make the Web site unresponsive in the
eyes of the typical user. The second approach is to put a step number in each HTML response and keep the current step number in the
model. The browser can therefore reuse cached pages as desired. If the step sent in the next request is not the step expected, then at the
controller's discretion, the action performed may be different from the action requested. The rental Web example takes this second approach.
The controller increments a count each time a page is served to the client. The count's value is placed in the HTML for its return in the next
request.

Before closing the service, the controller finds all the application data objects in the model and makes them unmanaged. This step occurs
immediately after generating the response, as the following code shows:

/1 forward to display page

forward(forwardTo, request, response);

/1 make the persistent objects in the nodel transient
Col | ection datahj ects = nodel . get Dat aCbj ects();

servi ce. makeTransi ent Al | (dat aChbj ects);

Generate the Page View for a Redundant Request

The | ock method in the Sessi onLock class breaks all requests into two groups: the original request and redundant requests. When no

request owns the lock, the next request that needs it is an original request. Any subsequent request from the same client that seeks the lock
while it is owned is a redundant request. As a result of the original request, the controller performs some action and repopulates the model
with persistent objects. It then asks the view to generate the HTML page. After the view generates the page, the persistent objects in the
model are made unmanaged.

When the | ock method identifies a redundant request, the controller skips the actions it performs for original requests and goes straight to

the view. The view for the redundant request executes the same logic to generate the page, but unlike the original request, it uses
unmanaged data objects in the model. Since the view is simply retracing the logic that generated the page for the original request, the
unmanaged objects have all of the persistent state that the view for the redundant request requires.

Clean Up Before Returning from therespond Method

Before returning, the r es pond method closes the service and releases the session lock inits f i nal 1 y block, as shown in the following
code:

finally
{
if (service !'=null)
service. cl ose();
if (lock '= null)

| ock. unl ock();

}

Inits cl ose method, the service closes the persistence manager that it was using. When the r espond method returns, the request has
been handled and a response has been generated.



At this point, the model remains stored in the session object whose life cycle is controlled by the servlet container. If the container serializes
the session, the model will be serialized with it. As a result, the Model Handl e class, the Reser vat i onMbdel class, and all of the

classes of objects that can be reached by serializable fields must implement the Ser i al i zabl e interface. During development, it is

worthwhile to test session serialization. A debugging and testing servlet can be written whose sole purpose is to serialize the session and
then report on any exceptions, as well as the size of the object graph.

Making and Canceling Rental Reservations

When the client makes and/or cancels reservations, the controller determines from the model and the request which reservations need to be
toggled. It then gets the corresponding unmanaged Rent al objects from the model. As shown in the next line of code, the controller then

sends the affected Rent al objects to the service to have the corresponding persistent objects changed:
servi ce. flipReservations(nodi fi edRental s, nodel.getCustoner());

Within the Reser vat i onSer vi ce, thef | i pReser vat i ons method, shown in Listing 10-4, begins by starting a transaction. It
then gets the identity string from the unmanaged customer. Both the Cust orrer and Rent al class used in the Web example implement
the Suppor t sl dent i t y interface. This interface, which is examined in the next section, defines one method,

get I denti tyStri ng.Ifthe unmanaged Cust orrer object has never been persistent, then there will not be a corresponding
persistent Cust omrer object. Otherwise, the persistent Cust oner object is fetched using the identity string.

Listing 10-4: The fl i pReservati ons Method of the Reser vati onServi ce

public void flipReservations(
Col | ection unmanagedRent al s,
Cust oner unmanagedCust oner) throws
Ext endedOpt i mi sti cExcepti on,
Optim sti cReservati onExcepti on,
Reservati onExcepti on

try

{
/] start the transaction
t x. begin();

/1 get the persistent Custoner
String oidString = unnmanagedCustoner.getldentityString();

/1 find the persistent custoner record
Cust ormer pCustomer = null;

/1 if the unmanaged Custoner object doesn't have an identity string,
// then we have a new customner
if (oidString == null)
pCust oner = unmanagedCust oner ;
/1 otherw se, we find the correspondi ng persistent Custoner object

el se
{
try
{
pCust oner = (Custoner) pm get Obj ect Byl d( pm newChj ect | dl nst ance(
Custoner.cl ass, oidString), true);
cat%:h (JDCDat aSt or eException e)
Ehrow new Ext endedOpti m sti cExcepti on(
"The system has deleted this custoner's record", e);
}
}

/1 get the persistent Rental objects and do the flip



Iterator iter = unnmanagedRental s.iterator();
while (iter.hasNext())

{

Rental uRental = (Rental) iter.next();

0idString = uRental .getldentityString();
if (oidString == null)

{
throw new |11 egal St at eExcepti on(
"unmanaged Rental object without identity string: " + uRental);
}
Rental pRental = null;
try
{

pRental = (Rental) pm get Obj ect Byl d( pm newCbj ect | dl nst ance(
Rental . class, oidString), true);

}
catch (JDCODat aSt or eExcepti on e)
{
t hrow new Ext endedOpti m sti cExcepti on(
"The system has deleted the rental record: " +
uRental, e);
}

/1l if the persistent versions are not conpatible, then throw an error
if (!pRental.isSaneVersion(uRental))

{

t hrow new Ext endedOpti m sti cExcepti on(
"The rental record has been altered by another user, " +
"pl ease review your change and submit it again");

}
if (pRental.getCustoner() == null)

{

/1 make reservation
pRent al . makeReser vati on( pCust oner);

}

el se

{

/1l cancel reservation
pRent al . cancel Reservati on( pCust oner) ;

}
}
conmi t Transaction();
}
finally
{

if (tx.isActive())
tx. rol | back();

}

After determining the value of pCust omrer , the f | i pReser vat i ons method iterates the collection of unmanaged Rent al objects.
Because each of these must have been persistent, each has an identity string that is used to get the corresponding persistent object.

For each Rent al object, the version of the unmanaged object is compared to the version of the managed object to verify that they are the
same. This occurs in the i sSamreVer si on method of the Rent al object. This method is one of the methods specified by the



Suppor t sVer si on interface, whose implementation is examined in the next section. If both objects are not based on the same version,
then the code throws an Ext endedQpt mi st i cExcept i on. In fact, the error shown in Figure 10-5, which occurred because Mary
attempted to reserve a lighthouse that Jim had already reserved, arises at this point in the code.

JDO's optimistic transactional semantics guarantee, at transaction commit, that the version of the Rent al object that the code modifies in

the update request is the latest version in the datastore. On the other hand, the extended optimistic semantics defined in the
Suppor t sVer si on interface guarantees that the version changed in the update request is the version served in the view request.

When the view and update versions are the same, the method makes the change to the reservation status of the Rent al object in the
usual way. The method finishes by committing the transaction. Iniits f i nal | y block, the method ensures that the transaction is not left
active in the event that an exception is raised.

The SupportsldentityString I nterface

In the rental Web application, it is essential that application data objects know their persistent identity. Regardless of where the
conversational state is stored, the essential piece of information is always the persistent identity of the objects that the client modifies. By
using the persistent identity, the controller servlet finds the persistent objects that the client wishes to modify.

The Support sl dentityStri ng interface requires the get | dent i t ySt ri ng method as its only method. By implementing the
Support sl dentityStri ng interface, the application data class ensures that its objects capture their identity strings. In Listing 10-4,
the code callsthe get |1 dent i t ySt ri ng method on unmanaged Cust omer and Rent al objects to obtain the identity strings that
these objects captured when they were persistent. The code in Listing 10-4 then uses the identity strings to find the corresponding persistent
objects.

Listing 10-5 shows the code in the Rent al class that implements the Support sl denti t ySt ri ng interface. The code in the
I nst anceCal | backs methods helps by providing for the automatic capture of the identity string. See Listing 7-2 and the discussion in
the section "Capturing the Identity String" in Chapter 7 for more details.

Listing 10-5: Implementation of the Support sl dentityStri ng Interface in the Rent al Class

public class Rental inplenments SupportsldentityString, |nstanceCall backs,

{
/1 other fields are omitted for brevity
private String AQDString; /1 unmanaged field

/1 constructors and additional nethods omtted for brevity

/1 required by the SupportsldentityString interface
public String getldentityString()
{
if (ADString == null)
{
hj ect oid = JDOHel per.get Gjectld(this);
if (oid != null)
AaDstring = oid.toString();
}

return O DString;
}

/1 Using InstanceCal |l backs to support the identity string
public void jdoPreStore()

{
getldentityString();

}

public void jdoPreDel ete()

{
aDstring = null;

}



public void jdoPostLoad()

{
getldentityString();

}

public void jdoPred ear()

{
getldentityString();

}

In Listing 10-5, the identity string is captured automatically in the callback methods of the I nst anceCal | backs interface. The primary
load-bearing callback is the ] doPost Load method. Alternatively, the application can itself ensure that the identity string is captured by
calling the get I dent i t ySt r i ng method while the object is persistent. For that reason, implementing the | nst anceCal | backs
interface is optional when implementing the Suppor t sl denti t ySt ri ng interface.

The SupportsVersion I nterface

The Support sVer si on interface extends both the Support sl denti t ySt ri ng interface and the | nst anceCal | backs
interface. Both interfaces are essential for the implementation of the Suppor t sVer si on interface. The Suppor t sVer si on
interface requires two methods, i sSaneVer si on and get Ver si on.

Listing 10-6 shows the implementation of the Suppor t sVer si on interface for the Rent al class. For clarity, Listing 10-6 does not
show the code in Listing 10-5 that implements the Suppor t sl denti t ySt ri ng interface.

Listing 10-6: Implementation of the Support sVer si on Interface in the Rent al Class

public class Rental inplenments SupportsVersion,

{
/1 other nmanaged and unmanaged fields omtted for brevity
private int user Ver si on;

/1 constructors and other nethods onitted for brevity

public void jdoPreStore()
{

user Ver si on++;
// other work in this call back

}

/1 other InstanceCall backs nethods are onitted for brevity.

publ i c bool ean i sSaneVer si on( Gbj ect pc)

{

bool ean retv = fal se;

/1 if two objects have the same persistent identity, then
/1l conpare their versions
if (this.equals(pc))
retv = (userVersion == ((SupportsVersion) pc).getVersion());
return retv;

}

public int getVersion()
{

return user Version;



When implementing the Suppor t sVer si on interface, the j doPr e St or e callback is used to increment the user Ver si on. The
j doPr eSt or e callback is ideal for this purpose, since it is called for modified as well as new persistent objects when the transaction is
committing.

The i sSanmeVer si on method returns true when the object passed to it is a Rent al object with the same identity string and version
number as t hi s. The version number refers to the version of the persistent state that was loaded. It does not change when the object
becomes dirty or unmanaged. It changes only when the persistent state in the datastore is modified.

Overriding the Equals and hashCode M ethods

When an application data class captures its identity string, its equal s method can use the identity string to determine object equivalence.

Although Java allows each class to define the semantics of equivalence, in the case of application data classes, there are two reasons why it
makes good sense to use persistent identity as the touchstone of object equivalence. First, JDO uses persistent identity to define the
uniqueness requirement and to define object equivalence within persistent collection fields. Second, when the application must deal with
unmanaged application data objects that are generated from persistent objects and that hold changes to apply to persistent objects,
questions about persistent identity become fundamental questions that the equal s method is ideally suited to answer. For example, in

Listing 10-6, the i sSameVer si on method uses the equal s method of the Rent al object to determine whether two distinct objects
in memory refer to the same persistent state before it determines whether the two objects started with the same version of that state.

Listing 10-7 shows the implementation of the equal s and hashCode methods for the Rent al object. Both methods use the
get I denti t ySt ri ng method shown in Listing 10-5 to obtain identity strings.

Listing 10-7: The equal s and hashCode Methods for the Rent al Application Data Class

/1 two application data objects are equal when and only
/1 when they are nmenbers of the sane class and
/1 their identity strings are equal
public final bool ean equal s(Cbj ect other)
{
if (this == other)
return true;

[l return fal se when other is not

/[l a Rental object or is null,

/1 or this has no identity string

String ny_id = getldentityString();

if (!(other instanceof Rental) || my_id == null)
return fal se;

String other_id = ((Rental) other).getldentityString();
return ny_id. equal s(other_id);
}

public final int hashCode()
{
String s = getldentityString();
return (s !'=null) ? s.hashCode() : super.hashCode();
}

Although the application has the freedom to define an equal s method, Java imposes a contract on the implementation of the equal s
method. This contract also applies to the hashCode method. To satisfy the contract for an inheritance tree of application data classes, the
equal s and hashCode methods should be defined in the least-derived application data class where the persistent identity is fully
defined. After all, these methods depend on knowing what the persistent identity is. In the case of datastore identity, the appropriate class is



the least-derived application data class in the hierarchy. In the case of application identity, each class in the hierarchy that the JDO metadata
associates with a concrete application identity class would override the equal s and hashCode methods. Because the equal s and

hashCode methods are fixed for any application data classes deriving from the application data class that defines them, the code in
Listing 10-7 applies the f i nal modifier to the equal s and hashCode methods.

Note To learn about the contract that applies to the equal s and hashCode methods, see the Javadoc for the Cbj ect classin
the Java SDK. For a detailed discussion of application identity in class hierarchies, see Chapter 5.

Using the Rental Swing App with the Rental Web App

If you use both the rental Swing application and the rental Web application at the same time (this is not possible with the reference
implementation because the datastore is not multiuser), note that there is some incompatibility between the two versions. The version of the
Rent al class used for the Swing application does not implement the Suppor t sVer si on interface. It does have the

user Ver si on field for data schema compatibility, but it does nothing with it. The rental Swing application relies on JDO transactional
semantics, and therefore the implementation of the Suppor t sVer si on interface has been omitted for simplicity. Likewise, the versions
used in the Swing application do not implement the Suppor t sl dent i t y interface. As a result, the rental Swing application can use the

version of the application data classes that the rental Web application uses, but the opposite is not true. Therefore, to use the two
architectures together, build the targets in the following order: clean-out, rental-servlet-opr, rental-gui.




[« erevious [nexr o
The One-PM -per-Session Design

In the one-pm-per-session design, when the controller receives a request, it begins by looking in the Ht t pSessi on object for a handle to
the service. If it does not find one, it creates a handle to the service and stores it in the session. The handle is used to wrap the service so
that the service can be closed when the session is serialized or invalidated. The handle reacts to session invalidation or serialization in the
callbacks defined by the Ht t pSessi onBi ndi ngLi st ener interface and the Ht t pSessi onAct i vati onLi st ener
interface defined in the j avax. ser vl et . ht t p package.

Like the one-pm-per-request design, this design can benefit greatly from the level-two cache of a sophisticated JDO implementation. Unlike
the one-pm-per-request design, this design can supply some caching benefit when a level-two cache is not present. By turning on the
NontransactionalRead, Optimistic, and RetainValues properties in the transaction, the application can cause the persistence
manager to accumulate persistent state across requests from the same client. At the same time, the issue of managing cache size or age is
not serious because the persistence manager is serving only one client for the duration of his visit. If the user needs to refresh the entire
cache from time to time, a button to request this action can be provided.

The one-pm-per-session design may generate less garbage during a client's visit to the Web site than the one-pm-per-request design—but
only if the dynamic pages reuse a lot of the same persistent objects. Otherwise, the amount of garbage is about the same.

The one-pm-per-session design appears to shine when considering transactions. If transactions are used, then a JDO transaction is
available to tie the request that generates the view to the request that performs the update. As a result, there is no reason for the application
to define a versioning scheme.

Close examination reveals, however, that this design gains little in performance while either introducing complexity or jeopardizing scalability.
Unless the JDO implementation does not provide a level-two cache, this design's increased use of the persistence manager's cache offers
little advantage. At the same time, the reduction in garbage generation may not be significant.

As described earlier, the persistence manager cannot be serialized and should be closed when the session is serialized. Although session
serialization can be avoided by configuring the servlet container to turn it off, to do so jeopardizes load handling and clustering. Any failure to
scale is a serious flaw in most Web applications. To support session serialization, the application detects when session serialization occurs
and closes the persistence manager on these occasions. If the persistence manager may be closed between requests, then any advantages
hoped for by keeping the persistence manager open may or may not be present when a request is processed. To maintain scalability, the
code must be able to handle the request even when the persistence manager has closed. For much work, little is gained over the one-pm-
per-request design.

In short, the one-pm-per-session design gains little in performance, potentially loses in scalability, and complicates the design and the code.
For these reasons, it cannot be recommended over the one-pm-per-request design.
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The One-PM -per-Update Design

In the one-pm-per-update design, one persistence manager is shared for all requests that read persistent objects. At the same time, each
request that modifies persistent objects creates and closes a persistence manager for the update.

In most Web applications, the number of HTTP requests that modify information is much less than the number of requests that read, but do
not modify, information. Most interactive use of persistent data, regardless of the persistence mechanisms or the deployment architecture,
share this characteristic. Like the other designs, the one-pm-per-update design benefits from any level-two cache supplied by the
implementation, but when the JDO implementation does not provide a level-two cache, the shared read-only persistence manager offers the
maximum performance benefit from the JDO-defined cache.

If the design avoids making persistent objects transient on each request, then this design also minimizes garbage collection since the shared
read-only persistence manager will reuse the same persistent objects as long as the persistence manager remains open.

In this design, the NontransactionalRead property of the read-only persistence manager is turned on, since this persistence manager
does not use transactions at all. The Multithreaded property must also be turned on, since multiple threads will be sharing the same
persistence manager. Turning on the Multithreaded property may decrease the performance of the persistence manager, as it may now
turn on some synchronization and turn off some optimization to accommodate the application's multithreaded use. At the same time, there
can be some queuing of activities in the persistence manager. For example, while the database connection is being used to run a query for
one thread, other threads seeking to execute queries may be held up.

The best approach for scaling up is to store the service that uses the shared persistence manager in an instance field of the servlet where it
will be shared by all threads running in the servlet instance. The service that uses the shared persistence manager is initialized in the
servlet'si ni t method. When the container notices an increased load, it will likely create another instance of the servlet, which initializes its

own service using a different read-only persistence manager that is shared among the requests processed by the new servlet instance.

The transactional issues for the one-pm-per-update design are the same as for the one-pm-per-request design. Since the read occurs in one
persistence manager and the write occurs in another, there is no opportunity for JDO to provide a shared transactional context. To provide
concurrency control, the application must roll its own version control, such as the Suppor t sVer si on interface described earlier.

Implementing the one-pm-per-update design can be surprisingly complex. The complexity revolves around managing the cache of persistent
objects in one or more shared read-only persistence managers. When an update request modifies persistent objects in its own persistence
managet, the persistent objects in all of the read-only persistence managers that refer to the same database object must be reloaded with
the new state. Otherwise, the read-only persistence managers become quickly outdated. Likewise, the read-only persistence managers must
reload the appropriate persistent objects when optimistic concurrency failures occur in the write transactions. Otherwise, they continue to
serve outdated information.

Writing a cache synchronization scheme is not a simple task because there may be multiple shared read-only persistence managers in
multiple, clustered servlet containers. Instead of writing cache synchronization code, the application's best option is to use a JDO
implementation that provides for cache synchronization. Although cache synchronization is not defined by JDO, some implementations
provide them as a value-added feature.

If the JDO implementation or the application provides a way to keep the objects in the read-only persistence managers up-to-date, then the
shared read-only persistence manager can be kept open for the life of the servlet. In this case, the servlet closes its read-only persistence
manager in its dest r oy method, which the servlet container calls just prior to removing the servlet from service.

Since any JDO implementation that offers cache synchronization across persistence managers is very likely to offer a level-two cache of
persistent state, the benefit of using the one-pm-per-update design over the one-pm-per-request design comes down to the value of
continuing to use the same persistent objects for all reads rather than creating new persistent objects on each request that soon become
garbage. For this reason, the one-pm-per-update design promises some improvement in performance and scalability over the one-pm-per-
request design.

To realize a performance benefit with the one-pm-per-update design, the Web application must avoid storing persistent objects in the session
object. Since the container serializes the session when the container comes under load, the managed application data objects become
unmanaged objects. As a result, they soon become garbage and thereby negate the expected benefit of the design at precisely the point
when the benefit is needed.

An example of the one-pm-per-update design is not presented in this book because the cache synchronization on which it depends is most



economically viewed as a feature that the JDO vendor, rather than the application, should supply.
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Summary

Successful Web applications are built on technologies whose failure modes are well understood. Nothing beats simplicity of design and
unquestioned support for scalability when a Web site must run 24x7. When introducing JDO into this deployment environment, the one-pm-
per-request design offers many advantages. It leverages the sophistication of the JDO implementation when it comes to the caching of
persistent state and connections. Whatever scheme is adopted to support conversational state, support for clustering and session spooling is
not compromised. Debugging this design appears to be straightforward. In essence, this design uses JDO to simplify the access to persistent
state without introducing any complexities, limitations, or potential flaws. The only limitation of this design that is not addressed by JDO or
opened to being addressed by the JDO implementation is support for an optimistic concurrency control that spans client requests. The
application can address this deficiency for the simple cases with a minimal amount of application code that supports an application-defined
versioning scheme.

On the other hand, the one-pm-per-update design, if used with a JDO implementation that supports cache synchronization across
persistence managers, promises somewhat better performance. To realize the better performance, the application needs to avoid making
persistent objects transient—an act that would create the garbage that the design otherwise avoids.

The next chapter examines the use of JDO in Enterprise JavaBeans. It examines a stateless session bean that implements yet another

variation on the reservation services that have been presented so far. Since EJBs are not themselves applications, a variation of the rental
Web application described in this chapter rounds out the complete application presented in the next chapter.

[« previous [ nexr o |
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Chapter 11: Using JDO in Enterprise JavaBeans

Overview

Contrary to a common misconception, JDO is not a replacement for Enterprise JavaBeans (EJBs). The EJB specification is primarily
concerned with sharing access to remote objects and controlling distributed transactions, while JDO is primarily concerned with an object's
relationship to persistent storage. Nevertheless, EJB containers and JDO provide overlapping services for managing objects. Both provide
transactional semantics for objects, and both entity beans and persistent objects have mechanisms that tie object state to persistent storage.
Although the overlap in services fosters the misconception that JDO and EJBs are in competition, in fact, JDO can be used with EJBs, and to
some extent, it eases their development.

There are three basic types of EJBs: session beans, entity beans, and message-driven beans. Session beans are the oldest type and have
been used extensively in real-world development. There are two common patterns for building session beans that interact with a datastore.
In the first pattern, which might be called the Session-Only pattern, the session bean talks directly to the datastore. The session bean
might be stateless or stateful. Likewise, it might use container-managed transactions (CMT) or bean-managed transactions (BMT). In the
past, the session bean used a datastore API such as JDBC to access persistent state. Meanwhile, the bean's business methods serve the
client by returning and accepting serialized objects.

JDO plugs neatly into session beans that use the Session-Only pattern by replacing the code that calls the datastore API. As a general rule,
the amount of code needed to use JDO is quite a bit less than the code it replaces. It is also more powerful, providing caching of persistent
state, transparent navigation of the object model, and so forth. The EJB client, however, is unaware of the change. The client continues to
pass and receive serialized objects that are not persistent.

The Session Facade pattern is the second pattern used for session beans. In this pattern, the session bean often uses entity beans to
retrieve and store persistent state and generally uses CMT. It continues to interact with the client by passing and receiving serialized objects
that are not persistent. In this pattern, introducing JDO does not change the client or the session bean. Instead, the change occurs in the
entity beans. Alternatively, because JDO simplifies the access to persistent state, it may be reasonable to replace the use of entity beans in
the Session Facade pattern with the use of JDO in the Session-Only pattern.

Entity beans may use container-managed persistence (CMP) or bean-managed persistence (BMP). When they use CMP, no persistence-
related code is included inside the application code of the entity bean, and as a result, there is no reason to use JDO. It is possible that the
container itself will use JDO to implement CMP, but that is a different story altogether. When the entity beans use BMP, the application
developer can replace the code that calls the datastore API code with the simpler code that calls JDO.

The JDO Learning Tools use JBoss, an open source product, as the EJB container. After describing the steps required to set up JBoss and

run the builds, this chapter examines the final iteration of the rental application. In this case, it is an enterprise application that uses an EJB to
implement the reservation service. The rental enterprise application uses an HTML client that is very much like the one presented in Chapter

10. To the user it appears identical, but the controller servlet is somewhat different.

After examining the rental enterprise application, this chapter goes on to explain how to build the quote server application that Chapter 6
discusses. The quote server is a simple service that is implemented in the following EJB types:

. Stateless CMT session bean
. Stateless BMT session bean
. Stateful CMT session bean

. Stateful BMT session bean

. BMP entity bean

Although the quote server example is simple, it shows JDO at work in many types of EJBs. One console client exercises all incantations of
the quote server EJB.

In particular, the Quot eSer ver Cl i ent directly uses the entity bean version of the quote server. Having the user interface directly use
an entity bean is generally a bad design for an application. The indictment, however, applies to the client's design and does not implicate the



design of the entity bean. The quote server entity bean provides a good example of the use of JDO within a BMP entity bean. Although
flawed, the Quot eSer ver Cl i ent demonstrates and tests the entity bean, as well as the other EJB types.

[rreviovs [
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Configuring the Build Environment for JBoss

The rental enterprise application is part of the JDO Learning Tools. Its build target is rental-servlet-ejb. Chapters 8 and 10 describe how

to configure the build environment and execute builds. If you have followed the instructions presented in these chapters successfully, you are
ready to perform the additional configuration steps presented here. If you did not perform the configuration described in Chapters 8 and 10,

you must perform the seven configuration steps described in Chapter 8 and the three configuration steps described in Chapter 10.

Thereafter, continue with the following six configuration steps, which allow you to build the rental enterprise application. These configuration
steps also allow you to build the five quote server EJBs.

Step Eleven: Install JBoss

In this step, you install the JBoss EJB container. JBoss is a full J2EE container that can be obtained with either a built-in Tomcat servlet
container or a built-in Jetty servlet container. The JDO Learning Tools were developed using JBoss 3.0.4 with the Jetty servlet container. Any
later version of JBoss should work equally well. If you don't have a suitable version of JBoss installed, go to the following URL: ht t p: / /

www. | boss. or g. Follow the links to a download of JBoss with Jetty. Then unzip JBoss to install it. Follow the instructions that come with

JBoss to start it up. If JBoss is properly installed and running, the URL ht t p: / / | ocal host : 8080/ j nx- consol e displays the
JBoss service manager page.

The directory where you installed JBoss is referred to as the jboss-home directory in this book.

Estimated time for this step, excluding download: 30 minutes

Step Twelve: Configure JBoss and Tomcat to Work Together

In this step, you perform some configuration of JBoss that is required in order to be able to use JBoss with a stand-alone Tomcat installation
configured as described in Chapter 10. The default JBoss configuration with Jetty uses some of the same ports as the default stand-alone
Tomcat installation. There are a number of ways to resolve the port conflicts. You could use the built-in Jetty servlet container instead of the
stand-alone Tomcat servlet container. Changing to the Jetty servlet container would require some modification of the build scripts. On the
other hand, instead of using JBoss with Jetty, you could install JBoss with Tomcat. This change may also require some modification of the
build scripts. The solution used in this book is to tweak the configurations of Tomcat and JBoss so that both can run together on the same
machine as stand-alone services. In this fashion, those who are not interested in the EJB examples do not have to wrestle with an EJB
container.

To run stand-alone Tomcat on the same machine as JBoss with Jetty, you make one modification to a JBoss configuration file and one
modification to a Tomcat configuration file. First, edit the jboss-service.xml file found in the following directory under the jboss-home
directory:

server/defaul t/depl oy/j bossweb. sar/ net a-i nf

Within this file, find the place where an AJP13 listener is added on port 8009. Comment out the portion of the XML defined by the Cal | tag.
This prevents both Tomcat and JBoss from attempting to listen on the same port for proxy calls from a Web server.

Next, edit the server.xml file in the config directory under the tomcat-home directory. Find the place where the "Coyote HTTP/1.1
Connector on port 8080" is configured. Alter the port to another port, say 8000. This change reconfigures Tomcat to listen for HTTP
connections on port 8000. Jetty within JBoss will continue to listen for HTTP connections on port 8080. The change is made in the Tomcat
file because it can be changed in one place. Several JBoss configuration files specifically mention port 8080. After restarting Tomcat, you
should be able to connect to Tomcat's documentation page by going to the following URL in your Web browser:

http://1 ocal host: 8000

After making the change, you would now use the new port number rather than the default port number of 8080 when following the examples
in Chapter 10.

Estimated time for this step: 10 minutes


http://www.jboss.org/
http://www.jboss.org/

Step Thirteen: Configure Build Properties

In this step, you configure the build environment for JBoss. Edit the default.properties file in the bookants directory under your
bookcode-home directory. Set the jboss.home property to point to your joboss-home directory.

Estimated time for this step: 5 minutes

Step Fourteen: Replace JIDO Reference | mplementation

If you have been using the JDO reference implementation for the examples up until this point, then in this step, you must switch to another
implementation. You can skip this step if you have not been using the reference implementation of JDO.

Although it is possible to configure the JDO reference implementation for use with an EJB, the 1.0 reference implementation when used in
this way is quite buggy. It is possible that later versions of the reference implementation will work better with EJBs. Until then, you should
switch to one of the commercial implementations of JDO that offer free time-limited licenses.

If the vendor offers multiple versions of the JDO implementation, be sure to download the version that supports deployment to EJB
containers. This is usually the more expensive product.

The commercial implementations have licensing schemes that require a license file or license key. You may have to request the trial license
file or key, or the vendor may send it to you automatically as a result of downloading the trial version. Consult the vendor's documentation for
more information about the license deployment issues.

The 1.0 version of the JDO Learning Tools contains builds for the Kodo, Lido, and IntelliBO commercial implementations. Later releases of
the JDO Learning Tools may have builds for other commercial or open source implementations. To make the switch, go to Chapter 8 and

follow the instructions for steps five through seven. The end of Chapter 8 also has a few comments about how the build scripts differ between
the different JDO implementations.

Next, you need to deploy the datastore driver that the JDO implementation will use. You will have to determine what database you are using,
and you may have to consult the vendor's documentation, to determine the JDBC driver to deploy. Once you determine the driver, copy its

Jar or zip file to the server/default/lib directory under your jpboss-home directory. When JBoss is started, you should see this file
mentioned in the console log.

The builds in the JDO Learning Tools version 1.0 were tested with trial versions of the following commercial products:
. Kodo2.4.1
. Lido14.1
. IntelliBO 3.1.0

Later versions should work equally well.

Estimated time for this step, not including download: 1 hour

Step Fifteen: Configurethe JDO Connection Factory

In this step, you create the configuration file for a JDO connection factory. JBoss accepts a pair of connection factory files, an xxx.rar file
and a matching xxx-service.xml file, where xxx is an informative name such as kodo, lido, or intellibo. Some JDO vendors provide the
RAR file prebuilt, and others require that it be built by the application developer.

The service XML file configures the JDO connection factory. The configuration properties generally correspond to the configurable properties
ofaPer si st enceManager Fact ory, except that the properties are expressed in XML rather than in a Java properties file. The

builds supplied with the JDO Learning Tools will build the RAR files if necessary, and they come with the corresponding service XML file that
worked in the test environment.

The following three build targets use a connection factory:

. sayings-stateless-cmt



. sayings-entity
. rental-servlet-ejb

The corresponding service XML files are contained in tool directories found under the com/ysoft/jdo/book/sayings/persistent directory
and under the com/ysoft/jdo/ book/rental/ejb directory. The tool directories have the obvious names kodo, lido, and intellibo.

Since the service XML file is vendor dependent, the vendors of JDO implementations may modify this file in later versions of their product. To
ensure that the service files that you are using are the latest ones available, rename the service files for your selected JDO implementation,
which you can find in the JDO Learning Tools. Next, find the sample service XML file provided by the vendor and copy it to the JDO Learning
Tools source, placing it beside the files that you renamed. Then edit the new service XML files, making sure that the settings are compatible
with your runtime environment and compatible with the settings found in the original files that you renamed.
The remaining three build targets, listed here, use a persistence manager factory:

. sayings-stateless-bmt

. sayings-stateful-bmt

. sayings-stateful-cmt
These builds use a properties file to configure the persistence manager factory. Nevertheless, they also require that the RAR files be
deployed. Deploying the RAR files makes the JDO implementation files available to any EJB, even to those EJBs that use a persistence

manager factory instead of a connection factory.

Estimated time for this step: 30 minutes

Step Sixteen: Configure JNDI

In this step, you verify that the JNDI configuration for JDO Learning Tools is appropriate. The tools assume that the EJB container will be
deployed on your machine. Consequently, the JNDI configuration refers to the localhost as the host machine for a JNDI lookup. If you have
JBoss deployed on a remote machine, you will have to edit this configuration. It is found in the jndi.properties file in the resources
directory under the bookcode-home directory.

Estimated time for this step: 5 minutes

You are now ready to build the rental enterprise application and the quote server examples.
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Building the Rental Enterprise Application

To build the rental enterprise application, go to the bookants directory under your bookcode-home directory. Build the clean-out target
first by executing the following command:

ant cl ean-out

Assuming that you have built some of the examples from Chapters 8 and 9, you will see output that looks like the output in Listing 10-1 in
Chapter 10.

By building the clean-out target first, you remove any compiled versions of the rental application classes that were built with either the

rental-gui target or the rental-servlet-opr target. The rental Swing application and the rental Web application can use the versions of the
application data classes built by the rental enterprise application, but the reverse is not true. The rental enterprise application cannot use the
version of the application data classes built by either the rental Swing application or the rental Web application. See the section "Changes to

the Application Data Classes" later in this chapter for more information.

Next, build the rental enterprise application's target. Execute the following command:
ant rental -servlet-ejb

You should see output that looks like the output shown in Listing 11-1. Building this target will shut down Tomcat if it is running. It does not
shut down JBoss.

Listing 11-1: Excerpts of Expected Output from Building the rental-servlet-ejb Target

E: \ Bookcode\ bookant s>ant rental -servliet-ejb
Bui l dfile: build.xn

ar e- we-r eady:

verify:

di e-w t hout - JBoss:

rental -ejb:

[jar] Building jar: E:\Bookcode\serverjars\reservationservice.jar
[jar] Building jar: E:\Bookcode\clientjars\reservationclient.jar

[ echo] returned from conlysoft/jdo/book/rental/ejb/build. xn

[copy] Copying 1 file to E:\jboss304\server\defaul t\depl oy

[echo] returned from ants/jboss. xm

[ echo] depl oyi ng kodo. rar

[copy] Copying 1 file to E:\jboss304\server\defaul t\depl oy

[copy] Copying 1 file to E:\jboss304\server\default\depl oy

[echo] calling confysoft/jdo/book/rental/ejb/build. xm

di e-w t hout - Tontat :
rental :

[mkdir] Created dir: E:\Bookcode\warfiles\inages

[ copy] Copying 3 files to E:\Bookcode\warfil es\images

[copy] Copying 7 files to E: \Bookcode\warfiles\web-inf\lib
[delete] Deleting 8 files from E:\ Bookcode\tenp
[del ete] Deleting 42 files fromE: \tontat4. 1. 12\ webapps\rent al
[del ete] Deleted 14 directories fromE: \tontat4. 1. 12\ webapps\rent al

[ copy] Copying 39 files to E:\tontat4. 1. 12\ webapps\rental

[echo] You'll have to restart Tontat

BUI LD SUCCESSFUL
Total tinme: 1 mnute 7 seconds



To run the rental enterprise example, start up JBoss, start up Tomcat, and start up a Web browser. After these programs have completed
their startup, visit the following URL:

http://1 ocal host: 8000/ rental /controller

This will bring up a Web page that looks something like the page in Figure 10-1 in Chapter 10.

A Few Additional Tips

Although it should not happen, in fact, some JDO implementations have broken the JBoss hot-redeploy feature. As a result, you may need to
stop and restart JBoss after building any of the EJB targets. Certainly, if you did not restart JBoss and something is broken, it is worth a try to
see if the bounce fixes it.

If you change implementations after building some of the EJB targets, you will need to remove the old implementation's xxx.rar and Xxx-
service.xml files from the server/default/deploy directory under your joboss-home directory. You will also want to remove from the
same directory the EJB jars that you deployed with the old implementation.

Using the Rental Enterprise Application

The user interface of the rental enterprise application is identical to the user interface of the rental Web application. As a result, to walk
through the rental enterprise application, follow the instructions in Chapter 10. Remember that Tomcat is no longer configured to use its

default HTTP port of 8080.
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Design of the Rental Enterprise Application

The rental enterprise application is a straightforward port of the rental Web application. Only a few classes change. The biggest change
occurs for the Reser vat i onSer vi ce whose objects in the rental Web application are local to the controller servlet. In the rental

enterprise application, the Reser vat i onSer vi ce changes to a business interface that is implemented by the
Reservati onSer vi ceEJB. Likewise, the Reser vat i onSer vl et changes to accommodate the use of a remote EJB instead
of a local object.

Design of the Reservation Service EJB

The reservation service EJB is implemented as a stateless CMT session bean. It uses the Session-Only pattern. These choices were made
primarily for simplicity. Stateless CMT session beans are the simplest beans, and the Session-Only pattern is the simplest way to use them.
This type of EJB is also quite sufficient for the rental application.

The Reser vat i onSer vi ceEJB uses a connection factory to get a persistence manager. Since the EJB container is managing
transactions, each business method obtains a persistence manager and releases it before returning. See Chapter 6 for a discussion of the
design constraints for the various types of EJBs. The service may use either a JDO datastore or optimistic transaction.

As shown in Figure 11-1, several classes and interfaces make up the deployed reservation service EJB. The application supplies the
Reservati onServi ceHone, Reservati onSer vi ceRenpt e, and Reser vat i onSer vi ce interfaces. It also supplies
the bean implementation in the Reser vat i onSer vi ceEJB class. The EJB API supplies the EJBHone, EJBObj ect , and
Sessi onBean interfaces. The Reser vat i onSer vi ce interface defines the business methods of the reservation service EJB. The
Reser vati onSer vi ceEJB class implements the Reser vat i onSer vi ce interface, and the

Reser vati onSer vi ceRenpt e interface extends it. The application classes shown in Figure 11-1 are found in the com ysof t .

j do. book.rental . ejb.serviceandcom ysoft.jdo. book.rental.ejb.service.inpl packages.
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Figure 11-1: The deployed reservation service EJB

As shown in Figure 11-1, the communication between the servlet and the EJB occurs between two proxies, a stub and a skeleton, that
communicate by means of a network protocol such as RMI or RMI-IIOP. Both implement the Reser vat i onSer vi ceRenpt e

interface. The skeleton, which resides on the EJB server, delegates invocations of the business methods to an instance of the
Reser vat i onSer vi ceEJB. The EJB container is responsible for generating the stub and skeleton classes. JBoss creates these

dynamically.

The Reser vat i onSer vi ceLocat or, shown in Figure 11-1, is a utility class that finds a stub that implements the
Reser vat i onSer vi ce interface. The enterprise application's Reser vat i onSer vl et uses the stub just as the Web application
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uses a local instance of the Reser vat i onSer vi ce class.

Encapsulated Changesin the Reservation Service

There are only a few important differences between the Web application's Reser vat i onSer vi ce class and the enterprise
application's Reser vat i onSer vi ce interface and its implementation in Reser vat i onSer vi ceEJB. The changes can be

divided between those that are encapsulated within the implementation of the service and those that alter the public interface of the service.
The changes that alter the public interface, in turn, cause changes in the Reser vat i onSer vl et that uses the service.

There are several encapsulated changes. To begin with, the Reser vat i onSer vi ceEJB must have the life cycle methods required by
the j avax. ej b. Sessi onBean interface. Since it will be deployed in a CMT session bean, it must give up the transactional control
that it exercised in the local service. The EJB container will start a transaction when the Reser vat i onSer vl et calls a method in the
Reser vat i onSer vi ce interface, and the container will either commit or roll back the transaction prior to returning control to the
servlet.

Another pervasive difference leads to quite a few code changes. In the Web application's Reser vat i onSer vi ce class, the lifetime of
the Per si st enceManager and the lifetime of the Reser vat i onSer vi ce are coincident. In the
Reser vat i onSer vi ceEJB, |the lifetime of the persistence manager is coincident with the execution of the business method. Each

business method in the EJB obtains a persistence manager, uses it, and closes it before returning. This change leads to a variety of minor
changes in initializing queries and closing the persistence manager.

Like the Web application's Reser vat i onSer vi ce, the Reser vat i onSer vi ceEJB returns persistent objects, but unlike the
Web application, the enterprise application's Reser vat i onSer vl et does not receive persistent objects. Instead, it receives
unmanaged application data objects because the skeleton, shown in Figure 11-1, serializes the persistent objects out to the stub. The
change from managed to unmanaged objects has effects that are both encapsulated and public.

For the reasons discussed in Chapter 6, the Reser vat i onSer vi ceEJB uses the utility method r espond incom ysoft. j do.
book. common. ej b. EJBHel per to preserialize the persistent objects returned to the Reser vat i onSer vl et .

Public Changesto the Reservation Service

Porting the Web application's Reser vat i onSer vi ce to an EJB forces a couple of changes to the public interface of the

Reser vat i onSer vi ce. To begin with, of course, the mechanism to obtain a reference to an object implementing the service has
changed. Whereas the Web application's servlet could simply construct its Reser vat i onSer vi ce, the enterprise application must
obtain a home interface to the EJB and use it to obtain a stub that implements the Reser vat i onSer vi ce. The get utility method in
the Reser vati onSer vi ceLocat or encapsulates this work. In addition, the Reser vat i onSer vi ce no longer hasa cl ose
method. Instead, the Reser vat i onSer vl et releases the remote service by calling the stub's r enov e method specified in the
EJBObj ect interface. The r el ease utility method in the Reser vat i onSer vi ceLocat or encapsulates this work.

The next change occurs in the signatures of the business methods in the Reser vat i onSer vi ce interface, which may now throw a

j ava. rm . Renot eExcept i on. Each method in the Reser vat i onSer vi ce interface declares Renot eExcept i oninits
t hr ows clause. In contrast, the business methods in the Web application's Reser vat i onSer vi ce do not declare a

Renot eExcept i on. Indeed, neither does any business method in the Reser vat i onSer vi ceEJB declare a

Renot eExcepti oninitst hr ows clause. The Renpt eExcept i on is declared in the enterprise application's

Reser vat i onSer vi ce interface because the corresponding business methods in the stub and skeleton classes are engaged in the
business of communicating over the network. Therefore, they throw a Renbt eExcept i on when they encounter difficulty communicating.

The signature of the f | i pReser vat i ons method in the Reser vat i onSer vi ce also changes. Like the other business methods
inthe Reser vat i onSer vi ce interface, it adds the Renot eExcept i ontoitst hr ows clause. It also drops the application-
defined Opt i m sti cReservati onExcepti on fromitst hr ows clause. Even if the EJB uses JDO's optimistic transactions,
there is no opportunity for the f | i pReser vat i ons method in the Reser vat i onSer vi ceEJB to detect an optimistic transaction
failure and report it by throwing an Opt i mi sti cReser vati onExcept i on.InJDO 1.0, the JDO runtime throws a

JDQUser Except i on when it discovers an optimistic lock failure, and in JDO 1.0.1, it throws a

JDOOpti m sticVerificati onExcepti on. Since the container commits the transaction after the bean's business method



returns, there is no opportunity for the bean developer's code to handle the exception. Since both types of exceptions are unchecked
exceptions, the EJB container rolls back the transaction and disposes of the bean instance if the JDO implementation throws either one.

However, the f | i pReser vat i ons method can still detect a difference between the version of a Rent al object that the client returns
to it and the version of the Rent al object that it finds to modify. As a result, the f | i pReser vat i ons method still throws the
application-defined Ext endedOpt i m st i cExcept i on. When this occurs, the method calls the set Rol | backOnl y method in
the j avax. ej b. Sessi onCont ext object to ensure that any changes made to persistent objects up until that point cannot be
committed.

Changesto the Application Data Classes

In the rental Web application, all of the application data classes implement the Ser i al i zabl e interface and two of them, Rent al and
Cust orrer , implement the Support sl denti t ySt ri ng interface. As you may recall from the section "The SupportsidentityString
Interface" in Chapter 10, Suppor t sl denti t ySt ri ng is the application-defined interface that allows an application data class to
capture its identity string and use that identity string in equality comparisons. In the enterprise version, the Li ght house class must also
implement the Support sl denti t ySt ri ng interface.

Why is this change to the Li ght house class required in the EJB version of the reservation service but not in the servlet version? To
answer this question, it is necessary to understand a little more about how the Reser vat i onMbdel obtains and uses Li ght house
objects.

Before initializing the Reser vat i oniMbdel object, the Reser vati onSer vl et calls two methods in the

Reservati onSer vi ce. One method returns a collection of Rent al objects, and the other method returns a list of Li ght house
objects. The i ni t Rent al s method inthe Reser vat i onMbdel places each Rent al object from the collection in a column under
its lighthouse. It does this by looking up the Li ght house object associated with the Rent al object in the list of Li ght house
objects. If the rental's Li ght house object is the first lighthouse on the list, the rental goes in the first column, and so on. The lookup in the
Li st classis based on the semantics of the equal s method.

In the Web application, each Reser vat i onSer vi ce object is local and uses one persistence manager for its lifetime. While the
Reser vati onSer vl et processes one HTTP request, it makes multiple calls to the same Reser vat i onSer vi ce object.

Because the service uses one persistence manager and returns the local objects by reference, JDO's uniqueness requirement ensures that
the Li ght house objects returned by one method are the same Li ght house objects returned by the other method. Because of the

uniqueness requirement, there is no reason for the Li ght house class to override the implementation of the equal s method in the
hj ect class, which uses JVM identity (==) to determine equality.

In the enterprise application, the Reser vat i onSer vi ce is remote and the lifetime of the persistence manager is coincident with the

call to the business method. The business methods in the service return objects by value in a serialization stream. As a consequence, the
two calls to the service, one to get the list of Li ght house objects and the other to get the collection of Rent al objects together with

their associated Li ght house objects, result in the Reser vat i onSer vl et having two different sets of Li ght house objects in
memory. If the lookup into the list continues to rely upon JVM identity, it fails.

The solution is to upgrade the Li ght house class by having it override the equal s method and implement the

Support sl dentityString interface. The rental Web application made these changes to the Rent al and Cust oner classes
for other reasons when porting from the rental Swing application, and now these changes are required for the Li ght house class in
porting to the rental enterprise application. Listings 10-5 and 10-7 in Chapter 10 show the implementations of the
SupportsldentityString interface and the equal s method in the Rent al class. The upgraded Li ght house class uses
similar code.

Changesto the ReservationServlet Controller

The changes to the enterprise application's Reser vat i onSer vl et class are primarily driven by the public changes to the

Reser vati onSer vi ce. The enterprise version of the Reser vat i onSer vl et , like its Web application counterpart, obtains a
service at the start of the r espond method. Unlike the Web application's Reser vat i onSer vl et , the enterprise application's
Reser vat i onSer vl et obtains the reference to the Reser vat i onSer vi ce fromthe Reser vat i onSer vi ceLocat or,



shown in Figure 11-1, rather than by construction. The Reser vat i onSer vl et must also catch the Renpt eExcept i on as one of
the exception types that may be thrown from the Reser vat i onSer vi ce.

At the same time, the use of a remote EJB service introduces small opportunities to increase the simplicity and efficiency in the
Reservati onSer vl et . Since the remote service returns only unmanaged objects, the Reser vat i onSer vl et no longer needs
to call the service to make all persistent objects in the model transient. Likewise, since page generation is working with unmanaged objects
that do not benefit from transparent persistence, the Reser vat i onSer vl et can release the remote service prior to page generation.
By releasing the remote service before forwarding to the JSP presentation page, the enterprise application's Reser vat i onSer vl et
uses the remote service on each request for a slightly shorter period of time than it would if it held the service until page generation finished.

Are There Any Other Changes?

There are no other changes. The JSPs remain unchanged. Except for the Li ght house class, the data model classes remain unchanged.
The MVC pattern in the Web user interface remains unchanged. The Reser vat i onModel and its helper classes remain unchanged.

Although the same low impact during the port can be achieved when using JDBC, the higher level of abstraction provided by JDO makes the
ways to minimize the impact of the port more apparent. In fact, it is possible to completely encapsulate the differences between the local
service and the EJB service, reducing them to differences between two implementations of a service locator interface and a data service
interface. If you anticipate that you will be porting between these two deployment environments, creating this small amount of extra
infrastructure would be a very sensible thing to do. It was not done in the examples in order to highlight the differences between the two
application architectures.

Scaling Up in Complexity

The rental enterprise application is simple, but can you expect that its design will scale up to the complexity of a real-world application? It
should. A significant advantage of JDO is the ability to work with the pervasive complexity of persistence at the right level of abstraction.

One important factor to consider when scaling up is the size of the serialization graph returned by the EJB's business methods. If you have a
highly interrelated data model, then you could end up returning to the client far more information than you intend. When JDO is local to the
client, a highly interrelated data model is not a concern because JDO's transparent persistence will fetch only what is required by the client.
When persistent objects are returned to the client by serialization, the client receives a copy of everything that is reachable by serializable
fields. Chapter 5 points out various approaches for handling the issues that arise when serializing application data objects.
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Using JDO with Other Typesof EJBs

The application developer can use JDO when building session beans, some types of entity beans, and message-driven beans. The JDO
Learning Tools have several examples of session beans and one example of an entity bean. The examples all implement the
Quot eSer ver interface defined in the com/ysoft/jdo/book/sayings/ service directory under the bookcode-home directory. The

quote service harkens back to an earlier day—well before online stock quotes—when it was nifty to have a facility somewhere on the network
to issue famous (and sometimes not so famous) quotations on demand.

Chapter 6 describes in detail the important points about the design of the quote server examples. The complete set of examples provides a
template for building any EJB that uses JDO.

Building the Quote Server EJBs

There are five build targets for the quote server EJBs.

. sayings-stateless-cmt

. sayings-stateless-bmt

. sayings-stateful-cmt

. sayings-stateful-bmt

. sayings-entity
Each of the quote server builds overwrites the EJB created by any of the other quote server builds. Consequently, if you want to test all of
them, you must do so sequentially. Each of them uses the same data schema, and as a result, the famous quotations that you add with one

will be visible to the others.

To build the first target, execute the following command at the command line in the bookants directory under the bookcode-home
directory:

ant -Dschena=gener at e sayi ngs-statel ess-cnt

You should see more than a hundred lines of output that ends with something like the output shown in Listing 11-2.

Listing 11-2: Expected End of Output from Building the sayings-stateless-cmt Target

sayi ngs- ej b:
[copy] Copying 1 file to E:\Bookcode\buil d\com ysoft\jdo\book\sayi ngs\service
[jar] Building jar: E: \Bookcode\serverjars\quoteserver.jar
[jar] Building jar: E:\Bookcode\clientjars\quoteserverclient.jar
[ echo] returned from com ysoft/jdo/book/sayings/build.xm
[copy] Copying 1 file to E:\jboss304\server\defaul t\depl oy
[ echo] creating runQuoteServer. bat
[echo] returned from ants/jboss. xm
BUI LD SUCCESSFUL
Total time: 41 seconds

The -Dschema=generate option forces the build to generate the SQL schema for the quote server application. You need to create the
schema only once, unless, of course, you modify the persistent fields. For Kodo, the build scripts will alter the schema for you. For the other
implementations, SQL scripts are created in files that you can use to create the schema by hand.

Each of the builds creates a runQuoteServer.bat file in the bookcode-home directory that invokes the Quot eSer ver O i ent
found inthe com ysof t. j do. book. sayi ngs. cl i ent package. The client's only interface is the command line. It can retrieve a

quote or store a quote. It can also loop getting quotes every so often. After building one of the targets, go to the bookcode-home directory
and type the following command for more information:



runQuot eServer -help

Using the Quote Server

After building any of the quote server targets, you may need to bounce JBoss for the reason described earlier in this chapter. Executing the
command file runQuoteServer.bat will cause the Quot eSer ver Cl i ent to display one quote from the quote server EJB before

terminating. For testing, it is better to cause the client to hit the bean at least three times. For this reason, use the following command:
runQuot eServer -1oop 3

This will cause the client to display three quotes from the quote server before terminating.

To start, there are no quotes in the datastore, so you will need to add several quotes. For example, execute the following command to add
the first quote:
runQuot eServer -quote "A stitch in tine saves nine" -source "Poor Richard' s Al nanac"
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Summary

The greatest difficulty in creating Enterprise JavaBeans is learning to conform to the constraints imposed by the EJB specification for the
different types of EJBs. During the learning curve, developers often rewrite their EJB code. When it comes to mastering EJBs, JDO is not a
silver bullet, but it can help tame them. JDO simplifies and reduces the amount of code that needs to be written. More importantly, JDO
provides the higher level of abstraction that allows design patterns to be recognized, verified, reused, and documented. Because of JDO, the
examples presented here can scale up in complexity to the level of your application's data model. They should help you to get a good start in
building industrial-strength EJBs.

This chapter concludes the presentation of the JDO Learning Tools. These tools are not perfect by any means, but they are open source.
Your assistance in making them better is welcomed.

This chapter also concludes the discussion of Java Data Objects. The 1.0 version of JDO is by no means the last word on JDO's evolution,
but it is a good start on a powerful tool that will fundamentally change the way programmers build Java applications. By mastering it, you take
a giant step forward on the path of building solutions that last.
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Glossary

In this book, I've tried to be precise and consistent in my use of terms. The terms come from many sources, including the JDO specification
and other specifications for the Java platform. In some cases, they are common in the industry, and you can look them up in the Free On-
Line Dictionary of Computing. To find this wonderful resource on the Web, search for the word "FOLDOC". In some cases, | have invented
my own terms. Although the terms are defined as they are introduced in the book, their definitions are collected together here for your
convenience.

A

ACID Properties

Acronym for Atomicity, Consistency, Isolation, and Durability. Transactions are atomic if a series of change requests can be combined into
one all-or-nothing request. The transactional service either accepts all changes or returns an error when the user commits the transaction.
The service rejects all changes when the user rolls back the transaction. Transactions are consistent if at the beginning of the transaction
and at the end of the transaction the service has enforced the defined data constraints. The service may impose its own constraints, and it
may allow the user to define additional constraints. If the service allows concurrent transactions, then the transactions are isolated if the
modifications made in one transaction are visible to another transaction only in clearly defined ways. Finally, transactions are durable if the
work of committed transactions is never lost. The durability guarantee assumes that the media that stores the information is not lost, and it
does not prevent a later transaction from undoing the work of an earlier transaction.

API

Application Programming Interface. Refers to both the specification for a library of services that applications can use, and, informally, another
name for the library itself.

Application data class

A class defined by the application whose primary purpose is to hold state that can be stored and retrieved from the datastore. Application
data classes must be enhanced to support the Per si st enceCapabl e interface before JDO can manage objects of their type.

Application data object
An instance of an application data class.




[rrevious [ o
B

Before-image

The state of the managed fields in the data object prior to the object becoming dirty within a transaction. The before-image is used to restore
the object's state in the event of rollback, when the transaction's RestoreValue property is true.

BMP

Bean-managed persistence. Entity EJBs that use BMP require the bean developer to write the code to manage their persistent fields.

BMT

Bean-managed transactions. When an EJB is deployed with BMT, the application code in the EJB controls the transaction.
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Candidate class

All objects returned by executing a query or iterating an extent are assignment compatible with the candidate class of the query or extent.
The candidate class is also the root of the namespace for field names in the query filter.

Change tracking

A notification mechanism to keep track of the objects and their persistent fields that have changed within the transaction. By using
notification, JDO avoids the effort to discover the changes later.

Clean

A persistent object is clean when its transactional fields have not changed within the transaction and its persistent fields are both
synchronized with the datastore and have values that were not modified within the transaction.

Clear afield
To set the field's value to its Java default value as determined by its field type.

CMP
Container-managed persistence. Entity EJBs that use CMP allow the container to manage their persistent fields.

CMT

Container-managed transactions. When an EJB is deployed with CMT, the container controls the transaction. As a result, the application
code in the EJB cannot control the transaction.

Commit

An operation that ends a transaction by asking the transactional service to apply all changes made within the transaction. When the commit
operation succeeds, the service accepts all changes; and when it fails, the service does not accept any changes.

Concurrency value

Some value that indicates, by convention, the version of a data object's persistent state. JDO does not specify how the JDO implementation
determines the concurrency value. It might be a timestamp, a version field, a checksum, or some other value. As a result, different JDO
implementations may use different types of concurrency values.

CRUD
Acronym for the basic persistent services of Create, Retrieve, Update, and Delete.
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Data model
The way persistent state is stored in the datastore. For a relational database, this would be the relational model.

Data object
An instance of a persistence-capable class.

Datastore

Any service that can store state information and provide a means to query, read, update, insert, and delete it. JDO requires a datastore that
supports transactions.

Datastore object
Shorthand for the persistent state of an object in the datastore.

Datastore transaction
A JDO transaction that relies on the transactional boundaries of the underlying datastore service.

Default fetch group

A subset of the persistent fields of an application data class. The JDO metadata defines either explicitly or by default which persistent fields
are members of the default fetch group. As an optimization, the JDO implementation may load all the fields of the default fetch group at the
same time.

Dirty

When the persistent field of a managed object is changed, the field and the object are said to be dirty.
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EJB
Enterprise Java Beans, a JCP specification for server-side components.

Embedded object

A data object that is stored, when possible, in the datastore as a dependent part of one or more application data objects. Embedded objects
are always treated as if they were contained in the application data object that refers to them. As a result, JDO does not support sharing
embedded objects, and deleting the application data object implies the deletion of the embedded object. The system classes that a JDO
implementation supports are always embedded. Application data objects are usually not embedded, but an implementation, at its option, may
support the application's request to embed some application data objects in other, nonembedded, application data objects.

Enhanced class
An application data class that has been modified by the JDO-supplied enhancer tool to support the Per si st enceCapabl e interface.

Evict

To discard the persistent state of an application data object. During eviction, the object's persistent fields are cleared to their Java default
values, any extra state stored elsewhere in memory is discarded, and JDO remembers that the fields are not loaded.
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FCO

See First class object.

First class object

An object in memory whose state is stored independently in the datastore. As a result, the first class object has an identity value, and it may
be inserted, modified, fetched, and deleted independently of any other first class object. Application data objects are nearly always first class
objects.

See also Second class object.

Flag
A Boolean property.

Friendly class
Any class that accesses the member field(s) of another class is friendly to that class.

[rreviovs [
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Idempotent

A Latin word meaning that a method effectively acts only once when invoked one or more times. This is sometimes called a one-shot, since
after the method acts, something must occur to rearm the method to act again. A simple case is a method that always sets a Boolean
variable to true. Although the method always assigns true to the variable, effectively the method does nothing unless the variable is false. A
more complex example is a Web application's servlet that processes the contents of the shopping cart when the user clicks the order button
at the check-out page. Even if the user clicks the order button two or more times, the method in the servlet that handles the click is
idempotent if it processes the contents of the user's shopping cart only once and generates the same response for each redundant click.

Identity string
The string obtained from the t oSt r i ng method of the durable JDO identity object.

Identity value
The value of an attribute, or a list of attributes, that uniquely identifies an object's persistent state in the datastore.
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JCP
Java Community Process, the open specification process for the Java platform.

JDBC
Java Database Connectivity, an API to access relational databases from Java.

JDO
Java Data Objects, a persistence service defined in the JCP by JSR-12.

JDO identity

JDO defines three types of identity for the objects that it manages: datastore, application, and nondurable. In each case, JDO associates the
identity object with the persistent object. Given one, JDO can produce the other. Datastore and application identity are the two durable
identities.

JDO Jarfile

The Jar file provided by the JDO vendor that contains the JDO-specified classes and interfaces for clients. Its name may vary from vendor to
vendor.

JDO Learning Tools

The formal name of the open source example programs quoted throughout this book. They are available fromht t p: / / sour cef or ge.
net/ proj ects/jdo-t ool s andfrom the publisher's Web siteat ht t p: / / www. apr ess. com

JDO metadata
An XML file that contains information on the application data classes.

JDOQL
The JDO Query Language, which is used with the Quer y interface to define queries in JDO.

JDO-transient

One of the ten JDO management states for data objects. JDO-transient objects are not controlled by JDO, and for that reason, a synonym is
unmanaged. The JDO specification calls this state the transient state.

JRE
Java Runtime Environment. The JRE implements the JVM and executes Java programs that have been compiled to byte code.

JSP
JavaServer Pages, a specification for connecting HTML pages to Java code in the servlet container.

JSR

Java Specification Request, the first step in producing a specification through the Java Community Process and the name of the expert
group that creates the specification.

JTA
Java Transaction API, the API for controlling both local and distributed transactions. Found inthe j avax. t r ansact i on package.

JVM
Java Virtual Machine. Refers to both the specification for the JRE, and, informally, another name for the JRE.



http://sourceforge.net/projects/jdo-tools
http://sourceforge.net/projects/jdo-tools
http://www.apress.com/
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Load a persistent field

To read from the datastore or from a second-level cache the persistent value for an object's persistent field and store it in the object's
member field. When the persistent field refers to an object, the object must be found or constructed.

Team LiB m MEXT F
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Managed field
Either a persistent or transactional field of an application data object.

Managed object
An object that JDO can control either transactionally or persistently or both. Application data objects can be managed.

Team LiB m MEXT F
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Navigate a field

Use the reference in a member field to access another object, either directly through the reference or indirectly through a reference to a
Col | ecti on or Map object.

No-arg
Short for no argument. In Java, the default constructor is a no-arg constructor; in other words, it takes no parameters.

No-op
Short for no operation. When a call to a method is a no-op, the method does not perform the action that otherwise would be expected.

[crrevious [ o
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Object
A Java object in memory.

See also Datastore object.

Object model
The classes of objects and the relationships of objects in memory.

See also Persistent object model.

ODBMS
Acronym for object-oriented database management system, also called an object database.

ODMG
Object Data Management Group, a standards body for specifying an API for object-oriented databases.

Optimistic transaction

A JDO transaction that implements its transactional boundaries by using multiple transactions in the datastore and a concurrency value for
the persistent objects.

O/R mapping
Object-to-relational mapping, a software that maps persistent state of an object-oriented language, such as Java, to a relational database.
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Persist

To store the current state of an object in a datastore. The object can then be reconstructed by retrieving its state from the datastore. Some of
the object's state may be persistent and some may not.

Persistence-aware class

Any class that is not an application data class but that accesses the managed field of an application data class. In essence, it is a class that
is friendly with a managed field of an application data class.

Persistence by reachability

The automatic insertion of transient objects into the datastore if they are referred to by the persistent fields of existing or newly made
persistent objects.

Persistence-capable class

Either an application data class that has been enhanced and therefore implements the Per si st enceCapabl e interface, or a system
class that JDO supports directly.

Per si st enceCapabl eclass

A synonym for application data class.

Persistent field

A member field of the application data object whose value JDO manages both transactionally and persistently. The value of the object's field
is stored in the database and fetched from the database as needed.

Persistent object
A data object that JDO is managing persistently. As a result, its persistent state is stored in the datastore.

Persistent object model

The classes of objects and the relationships of objects that hold persistent state. Since the focus in this book is on the data objects, the term
object model is often used as shorthand for the persistent object model. Strictly speaking, the object model includes all of the objects in

the application, not just the data objects.

See also Persistent object model.

Persistent services
The functions to Create, Retrieve, Update, and Delete information in the datastore. These services are sometimes called CRUD.

Persistent state of an object
The values of the object's persistent fields.
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RAR file
A Resource Adaptor Archive file. By convention, the extension given to Jar files that contain JCA resource adaptors.

RDBMS
Acronym for relational database management system, also called a relational database or SQL database.

Relational model

The logical arrangement of persistent state in the relational database. The relational model in a relational database defines, among other
things, the names and types of the columns, the names of the tables, the columns in the tables, and the relationships between the tables.

Results collection

The Col | ect i on of objects returned from the Quer y object's execut e method. The objects in the collection are all members of the
query's candidates, which is either an Ext ent ora Col | ect i on. They are all assignment compatible with the query candidate class.
For each of them, the query filter evaluates to true when using the values of parameters, if any, that are passed to the execut e method.

Rollback

An operation that ends a transaction by asking the transactional service to reject all changes made within the transaction. When the rollback
is successful, the service rejects all changes. Rollback fails only when the connection to the service fails. In this case, the service itself will
eventually roll back the transaction.
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SCO

See Second class object.

SDK

The Software Developer's Kit refers to the compiler, tools, and runtime downloadable from Java suppliers including IBM and Sun. Also
known by the older name Java Developer's Kit (JDK).

Second class object

An object in memory whose state is not stored independently in the datastore. In some cases, the second class object maps to a subset of
field values belonging to a first class object in the datastore, but in other cases the mapping is more complex. In JDO, all supported system
classes, such as St ri ng, Dat e, HashSet , and so forth, are generally stored as second class objects.

See also Embedded object.

Serialization

Defined by the Java I/O library, serialization provides a way to store the current state of an object to a byte stream. Serialization follows the
references in an object's member variables and serializes those objects as well. By reading the byte stream, serialization can also re-create
the graph of objects that was stored.

SQL
Acronym for Structured Query Language, the query language for relational databases.

Supported system class

Any of 22 classes in the j ava. * libraries that the JDO implementation either must or may support. The following are the supported system
classes: arrays (optional), Ar r ayLi st (optional), Bi gDeci nal , Bi gl nt eger, Bool ean, Byt e, Char act er, Dat e,

Doubl e, Fl oat , HashMap (optional), HashSet , Hasht abl e (optional), | nt eger, Li nkedLi st (optional), Local e,
Long, Short,String, TreeMap (optional), Tr eeSet (optional), and Vect or (optional).
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TCK (pronounced "tickle")

Technology Compatibility Kit, a test suite used by the Java Community Process to certify that an implementation of an API conforms to the
specification.

Transaction

One or more interactions with a transactional service that the service combines into one unit of work. When it combines the interactions
within a transaction, the service guarantees that the view of information can be influenced only by well-defined events and that it will accept
(commit) or reject (roll back) all changes as a whole.

Transactional datastore
A datastore that provides ACID transactions.

Transactional field

An instance field of the application data object whose value JDO manages transactionally, but not persistently. If the object becomes dirty,
the value of the field may be restored upon rollback.

Transactional object

A data object that JDO is managing transactionally. As a result, JDO tracks the changes to the object, and it may roll back the object's state
when the transaction rolls back.

Transactional state of an object
The values of all of an object's persistent and transactional fields after that object has joined the transaction.

Transient

In the Java language, the t r ansi ent keyword modifies a member field's declaration, and prevents the Java serialization mechanism
from storing the field's value during serialization. In JDO, a transient object is either not a data object or not a persistent data object.

See also Unmanaged object.

See also JDO-transient.

Transparent persistence
The implicit persistence services provided by JDO without specific application requests.
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UML

Unified Modeling Language, a standard way to represent aspects of object-oriented applications, sponsored by the Object Management
Group.

Unmanaged field

An object's member field that JDO ignores. JDO will not fetch a persistent value for the field. Neither will it commit, roll back, or clear the
value when the transaction completes.

Unmanaged object

An object that JDO is not controlling. JDO never manages the objects that are not instances of persistence-capable classes, and it may or
may not manage an object that is an instance of a persistence-capable class. In this book, an unmanaged object of a persistence-capable
class is called a JDO-transient object.
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XML
eXtensible Markup Language, a World Wide Web standard text file format for data.
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Appendix A: Large UML Diagrams

The UML diagrams presented here are larger versions of the diagrams found in the main body of the book.
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Figure 1-1: The application's view of JDO
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¢¢ Interface »>
Extent

iterator() : Iterator
close(Iterator) : void
closeAll() : void

hasSubclasses() : boolean

PersistenceManager -
CandidateClass : Class -

Figure 2-1: The class diagram of the Ext ent interface
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Serializable
<< Interface »»

Query

setCandidates(Extent) : void
setCandidates(Collection) : void
declareParameters(String) : void
declareﬂarlahleﬁ{itrlngg : void
declareimparti{Strlng] : void

comp ile{; : void

execute() : Object +
Executeﬂlthﬂrray(ﬂh]Ect [1 paramete:s) Object
executeWithMap (Map paraneters} Object
close(Object queryResult) : void
;lnieﬁlli] : void

IgnoreCache : boolean
PersistenceManager -
Class +

Filter : String +
Ordering : String +

Figure 2-2: The class diagram of the Quer y interface


file:///Z|/Apress/Using%20&%20Understanding%20Java%20Data%20Objects%20(2003)/decompiled/images/fig419%5F01%5F0%2Ejpg

<¢ Interface »»
PersistenceManager

close() : wvoid

makePersistent(Object pc) : woid
makePersistentAll{Collection pcs) : void +
deletePersistent(Object pc) um.d
delﬂehrsistmﬂlzcnlle:tim pcs) ¢ void +
makeTransactional(Object pc) : void
makeTransactionalAll(Collection pcs) : void +
makeNontransactional(Object pc) : void
makeNontransactionalAll(Collection pcs) : void +
makeTransient(Object pc) : void
makeTransientAll(Collection pecs) : void +

retrieve(Object pc) : wvoid
retrimnllitnlle:tiﬁn pes) ¢ wvoid +
evict(Object pc) : void

evictAll() : void +

refresh(Object pc) : void
refresh.llli'_l : void +

getObjectId(Object pc) : Object

getTransactionalObjec tId[l:I'h]H:t pc} Object
getObjectIdClass(Class peClass) . Class

newlb e:tIdInstance{Ehss :{hss, Strin itoz Object
getObjectById(Object oid, lean verify ject

currentTransaction() : Transaction
getExtent(Class pcClass, boolean withSubClasses) : Extent

newQuery() : Query +

PersistenceManagerFactory -
Closed : hunle:ﬁe- o
Ignnrz{ache : boolean
MultiThreaded : boolean
Object : UserObject

Figure 3-1: The class diagram of the Per si st enceManager interface
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<< Interface »»
Transaction

begin() : void
commit() : void
rollback() : void

Active : boolean -

PersistenceManager -

NontransactionalRead : boolean
NontransactionalWrite : boolean

Optimistic : boolean

RetainValues : boolean

RestoreValues: boolean

Synchronization : jawvax.transaction.Synchronization

Figure 4-1: The class diagram of the Tr ansact i on interface

<< Interface »»
javax.transaction.Synchronization

beforeCompletion() : void
afterCompletion(int status) : void

Figure 4-2: The class diagram of the Synchr oni zat i on interface
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Serializable
<< Interface »>»
PersistenceManagerFactory

getPErilstenceHanager[] : PersistenceManager +
close() : void

supportedﬂPt1uns(} : Collection
getProperties() : Properties

Optimistic : boolean
RetainValues : boolean
RestoreValues : boolean
NontransactionalRead : boolean
NontransactionalWrite : boolean

IgnoreCache : boolean
MultiThreaded : boolean

ConnectionUserName : String
ConnectionPassword : String +
ConnectionURL : String
ConnectionDriverName: String
ConnectionFactory : Object
ConnectionFactoryName : String
ConnectionFactory2 : Object
ConnectionFactory2Name : String

Figure 6-1: The class diagram of the Per si st enceManager Fact or y interface

JooHe] pex
getPersistenceManagerf. Froperties p) @ Persist
gutPersis ies P l:lnlhnidﬂ cl): m:tmdhnip:Flﬂm
makelirty (Object pc, String fieldMame) : woid
|lthlilternﬂh:gn pu::l Pl::i:trn-:qﬂ-lmnr
getibjectId ( i gi
getTransact fectTd (Dbject pe) + Object
isPersistent (Object pe) : boolean
is.Ttmu::ﬁim:l !:I:_im pt:| Boulean
iﬂeleles lgcju.t F-ln Bealean

ishew (Object pe)

Figure 7-1: The class diagram of the JDOHel per class
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<< Interface »>»

InstanceCallbacks
dansthad : void
duPreSture + void
anreClear + void

]anreDelete(} : void

Figure 7-2: The class diagram of the | nst anceCal | backs interface

Jawa. Jang. RuntiseException
JD0Exception

J00Exception() : constructor

J00Exception|String l:'.g} : constructor

JD0Exception|String msg, Throwable mested) : comstructar
JD0Exception(String lng, Thmhlni] mud] constructor
JD0Exception(String msg : constructor

JD0Exception|String l-sg Thmb].: nﬁted, Dbject fai.led; constructor
J00Exception(String mep, Throwable [] nested, Object failed) : constructor

getFailedObject() : Object
gethestedExceptions() : Throwable [ ]

Figure 7-3: The class diagram of the JDOEXcept i on class

Customer

- name: String

Customer(String name) : constructor

Name: String -

Figure 9-5: The class diagram of the prototype Cust oner class
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Week

- startDate: Date
- highSeason: boolean

HighSeason: boolean -
StartOfWeek: Date -
StartOfWeekString: String -

Figure 9-6: The class diagram of the prototype WWeek class

Lighthouse

- name: String
- description: String
ighSeasonRate: BigDecimal
SeasonRate: BigDecimal
- imageName: String

Lighthouse(
String name,
5tr1ng description,
gDecimal 2+Eh5easnnﬁate,
Blgneclmal SeasonRate) : constructor

Name: String -

Description: String -

HighSeasonRate: BigDecimal -
SeasonRate: BigDecimal -

ImageName: String

Figure 9-7: The class diagram of the prototype Li ght house class
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i Rental

' pru:!. I'
I- customer: Customer

|I:entalf_l_'|.ll'|thm5! lighthouse, Week week) : constructor
 makeReservation(Customer customer): wld, throws ReservationException
-mceli-ﬁuwtinl{tntm customer): wodd, throws ReservatiomException

-.lm:.hhle baclean -
Dirty: boolean -

Figure 9-8: The class diagram of the prototype Rent al class

ReservaticaService

EesenvationService: constructor, throws J0Exception, ReservationExceptiicn
inTrasssction]: vedd, throws JD0Exception
ﬁlh:ﬂmnctim{]u woid, throws ion

commitT; ctd vodd; throws ID0E imisticReservationException
evetAll(): uui:'::i.'t:m mm,ﬁmﬁrmmm

ilableRentals(): Collectiom, throws JDOException
geblustomer®entals(Customer customer): Collection, throws M0Ecception
getlus tomerAndivailableRentals((ustomer customer): Collection, throws JDOException

getlustomers (String name): List, throws J00Exception
getlustomers(): List, throws J00Excepticm
getlightheuses(): List, threws JDOEsception
pepulatellatastore(): woid, throws ReservationException

cleanlatastore(): wold, throws ReservationException
fsCleanDatastore]): boolesn, throws ReservationException

Figure 9-9: The class diagram of the Reser vat i onSer vi ce class
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ReservationC]lientModel

ReservationClientModel(): constructor
connect(): void

disconnect(): void

mﬂmgr void

refresh(): void

viewAvailableRentals(): void
ﬂmm:lﬂﬁlmm
viewCustomerfndiva eRentals(): void

getCustomerhames(): String []

getRentalDate(int datelndex): Date

1sAvailable(int dateIndex, int lighthouseIndex): boolean
setAvailable(int datelndex, int lighthouseIndex, boolean flag): wodd
isModifiable(int datelIndex, int li.ghtl'lml.’rdnj; beclean
getPrice(int datelndex, int lightlmulam:i: BigDecimal
getlighthouseNane(int index): String

getLighthouseDescription(int index): S

getLighthouseInageName(int index): String

cleanbatastore(): woid
populateDatastore(): vodd

addMode 1Cha iﬂmr{hﬂ&l-l:hac\ﬁmtm listener): void
renoveModel Changelistener (ModelChangelistener listener): woid

Comnected: boolean -

PopulatedDatastore: boolean -
ViewAvailableRentals: boolean -
ViewCustomerBentals: boalean -
ViewCustomerAnddvailableRentals: boolean -
Customerdane: String

CustomerDefined: boolean -
Munlighthouses: int -

MumBertalDates: int -

Figure 9-10: The class diagram of the Reser vat i onCl i ent Model class
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Figure 10-7: The MVC pattern in the rental Web application
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Access levels of attributes and operations, 311
ACID properties of transactions, 4, 104, 106
Active property (transaction), 110, 200

Ad hoc access to the database, 72-73

add command (Library app), constructor for, 284
addQuote method (QuoteServer interface), 202223
afterCompletion method (Synchronization interface), 120-121
afterCompletion method status values, 120
AJP13 listener, 362

AND operator (&&), 57-58

Ant build scripts for the Learning Tools, 270-271
ant clean-out, 365

ant library, 285

ant megacups, 281

ant-projecthelp, 275

ant rental-gui, 302

ant rental-servlet-gjh, 365

ant statetracker, 290-291

ant testfactory, 278-279

ant testjdohelper, 277

Ant version 1.4.1 or later, downloading, 272

Apache
Ant project, 270

Jakarta group, 322

Application classes. See Application data classes

Application data classes, 1, 3, 16, 143
added to by enhancement, 148
and application's persistent object model, 144
changes made to during enhancement, 149
code light/heavy, 143
datastore identity, 242
identity and inheritance, 172-173
identity string, 352
member field groups, 9
no-arg constructor in all, 151-152
persistent state, 143
of rental enterprise app, 371-372
of rental Swing app, 311-313
types of fields in, 144



which to enhance, 143-144
Application data model for rental Swing app, 316-318

Application data objects, 1, 16. See also Management states
becoming dirty, 119
becoming new, 119
dirty, 110, 119
FCO and, 9-10
fetching by identity, 97-98
JDO-transient, 89
managed, 333
management states, 19
passed by value, 242
persistent-new, 81
persistent state, 22
serializing, 154
sharing one embedded object, 13
transient, 35
unmanaged persistent, 339-340
when persistent become transactional, 114

Application data service for rental Swing app, 314-316

vs. datastore identity, 26

example of, 26-28

inheritance and, 30-31, 172-173
key fields of, 81

for related compound keys, 29-30

Application identity class, 25

Application key values, 26, 244-245

Application keys, avoiding waste of, 245

Application threads accessing persistent objects, 241
Applicationldentity option, 197

Application's view of JDO, 2, 387

Apress Web site, getting JDO Learning Tools from, 272
Array fields, makeDirty method for, 230-231

array tag (JDO metadata), 180

Arrays, 14-15, 147

ascending (keyword), 60

Atomicity requirement of transactions, 4, 104
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Background calculations, 241

Bar class, in examples, 50

Bar object states, 59

Beaninfo class, 157

Beanlnfo interface, 157

beforeCompletion method (Synchronization interface), 120-122

Before-image, 81, 230
saving and discarding, 119
saving and restoring, 119-120

begin command, 286, 295

begin method (Transaction interface), 109
BMP (bean-managed persistence), 360
BMP entity beans, using JDO in, 209-219

BMT session beans
vs. CMT, 220

JDO support for, 201
stateful, 223-224
stateless, 220-223
using JDO in, 220-225

BMTs (bean-managed transactions), 110, 136, 200-201, 359

bookants directory, 270
property files in, 270-271
XML scripts in, 271

bookcode-home directory, 272, 277

Boolean AND operator (&&), 53-54, 57-58

Boolean logic, constrained variables and, 59-60
Boolean OR operator (|[), 53-54, 60

Browser clients, starting up, 328

b-tree datastore, 192, 302-303

Build environment (Learning Tools), testing, 275-276
Build environment for JBoss, configuring, 360-365
Build environment for Tomcat, configuring, 321-323
Build properties, configuring, 274

Build scripts for the Learning Tools, 270-271
build.xml main build script, 270-271

Byte-code enhancement. See enhancement
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Cache, 137-140
controlling, 89-95
flushing before sending a query, 64
using or ignoring in a query, 62—-64

Cache management, 116, 248

Cache size, managing, 354

Cache synchronization, 356-357

Cached persistent field values, 89

Cached persistent objects and state, 137-140
Cached state of objects prior to query execution, 63
Caching, transactions and, 103-141

Calculations, storing results of, 240-241

Callbacks (callback methods), 234-249. See also InstanceCallbacks interface

CandidateClass property, read-only, 39
captureldentityString method, 242, 244

Cascading deletes, 7, 83, 245-248

Cast operator, 53

Catch block, 263-264

Catch-and-handle exception-handling strategy, 253
Catch-and-ignore exception-handling strategy, 252-253
Chaining embedded objects, 12

Change tracking, in supported system classes, 14
ChangeApplicationldentity option, 96, 232
Checked exceptions, 250, 252

Class diagrams
Extent interface, 39, 388

InstanceCallbacks interface, 235, 394
JDOEXxception class, 250, 395

JDOHelper class, 227, 393
PersistenceManager interface, 76, 390
PersistenceManagerFactory interface, 186, 392
prototype Customer class, 311, 396
prototype Lighthouse class, 312, 397
prototype Rental class, 313, 398

prototype Week class, 312, 396

Query interface, 42, 389
ReservationClientModel class, 317, 319, 400
ReservationService class, 315, 399
Synchronization interface, 121, 391
Transaction interface, 109, 391



Class disassembler, 148

Class hierarchy
derived class in, 229

for JDO exceptions, 255

class tag (JDO metadata), 169-173
application identity and inheritance, 172-173
examples of using, 171

class tag attributes (JDO metadata), 170-171
identity-type attribute, 170
name attribute, 170
objectid-class attribute, 31, 170-171
persistence-capable-superclass attribute, 171
requires-extent attribute, 170

ClassCastException, 53, 75, 146, 262
Classes (system supported), 8, 14
ClassLoader class, getResource method, 166
Clean, use of the term, 20

clean-out ant target, 276, 365
building, 323
output from building, 323

cleanup methods, 218
of ejbPassivate calls, 224
of QuoteServer bean, 217
of session bean, 223

clone method, 89, 158-159
Cloneable application data classes, 159
Cloneable interface, 158

Cloning, 89
enhancement and, 158-160
handling references in, 160

close command, 297

closeAll method
for extent iterators, 40

of Query interface, 46-47
Closed property (persistence manager), 78

Closing a persistence manager, 77-78, 201-202, 207-208, 334

Closing a persistence manager factory, 194
Clustered EJB container, 216

Clustering, 216, 355

CMP (container-managed persistence), 360
CMT message-driven bean, 225

CMT session bean



vs. BMT session bean, 220
using JDO in, 201-208

Code mangling, enhancement and, 165
Collection objects, deleting, 247
Collection of strings, 196

collection tag (JDO metadata), 178-179
collection tag attributes, 179

Command classes, 284

Commercial JDO implementations, 362-363
downloading, 273-274
featured in this book, 298-299
licensing schemes of, 363

Commit (transaction), explained, 4, 6

commit command, 286-287

commit method (Transaction interface), 105, 109-110
commitTransaction method, 264

compile method (Query interface), 47

Complexity, scaling up in, 373

Composition, 245

Concurrency verification, 105

Conditional Boolean operators, 53-54, 57-58, 60
configure command, 295, 297

Connection factory
build targets, 364

configuring, 363-364

entity bean using, 219

obtaining from JNDI, 195

obtaining a persistence manager from, 187-188
properties defined by JDO, 199

ConnectionFactory interface, 185
ConnectionFactory2property, 199
ConnectionFactory2Name property, 199
ConnectionPassword property, 187

Connections to the datastore, configuring, 198-199
ConnectionUserName property, 187

Consistency requirement of transactions, 4, 104
Console user interface, 283-284

Constrained variables, 56
and Boolean logic, 59-60
semantics of, 58-59

Constructors



enhancement and, 150-152
for obtaining a persistence manager factory, 194

Containment relationship, 11
contains query method, 55, 57-58
contains query syntax and semantics, 57-58

Conversational state, 223
saving in servlet session, 344
and Web app design goals, 336-337

Create-and-drop cycle, avoiding, 338
createlfNone parameter, 223

create.sql file, 299

CRUD (Create, Retrieve, Update, and Delete), 3
c.tld file, 323

currentTransaction method, 98-99

Customer class (Rental Swing app), 311, 396

Customer object, 346

custom.properties file, 270-271, 274
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Data object, defined, 16. See also Application data objects

Data object management states. See Management states

Data transfer object, serializing, 154
Database transaction, defined, 105

Datastore
configuring connections to, 198-199

implicit updating of, 7
multiuser, 308

Datastore identity, 23-25, 242, 353
vs. application identity, 26
identity string capture for, 243-244

Datastore identity value, 23
Datastore object, 21
Datastore read, vs. fetch from memory, 164

Datastore transactions, 105, 108
and flushing the cache, 64
makeTransactional in, 84-85
vs. optimistic transactions, 112-113
state transitions unique to, 126-127

Datastoreldentity option, 197

Deadlocked transactions, 108, 113

Deadlocks, 108, 113

Debugging, enhancement and, 165

declarelmports method (Query interface), 45
declareParameters method (Query interface), 43-44
declareVariables method (Query interface), 44
Deep copy, 160

Default fetch group, 91, 137-138, 235-236
default.properties file, 270-271, 274, 323, 362

defaultWriteObject method (in ObjectOutputStream), 153
define query variable command, 287

Definitions of terms used in this book, 377-386
deletePersistentAll method (PersistenceManager), 82, 247
Deleting persistent objects, 7, 79, 82-83

DeMorgan rules, constrained variables and, 59-60

Deployed reservation service EJB, 368, 402



Derived classes, 14, 229

descending (keyword), 61

Deserialized query, 42

destroy method (servlet), 357

Development process, JDO and JDOQL and, 72-73
DFGOnly flag, 91

Dirty application data objects, 110, 119

dirty command, 297

Dirty fields, 10, 230

Dirty managed fields, 229

Dirty persistent field, 110

Dirty read, explained, 106

Dirty states, 86

Dirty transactional field, 110

Dirty transactional object, 233

doGet and doPost methods (servlet), 341
drop.sql file, 299

Durability requirement of transactions, 4, 104
Durable JDO identities, 23, 80

Dynamic content requests from user's browser, 333
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EJB BMTs. See BMTs

EJB CMTs. See CMTs

EJB components, exception-handling and, 255

EJB container
clustered, 216

JBoss, 360
EJB entity context callback methods, 214
EJB finder methods, 218-219
EJB types in quote server, 360
ejbActivate callback method, 207, 218, 223-224
EJBContext object, setRollbackOnly method, 122, 239
ejbCreate method, 218
EJBException, 219
ejbFindByPrimaryKey method, 218-219
EJBHelper class, 208-209, 219
EJBHelper class respond method, 209, 219
ejbLoad callback method, 217
ejbPassivate callback method, 207, 217-218, 223-224
ejbRemove method, 218, 223

EJBs (Enterprise JavaBeans)
closing the persistence manager in, 216

and JDO overlap in services, 359
setup and cleanup methods, 214-215
types of, 359

using JDO in, 77, 359-376

ejbStore callback method, 215-218

Embedded objects
chaining, 12
replacement and sharing of, 12-13
SCO and, 10-15
shared, 12-13
transactional state of, 18
unshared, 13

endsWith query method, 54

Enhanced classes
explained, 148

and managed fields, 143-183

Enhancement, 2, 23, 148-165
and cloning, 158-160
and constructors, 150-152



and debugging, 165

and deployment on remote clients, 157-158
desired effects of, 149-150

and fear of code mangling, 165

and friendly classes, 160-161

and inheritance, 161-163

and inner classes, 163

and introspection, 157

and performance, 164

and reflection, 156-157

and serialization, 153-156

side effects and limitations of, 150-165
unmanaged objects and, 16

Enhancement-added code, viewing in debugger, 165
Enhancer, 2-3, 148

Enterprise app. See Rental enterprise app

Enterprise version of JDO implementation, 200

Entity beans, 200, 360, 373
business methods, 216-217
setEntityContext method, 214
unsetEntityContext method, 214
using connection factory, 219
using JDO in, 209-219
using persistence manager factory, 219

EntityContext object, getPrimaryKey method, 218

equals method, 12, 21, 28, 32
overriding, 352-354
Rental object, 352-353
String class, 25

Error exception, 253

Escaped quotation marks, 50-51
Event notification chains, 248

evict all command, 297

evict methods, 90, 92-94, 118, 237
evictAll method, 93, 237

Eviction, 118, 237

Exception class, 250

Exception-handling
and app architectures, 254-255

code examples, 262-266

in explicit use of JDO, 264-265
in implicit use of JDO, 265-266
strategies for, 252-255

Exceptions (JDO), 249-266
JDOCanRetryException, 256-257



JDODataStoreException, 257
JDOEXxception, 255-257
JDOFatalDataStoreException, 260
JDOFatalException, 256, 260
JDOFatallnternalException, 261
JDOFatalUserException, 261
JDOObjectNotFoundException, 257
JDOOptimisticVerificationException, 260-261
JDOUnsupportedOptionException, 259-260
JDOUserException, 258-259

unmanaged objects and, 253

execute methods (Query interface), 45-46
executeWithArray method (Query interface), 46
executeWithMap method (Query interface), 46
ExtendedOptimisticException, 349

extension tag (JDO metadata), 180-181
extension tag attributes, 181

Extent interface, 10, 37-40
class diagram of, 39, 388
getCandidateClass method, 39
getPersistenceManager method, 39
hasSubclasses method, 40
iterator method, 40

Extent iterators
closing, 40

obtaining, 40

Extents (extent objects), 37-38
and committed transactions, 38
and current uncommitted transactions, 38
first class object, 10
and persistence manager's IgnoreCache property, 38
queries against, 138
subclasses of, 40
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Factories that produce persistence managers, 185
factory.properties file, 276, 281, 285

Failed object, getting, 251

FCO extents, 10

FCOs (first class objects), 9-10, 13, 17

Fetch group, default, 91, 137-138, 235-236

Fetch from memory, vs. datastore read, 164
Field access (.) operator, 51
field tag (JDO metadata), 173-178

field tag attributes (JDO metadata), 174-177
default-fetch-group attribute, 176
embedded attribute, 176-177
name attribute, 174
null-value attribute, 175-176
persistence-modifier attribute, 174-175
primary-key attribute, 174

field tag example, 177-178

Field types
in application data classes, 144

that can be persistent, 145-147
that can be transactional, 145
that can be unmanaged, 144

Fields
of application data class, 9

cached persistent, 89
managed and unmanaged, 144-147
that implement serializable, 147

Filter expressions (query), 51

Filter string (query), 49

Final fields, 144

finally block, 207, 223, 345, 349

find all command, 286

find command, 287

find in results command, 287

flipReservations method (ReservationService), 346-349
Flushing bean state, 215-216

Flushing the cache before sending a query, 64
Foo class used for examples, 50, 59

Foo object states, 59



FOStoreTestDB files, 325
FOStoreTestDB.htd, 282
FOStoreTestDB.btx, 282

Friendly classes
enhancement and, 160-161

persistence-aware, 161

Frozen persistence manager factory, 192
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Garbage collection, 340
avoiding the cost of, 338
JVM, 90
of persistent objects, 33

Garbage collector, 138, 248

Garbage generated, and Web app design goals, 336, 338
get JDO state command, 295

get pm config command, 286

getAction method (controller), 342

getAttribute method (ServletRequest object), 332
getCandidateClass method (Extent interface), 39
getContextClassLoader method (Thread object), 228
getExtent method, 38-39

getFailedObject method, 251, 257
getldentityString method, 346, 349, 351-352
getlgnoreCache method, 47, 99

getlnstance method, 342

getIDOstate command, 294

getMultithreaded method, 100
getNestedException method, 251
getNontransactionalRead method, 113
getNontransactionalWrite method, 114
getObjectByld method, 24, 97-98, 242
getObjectld method, 36, 96, 232
getObjectldClass method, 96-97

getOptimistic method, 112

getPersistenceManager method
Extent interface, 39

JDOHelper class, 231
PersistenceManagerFactory interface, 185, 187
Query interface, 48

Transaction interface, 110-111

getPMF method, 190-193, 228
code example, 190-192
JDOHelper class, 188-193, 276, 341
PersistenceManager interface, 78
standard properties for, 189-190

getPrimaryKey method, 218



getProperties method, 197
getQuote business method, 202, 208, 219, 223

getQuoteManager method, 223

getResource method, 166

getRestoreValues method, 116
getRetainValues method, 115
getStartOfWeek method, 266
getSynchronization method, 121
getTransactionalObjectld method, 96, 232
getUserObject method, 100

getVersion method, 351

global.properties file (bookants directory), 270-271, 274
Glossary of terms used in this book, 377-386

GNU General Public License, 270
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hashCode method
overriding, 352-354

for rental object, 352—-353
HashSet object, 151
HashSet transactional field, 145
hasSubclasses method (Extent interface), 40
Heffalump example class, 26-28
help command, 283, 291
Helpers, 227-234

Hierarchy
derived class in, 229

for JIDO exceptions, 255

Hollow object
refreshing, 95

retrieving, 92
Hollow state, 19, 21
HTTP protocol, 332
HttpServietRequest object, 342
HttpSessionActivationListener interface, 354

HttpSessionBindingListener interface, 354
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Idempotent servlets, 332, 343

defined, 17, 21
three types of, 23-32
for transient application data object, 35

Identity key values, 244
Identity objects, 22-26, 80, 97, 242

defined, 21

fetching application data objects, 97-98
getting, 232

getting and constructing, 95-97

toString method, 242

Identity strings, 25, 96, 340, 352
capturing, 242-244
capturing for datastore identity, 243-244
defined, 17, 24
of persistent objects, 340

[dentity value
of application identity, 25

of datastore identity, 23
defined, 17, 21
of nondurable identity, 31
unique, 80
IgnoreCache property (PersistenceManager interface), 38, 99, 192

IgnoreCache property (Query interface), 47-48, 6364

Implementations (JDO). See JDO implementations

Implicit transparent persistence, 83
Import string, 45

Inconsistent reads, 107, 113
Inequality operator (!=), 51, 53

Inheritance
and application identity, 172-173

enhancement and, 161-163
Inheritance tree with enhanced and unenhanced classes, 162
init method (servlet), 356

Inner classes, enhancement and, 163

bug in, 235

capturing identity strings, 242-244

class diagram of, 235, 394

implementing cascading deletes, 245-248



implications of implementing, 249
and JDO cache management, 248
managing application keys, 244-245
methods in, 235, 349

storing calculation results, 240-241
using in validation, 239

instanceof, 28

IntelliBO 3.1.0, 363

IntelliBO implementation, 299
intellibo.properties file, 299
intellibo.xml file, 299

Interface types, JDOQL and, 55
Interfaces (JDO), 1
Introspection, enhancement and, 157

isActive method (Transaction interface), 109

isClosed method (PersistenceManager interface), 78

isDirty method (JDOHelper), 313

iSEmpty query method, 55

Isolation levels of transactions, 106-108

Isolation requirement of transactions, 4, 104

isSameVersion method (SupportsVersion interface), 351-352
iterator method (Extent interface), 40

Iterators, extent obtaining, 40
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J2EE applications servers, 199

J2EE Connector Architecture, 103, 135-137, 185
J2EE container (JBoss), 361

J2ee.home property, 274

j2ee.jar file, downloading, 273

Jakarta group at Apache, 322

Jar files, 157-158, 167

Java, strong references in, 248

Java bug parade, 297

Java Community Process page, 273

Java idiom that compares string values, 51
Java object equivalence. See equals method
Java object identity. See Identity objects
Java operators, missing in JDOQL, 54

Java SDK, downloading, 272

Java serialization, 16. See also Serializable interface

Java servlets. See Servlets

Java.home property, 274

JBoss 3.0.4, 361

JBoss build environment, configuring, 360-365
JBoss build properties, configuring, 362

JBoss EJB container, 360

jboss-home directory, 361-363

JBoss hot-redeploy feature, 367

JBoss installation, 361

jboss-service.xml file, 362

JBoss and Tomcat, configuring to work together, 361-362

jboss.xml script, 271

JCA (J2EE Connector Architecture), 103, 135-137, 185
JDBC, ad hoc access to the database, 72-73

Jdbc.jar property, 274

JDK (Java Software Development Kit) 1.3.1, 272

JDO (Java Data Objects), 1
application's view of, 2, 387
basic concepts in, 1-36
cache management, 248



and the development process, 72-73
focus on persistent object model, 72
managed life cycle states, 18
performance benefits to the app, 103
persistence services, 3-7

supported system classes, 8, 14

JDO commercial implementations, 362—-363
downloading, 273-274
featured in this book, 298-299
licensing schemes of, 363

JDO exceptions. See Exceptions (JDO)
JDO identities. See Identities (JDO)

JDO implementations
commercial, 273-274, 298-299, 362-363

downloading, 273-274

enterprise version, 200

managed transactions and, 200

modeling tools supplied, 72

optional feature support, 195-197

standard version, 200

using PersistenceManagerFactory to examine, 195-197
vendor-specific information from, 197

JDO Jar file, 157-158, 167
JDO Learning Tools. See Learning Tools (JDO)

JDO management states. See Management states

JDO metadata. See Metadata (JDO)

JDO query filter expression
root terms of, 51

syntax of, 49-55
JDO query vs. SQL query select on join, 68-69

JDO reference implementation
downloading, 273-274

replacing, 362-363
JDO state transitions. See State transitions
JDO states, 86
JDO supported system classes, 8, 14
jdo tag (JDO metadata), 169
JDO transactions. See Transactions
JDO-transient management state, 16-17, 19
JDOCanRetryException, 256-257
JDOCentral.com, 280
JDODataStoreException, 98, 257
jdo.dtd file (in JDO Jar file), 167, 323
JDOEXception class, 249-250, 252, 255-256




class diagram of, 250, 395
constructors, 251
inheritance tree, 255-256

JDOFactory class, 278

JDOFatalDataStoreException, 110, 257, 260
JDOFatalException, 110, 256, 260, 265

JDOFatalinternalException, 261
JDOFatalUserException, 78, 189, 261

JDOHelper utility class, 158, 227-234
class diagram of, 227, 393
getObjectld method, 36, 232
getPersistenceManager method, 231
getPMF method, 188-193, 228, 276, 341
interrogation methods, 232-233
isDirty method, 313
makeDirty method, 15, 119, 229-231
miscellaneous utility methods, 228-232

Jdo.home property, 274
JDOObjectNotFoundException, 98, 257

jdoPostLoad callback method, 235-236, 241, 244, 351
jdoPreClear callback method, 237-238, 240, 248
jdoPreDelete callback method, 238, 244, 246-247
jdoPreSerialize callback method, 153

jdoPreStore callback method, 237, 239, 244-245, 352

JDOQL (query language), 37-73. See also Library app
and application-defined interface types, 55
design of, 41
and the development process, 72-73
equality operators, 51
Java operators missing in, 54
limitations of, 41
operators in, 52-54
query methods of, 54-55
simplicity as the power in, 71
SQL queries that can be mapped to, 64-71
terms of, 49-52
and transparent navigation, 71

JDOQL operator semantics, vs. Java, 53

JDOQL operators, 52-54

jdori.properties file, 274, 276, 281, 285

Jdo.tool property, 271, 274
JDOUnsupportedException, 86
JDOUnsupportedOptionException, 111, 125, 189, 259



JDOUserException, 46, 79-80, 82-84, 97-98, 110-113, 258-259

Jetty servlet container, 361

JNDI, 185, 193, 195

JNDI configuration, 365

JNDI name, 193

JndiLocator class, 193

JODE decompiler, 165

JSPs (JavaServer pages), in rental Web app, 322
JSTL (JSP Standard Tag Library), setting up, 322
JSTL1.0.1,322

JTA (Java Transaction API), 103, 135
and JDO transactions, 135-137
TransactionManager, 110

JTable, 254, 265
JVM (Java Virtual Machine), 7, 90
JVM garbage collection, 90
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Key fields, 28-30, 35-36, 80-81

Key sequence, avoiding holes in, 244-245

Key values, 26, 244-245

Keys (application-generated), managing, 244-245
Kodo 2.4.1, 363

Kodo implementation, 182, 298

Kodo valid license key, 276

kodo.properties file, 298

kodo.xml file, 298
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Label class, persistent fields of, 62
Lazy evaluation, 240
Lazy initialization, 151

Learning Tools (JDO), 269-300
ant build scripts for, 270-271
downloading, 270, 272
the five learning programs, 269
getting started, 271-276
the two example program sets, 269

Least recently used cached state, discarding, 116
Level-two cache, 339, 355

Library app, 284-289
add command constructor, 284
building, 285
classes using transient keyword, 155-156
help output from, 286
JDO metadata for, 181-182
library commands, 285-287
object model for, 64
persistent fields of classes, 6566
relational tables for classes, 66-67
running, 285
running queries in, 287-289

Library class, 285

LibraryHandler data service, 285

Lido 1.4.1, 363

Lido implementation, 298-299, 363

lido.properties file, 298

lido.xml file, 298

Lifetime of persistent state, 139

Lighthouse prototype class, 312-313, 397

Lighthouse Rental Company. See Rental enterprise app; Rental Swing app; Rental Web app

List object, 242

Literal numeric values, 51

Literal string values, with escaped double quotes, 51
Load handling, 355

lock method (SessionLock class), 345

Locking, 107-108

Logical operators, 53



Long-running transactions, 263, 308, 315
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maine.jsp file, 343

make persistent command, 295

make transactional command, 297

makeClone method, 158-159

makeDirty method (JDOHelper class), 15, 119, 229-231
makeNontransactional method, 83—-86, 125-126
makePersistentAll method, 80
makeTransactional method, 83-84, 106, 134
makeTransactionalAll method, 84
makeTransient methods, 86-89

Managed application data objects, 333

Managed fields, 9, 144-147
declaring with private modifier, 161
and enhanced classes, 143-183
explicitly marking as dirty, 229

Managed objects, 7-17

Managed object's persistence manager, getting, 231
Managed transactions, and JDO implementations, 200
Management of data objects, controlling, 78-89
Management state, explained, 18

Management states (of data objects), 17-21
attributes of, 20-21
determining, 232-234
makeTransient method and, 88
transactional and also persistent, 115

Many-to-many relationship, select on join using, 68-69
Map object, 242

map tag (JDO metadata), 179-180

map tag attributes, 180

Math operators, 53

MegaCups Company example, 280-283
building and running, 281-283
optional parameters, 282
output from, 281-282

Message-driven beans, 200, 225

Metadata (JDO), 9, 25, 166-182
example file, 168-169



for the Library app, 181-182
structure of, 167-182

types of XML elements/tags in, 167
use of special characters in, 167-168
XML elements/tags in, 168-181

in XML files, 166

Metadata file examples, 168-169, 181-182

Metadata file names
in JDO 1.0, 166

in JDO 1.0.1, 166

Metadata files
names and locations of, 166-167

search order for, 166-167

Metadata tags
array tag, 180

class tag, 169-173
collection tag, 178-179
extension tag, 180-181
field tag, 173-178

jdo tag, 169

map tag, 179-180
package tag, 169

Method parameters, handling null values in, 76
Miscellaneous utility methods in JDOHelper, 228-232
ModelHandle class, getinstance method, 342
Monitor service, 289-290

Monitored interface, 290

Multiplicity, potential for, 32

Multithreaded nature of servlets, 332
Multithreaded property, 100, 241, 356
Multiuser datastore, 308

Mutable embedded object, 13-14

Mutable supported system class, 14

mutator method, 313

MVC (Model-View-Controller), 254

MVC pattern in rental Web app, 333-334, 401
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n-m relationship, 290

Nested exceptions, getting, 251
newObjectldinstance method, 97, 242
newQuery methods, 48-49, 71

No-arg constructor, 150
in every application data class, 151-152
example, 152
primary key and, 245
prime user of, 151

Nondurable identity, 23, 31-32
class requirements, 31-32
uniqueness requirement and, 34-35

Nonrepeatable read, explained, 107

NontransactionalRead (NTR), 18, 86, 113-114, 122-125, 341
NontransactionalWrite (NTW), 114, 122-124
NoSuchElementException, 40, 47, 262

null (keyword), 51

Null values
checking for, 51

handling in method parameters, 76
processing, 7677

NullPointerException, 53, 76, 262
Number types, 53

Numeric values, literal, 51

s



[« previous [ nexr o |

| ndex
@)

Object class, clone method of, 158

Object equivalence. See Equality (==) operator; equals method
Object graph, cutting by using transient keyword, 156
Object model for Library app, 64

Object pooling, 338

Object recycling, 338

Object reuse, 338

objectid-class attribute of metadata class tag, 31
ObjectOutputStream defaultWriteObject method, 153
Ockham's razor, 34

OIDString field, 242, 244

One-cache-per-PM architecture, 137-140
One-pm-per-request design (Web app), 334-335, 339-354

One-pm-per-request design example, 340-354
One-pm-per-session design (Web app), 334, 354-355
One-pm-per-update design (Web app), 335, 355-357
One-to-many relationship, select on join using, 68
One-to-one relationship, select on join using, 67-68
onMessage method, 225

open command, 297

Operators (JDOQL), 52-54

Optimistic concurrency check, 330

Optimistic concurrency value, 106

Optimistic lock failure, handling, 262—263

Optimistic property (transaction), 112-113, 124-127, 262

Optimistic transaction failure, view after, 310

Optimistic transactions, 105-106, 262-263, 315
vs. datastore transactions, 112-113
and flushing the cache, 64
for long-running transactions, 308
makeTransactional in, 85
performance boost for, 140
state transitions unique to, 127-129
for user think time, 112

Optimizations, for before-image, 119-120
OR operator (||), 53-54, 60
Oracle SELECT-FOR-UPDATE statement, 107



Ordering operator, 53

Ordering string (query results), 61
Ordering string property (query), 60
Outdated update, explained, 107
Overriding methods, 252
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package tag (JDO metadata), 169

Page view
generating, 343-344

generating for a redundant request, 345

Performance, 355
benefits of JDO to the application, 103
benefits of persistence manager's cache, 137-139
benefits of secondary cache, 140
enhancement and, 164
of optimistic transactions, 140
and Web app design goals, 336

Persistence, transparent, 235-236, 238
Persistence-aware classes, 161
Persistence by reachability, 4, 82

Persistence-capable classes, 7
defined, 16
two types of, 12

Persistence-capable variables (query), 56

Persistence manager, 3, 75-101, 103. See also PersistenceManager interface
behavior of operations ending in All (xxxAll), 79
closing, 77-78, 201-202, 207-208, 216, 334, 336
controlling, 139
getting for a managed object, 231
getting the Transaction object of, 98-99
obtaining from a connection factory, 187-188
obtaining from a PersistenceManagerFactory, 186-187
one Transaction object per, 108, 200
shared, 356
shared read-only, 356-357

Persistence manager factory, 3, 185-225. See also PersistenceManagerFactory interface
acquiring with JDOHelper, 228
closing, 194
code to find in JNDI, 193
configuring, 198
connection-related properties, 198-199
constructing, 194
frozen, 192
getting from JNDI, 193
interrogating, 278-279
obtaining, 188-194
obtaining from JDOHelper, 190-192
obtaining a persistence manager from, 186-187
stored in and retrieved from JNDI, 185, 193

Persistence manager's cache. See Cache



Persistence service thread-safety, 100
Persistence services of JDO, 3-7, 100
Persistence state, flushing, 215

PersistenceCapable class, 16, 148

PersistenceCapable object, 148

PersistenceManager interface, 3, 75-101, 185
close method, 77
deletePersistentAll method, 247
evict methods, 90, 92-94, 118, 237
getObjectByld method, 24, 242
getObjectld method, 36
getPersistenceManagerFactory method, 78
IgnoreCache property, 38, 99, 192
isClosed method, 78
makeNontransactional method, 83-86
makePersistent method, 79-82, 119, 134, 245
makeTransactional method, 83-84, 106, 134
makeTransient method, 86-88
Multithreaded property, 100, 241
newObjectldInstance method, 242
newQuery methods, 48-49
object and collection method parameters, 76
properties, 99
refresh methods, 90, 94-95
retrieve methods, 90-92
UserObject property, 100, 239

PersistenceManager interface class diagram, 76, 390
PersistenceManager object, 84, 111

PersistenceManager property (Query interface), 48
PersistenceManager property (read-only), 39
PersistenceManager property (Transaction interface), 110-111

PersistenceManagerFactory interface, 3, 185-186
class diagram of, 186, 392
close method, 194
getPersistenceManager, 185, 187
newQuery method, 71
NontransactionalRead property, 223
supportedOptions method, 18, 86, 195-196

PersistenceManagerFactory object, as serializable, 224
PersistenceManagerFactory properties file, example of, 192-193
PersistenceManagerFactory property, 78
PersistenceManagerFactory property vendor dependencies, 190

PersistenceManagerFactoryClass, 189-190



Persistent application data object, unmanaged, 339-340

Persistent-clean object
refreshing, 95

retrieving, 92
Persistent-clean state, 18, 126
Persistent-deleted object, 83, 95
Persistent-deleted state, 19

Persistent-dirty object
refreshing, 95, 127

retrieving, 92
Persistent-dirty state, 18
Persistent field values, cached, 89

Persistent fields, 9, 137
clearing, 115
in default fetch group, 235-236
dirty, 110
of Foo and Bar classes, 50
of Library app classes, 65-66
marking as dirty, 230-231
optionally supported types of, 146-147
of Song and Label classes, 62
types of, 145-147

Persistent-new-deleted object, 82-83
Persistent-new-deleted state, 19
Persistent-new object, 81
Persistent-new state, 19

Persistent-nontransactional object
refreshing, 95, 127-129

retrieving, 92
Persistent-nontransactional state, 18-19, 21, 128

Persistent object model
application, 144

JDO's focus on, 72

Persistent objects, 352
caching, 137-140
cloning, 160
creating, 4
defined, 17
deleting, 7, 79, 82-83
garbage collection of, 33
hollow state and, 248
making, 79-82
making them JDO-transient, 86—-88
removing from the cache, 138
retrieving, 5-6
serializing, 154
updating, 6-7



Persistent state
of application data classes, 143

of application data objects, 22
evicting, 92-94

explained, 21

lifetime of, 139

linking a transient object to, 35-36
refreshing, 94-95

retrieving, 90-92

transient state dependent on, 240-241

Pessimistic transactions, 108

Phantom read, explained, 107

Polymorphic equality, 28

Pool of objects, 338

Portability, rules for, 31

Porting an application, 26

Ports, reconfiguring for JBoss and Tomcat together, 361-362
Primary key, 29

Primary key class, 218

Primary key fields, 25, 35-36
printStackTrace method, 252

Private access level, leading hyphen for, 311

Private modifier, declaring managed fields with, 161
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Queries, 3, 37-73. See also JDOQL
against an extent, 138
as serializable, 42
compiling, 47
IgnoreCache property, 63-64
results collection, 46-47
running, 45-46
select on join using one-to-many, 68
select on join using one-to-one, 67—-68
select on join using many-to-many, 68-69
select on one table, 67
select on outer join, 70
select on self-join, 69
select using subquery, 70
using or ignoring the cache, 62-64

Query candidates, setting, 42-43
Query filter expression, root terms of, 51

Query filters, 50
as quoted strings, 50
setting, 43
syntax of, 49-55
use of variables in, 55-60

Query imports, declaring, 45

Query interface, 37-73
class diagram of, 42, 389
close methods, 46-47
compile method, 47
declarelmports method, 45
declareParameters method, 43-44
declareVariables method, 44
execute methods, 45-46
getPersistenceManager method, 48
IgnoreCache property, 47-48
setCandidates methods, 42-43
setClass method, 43
setFilter method, 43
setOrdering method, 45

Query languages (vendor-supported), 49
Query objects, factory methods that produce, 48-49

Query ordering clauses
field expressions, 61

field types, 61
Query parameters, declaring, 43-44

Query results



closing, 46
ordering, 45, 60-62

Query service, 37-73

Query service design, 41

Query variables, 44, 55-60

quit command, 283

Quotation marks, escaped, 50-51

Quote class, 207

Quote servers (Learning Tools), 269
QuoteManager class, 207
QuoteManagerOID class, 218
QuoteServer BMT session bean, 220-224
QuoteServer business interface, 202, 208-209
QuoteServer business methods, 216
QuoteServer CMT session bean, 202-208

QuoteServer EJBs, 360
build targets for, 374
building, 374-375
configuring, 361-365
setup and cleanup methods, 214-215

QuoteServer entity bean, 209-219

QuoteServer interface, 373
addQuote method, 202
getQuote method, 202

QuoteServerClient, 360

QuoteServerException, 207
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RAR (Resource Adaptor Archive) file, 187
Read-committed isolation level, 107

Read-only CandidateClass property, 39

Read-only Closed property (persistence manager), 78
Read-only PersistenceManager property, 39, 48, 110-111
Read-only PersistenceManagerFactory property, 78
Read-only property, converting to read-write, 313
Read-uncommitted isolation level, 106

Recycling objects, 338

Reference implementation
downloading, 273-274

replacing, 362-363
Reflection, enhancement and, 156-157
refresh all command, 297
refresh methods, 90, 94-95, 127-129
refreshAll method, 95
Related compound keys, 29-30
Related data classes, application identity in, 30-31
Relational tables, for Library app classes, 66-67
Remote deployment, enhancement and, 157-158
RemoteException, in throws clause, 370
remove method, 370
RemoveException, 218
Rental applications (Learning Tools), 269

Rental enterprise app
application data classes, 371-372

building, 365-367
configuring, 361-365

design of, 367-373
reservation service, 369-371
ReservationServlet, 372
using, 367

rental-gui ant target, 301, 325, 365

Rental prototype class, 313, 398
rental-servlet-ejb build target, 364-366
rental-servlet-opr ant target, 324, 365

Rental Swing app, 301-319
application data classes, 311-313
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application data model, 316-318
application data service, 314-316
building, 301-302

Customer class, 311

designing, 310-319
exception-handling, 262-266
Lighthouse class, 312-313

overall architecture of, 318-319
Rental class, 313

requirements for, 302—-306
reservation system queries, 315-316
ReservationService class, 315-316
transaction design choices, 314-315
use cases, 302-306

using with rental Web app, 354
Week class, 312

Rental Web app, 321-358
building, 323-325
change customer button, 326
continue button, 331
error page, 331
MVC pattern in, 333-334, 401
submit reservation changes button, 327, 330
using, 325-331
using with rental Swing app, 354

Rental Web client, conflicting reservations in, 328-331

Rental Web page
Jim is changing reservations, 329

Mary is changing reservations, 330
recovering from an error, 331
when customer is Jim, 327

when customer is unknown, 326

Repeatable-read isolation level, 107
Request and model state mismatch, 344
ReservationClient executable classes, 302
ReservationClientModel class, 317, 319, 400
ReservationModel class, 342, 344

ReservationService class, 315-316, 344
class diagram of, 315, 399
flipReservations method, 346-349
obtaining, 341-342

ReservationServiceEJB
classes and interfaces, 368—-369

deployed, 368, 402
design of, 367-369

ReservationServiceLocator, 369
get method, 370
release method, 370



ReservationServlet, 341, 372

Resource adaptor, 187

ResourceException, 219

respond method (EJBHelper class), 209, 219
respond method (Web service), 343, 345-346

RestoreValues property (Transaction interface), 9, 230, 237-238, 310
JDO state transitions and, 124-125, 130-133, 135
state transitions when false, 130-131
state transitions when strong, 131-132
state transitions when weak, 132-133
strong support for, 117-119
true and strong, 119
true and weak, 119
weak vs. strong support for, 116-117
weak support for, 117

Results collection (queries), 46-47

setting to true or false, 115-116

state transitions and, 124-125, 129-133, 135
state transitions when false, 129

state transitions when true, 130

retrieve methods (PersistenceManager interface), 90-92
Reuse within a transaction, 139

Reusing objects, 338

rollback command, 286

rollback method (Transaction interface), 109-110, 131-132
Rolling back a transaction, 4, 104, 109-110, 131-132, 145, 286

runMegaCups.bat file, 281
runQuoteServer.hat file, 375
runRentalGui.bat file, 302, 306, 325
runTestFactory.bat file, 279
runTestJDOHelper.bat file, 277
RuntimeException, 207, 249-250

Team LiB m MEXT F



| ndex

S

Sayings-entity build target, 364, 374
Sayings-stateful-bmt build target, 364, 374
Sayings-stateful-cmt build target, 364, 374
Sayings-stateless-bmt build target, 364, 374
Sayings-stateless-cmt build target, 364, 374
Scalability, 355, 337-338

Scaling up, 356, 373

SCO (second class object), 10-15
defined, 17
vs. embedded object, 11

Search order for metadata files, 166-167
Second-level cache, 139-140

Secondary cache, 139-140

SecurityException, 194

select apple command (StateTracker program), 294
SELECT-FOR-UPDATE (Oracle), 107

Select on join query
using many-to-many, 68-69
using one-to-many, 68
using one-to-one, 67-68

select on one table query, 67
select on outer join query, 70
select on self-join query, 69
select using subquery, 70
select.sql file, 299

Semicolon, trailing, 56

fields that implement, 147
PersistenceManagerFactory object as, 224

Serializable isolation level, 107
Serializable queries, 42

Serialization, 208, 373

of application data object vs. data transfer object, 154-156
of data objects in business method response, 208, 219

enhancement and, 153-156
session, 355

Serialized data objects, returning from methods, 208, 219

serialVersionUID field, 153



server.xml file (Tomcat), 362
Servlet container, session serialization in, 335-336

Servlet controller
getAction method, 342

handling redundant requests, 343
incrementing a count, 345

Servlet session, saving conversational state in, 344
ServletRequest object attribute methods, 332

Servlets
destroy method, 357

doGet and doPost methods, 341
idempotent, 332, 343

init method, 356

multithreaded nature of, 332
sessions within, 335

Session beans, 200, 359, 373
BMT, 136, 220-224
CMT, 201-208
stateless vs. stateful, 201, 220

Session Facade pattern, 359
Session locks, 342

Session object, 335, 342
Session-Only pattern, 359

Session serialization, 355
between requests, 335
in servlet container, 335-336

SessionContext interface, 136, 207
SessionLock object, obtaining, 341-342
SessionLock class, 333, 342, 345
SessionLock class lock method, 345
Sessions, within Java servlets, 335
setAttribute method, 332
setCandidates methods, 42-43
setClass method, 43

setEntityContext method, 214

setFilter method, 43

setignoreCache method, 47, 99
setMultithreaded method, 100
setNontransactionalRead method, 113
setNontransactionalWrite method, 114
setOptimistic method, 112
setOrdering method, 45



setRestoreValues method, 116

setRetainValues method, 115

setRollbackOnly method, 122, 239
setSessionContext method, 207, 223-224
setSynchronization method, 121

setup method (QuoteServer bean), 216-217
setUserObject method, 100

shallow clone method (application data class), 159
Shared embedded objects, 12-13

Shared persistence manager, 356-357

Shared read-only persistence manager, 356-357
Shared requests, Web service and, 334

Shielded cast operator, 53

Simplicity
in JDOQL, 71
and Web app design goals, 337

Simply-ignore exception-handling strategy, 253
Small Town Library example. See Library app
snoop command, 296-297
Soft and weak references, 248
SourceForge.net, JDO Learning Tools from, 272
SQL queries

ad hoc access to the database, 72-73

vs. JDO query select on join, 68—-69

method to support, 71

that can be mapped to JDOQL, 64-71
using when JDOQL is not sufficient, 71

standard-doc WAR file, 322
standard-examples WAR file, 322

Standard version of JDO implementation, 200
startsWith query method, 54

State manager, 89, 149

State transitions
inside transactions, 124-126

outside transactions, 122-124

and RestoreValues, 124-125, 130-133, 135
and RetainValues, 124-125, 129-133, 135
and strong RestoreValues, 131-132

that are common to all transactions, 126
transactional properties and, 122-133

and transient-transactional feature, 134
unique to datastore transactions, 126-127
unique to optimistic transactions, 127-129




and weak RestoreValues, 132-133
when RestoreValues is false, 130-131
when RetainValues is false, 129

when RetainValues is true, 130

Stateful BMT session bean, 223-224
Stateful session beans, 201, 220, 223-224
StateHandler service, 289-290

Stateless BMT session bean, 220-223
Stateless session beans, 201, 220-223
StateTracker class, 289

StateTracker program, 289-297
building, 290-291
classes and interfaces, 289
commands, 291-297
help output from, 291-292
persistent fields of, 290
running, 291
user commands, 293-294

StateTracker.java, 289

Static content requests from user's browser, 333
Static fields, 144

Static inner classes, enhancement of, 163
Storing modifications upon transaction commit, 6
String class equals method, 25

String concatenation operator (+), 53

String values, with escaped double quotes, 51
Stringified JDO identity, 96

Strings, collection of, 196

Strong references, 138, 248

Strong RestoreValues property, 116-119, 131-132
submit method, 265-266

Super constructor, 152

Super.clone method, 89, 159

supportedOptions method (PersistenceManagerFactory interface), 18, 86, 195-196
Supportsldentity interface, getldentityString method, 346

SupportsldentityString interface, 349-351

SupportsVersion interface, 340-341, 349, 351-352

Swing client (see also Rental Swing app)
conflicting changes in, 308-310
menus and user interface, 307-310
nonconflicting reservations in, 309
on startup, 307



testing, 306-308
viewing available rentals, 307

Swing client/server applications, exception-handling in, 254
Synchronization, 9, 30, 100

Synchronization interface, 120-122
afterCompletion method, 120-121
beforeCompletion method, 120-122
class diagram of, 121, 391
scenarios for using, 121
and Web app thread-safety, 332

Synchronization object, 121
Synchronization property (Transaction interface), 121
synchronized (keyword), 332

System classes
change tracking in, 14

JDO-supported, 8

[erevious fuexr )



Team LiB m MEXT F

| ndex

T

Terms used in this book, glossary of, 377-386
TestFactory class, 278

TestFactory program, 278-279

TestJDOHelper class, 190

TestJDOHelper program, 190, 276-277

this (keyword), 51

Thread object getContextClassLoader method, 228

Thread-safety
in persistence service, 100

synchronization for, 332
Throwable class, 251
Throwable.JDOException, 252
throws clause, RemoteException in, 370
tickle default fetch group command, 297
Tomcat, configuring build environment for, 321-323
tomcat-home directory, 322—-323
Tomcat and JBoss, configuring to work together, 361-362
Tomcat server.xml file, 362
Tomcat servlet container, setting up, 322
tomcat.xml file, 271
toss exception command, 297
toString method, 96, 242, 252, 297
Transaction commit, explained, 4, 6
Transaction completion, synchronizing, 120-122
Transaction failures, 110

Transaction interface, 4, 9, 108-122
Active property, 110, 200
in BMT session beans, 136-137
class diagram of, 109, 391
NontransactionalRead property, 113-114, 201
NontransactionalWrite property, 114
Optimistic property, 112-113, 262
PersistenceManager property, 110-111
RetainValues property, 9, 114-116, 237-238, 308
Synchronization property, 121

Transaction interface methods, 109-120

Transaction isolation levels, 106-108



Transaction object, 4
for each persistence manager object, 84, 108, 200
getting, 98-99

Transaction object properties, 111-133
Transactional boundaries, controlling, 109-110, 314

Transactional consistency, 341
across requests, 340
and Web app design goals, 336-337

Transactional fields, 9
dirty, 110
restoring on rollback, 145
of type HashSet, 145

Transactional objects
defined, 17

dirty, 233
making, 84-85
making nontransactional, 85-86

Transactional service, 3-4
Transactional states, 18, 86
TransactionManager (JTA), 110

Transactions, 3—4, 104-108
adding and removing objects, 83-86
and caching, 103-141
deadlocked, 108
encapsulated in data service calls, 314
extents and, 38
interactions between, 106-108
JCA and JTA and, 135-137
local or distributed, 104
long-running, 263, 308, 315
management for, 199
optimistic, 112-113, 262-263, 315
optimistic vs. datastore, 112-113
reuse within, 139
rolling back, 104
started in one method/completed in another, 314

Transient, use of the term, 15-16, 20
transient (Java keyword), 15
transient (keyword), 154-156
Transient application data objects, 35
Transient-clean object, 84
Transient-clean state, 18-19
Transient data object, defined, 15
Transient-dirty object, 81, 84
Transient-dirty state, 18-19



Transient objects
defined, 17

linking to persistent state, 35-36
making them persistent, 80-82

Transient relationship in memory, 12-13

Transient states, 16-17, 19, 240-241

Transient-transactional feature, 133-135
Transparent navigation, 5, 71

Transparent persistence, 6-7, 82—83, 235-236, 238
Transparent Update service, 3

try block, 207, 266
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UML (Unified Modeling Language) diagrams, 1, 387-402. See also Class diagrams

Unchecked exceptions, 249-250, 252-253

Unconstrained variables, 56-57, 60
Unique identity values, 80
Unique primary keys, 26

Uniqueness requirement, 21-36
and application code, 34
conditions for, 33
and nondurable identity, 34-35

Unmanaged collections, 248
Unmanaged data objects, 15-16
Unmanaged fields, 9, 144-147, 240-241

Unmanaged objects, 4, 7-17, 81
application obtaining, 89
enhancement and, 16
JDO exceptions and, 253
making, 86—-88
of persistence-capable classes, 15
use of term in this book, 15-17

Unmanaged persistent application data object, 339-340
Unmanaged state, 19

unsetEntityContext method (entity bean), 214
UnsupportedOperationException, 40, 46, 262

UPCs (for retail products), 244

Update locks, 107

Update service, 3

Updating of the datastore (implicit), 7

Updating persistent objects, 6—7

Use cases for rental Swing app, 302-306

UserObject property (PersistenceManager interface), 100, 239

UserTransaction interface, 136137, 201
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Validation, using InstanceCallbacks methods, 239
Variable string (query), 56

Variable types (query), 56

Vendor dependencies, 190

Vendor-specific information, from JDO implementation, 197
Vendor-specific work, construction and, 194
Vendor-supported query languages, 49
VendorName key, 197

verifyPersistence flag, 97

VersionNumber key, 197

view attributes command, 287

view book command, 287

view commands, 287, 295-296

VINs (for automobiles), 244
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Weak (or soft) references, 138

Weak RestoreValues property, 116-117, 132-133

Web app thread-safety, synchronization for, 332

Web applications
design goals, 336-338

designing for JDO in, 334-338
exception-handling in, 254-255
general design issues, 332-333
JDO in, 321-358

web-apps subdirectory, 322

Web browser content requests, 333

Web service, and shared requests, 334

Week prototype class, 312, 396

William of Ockham, 34

Write-only Ordering string property (query), 60
writeObject method, 153

writeReplace method, 153
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XML elements of JDO metadata, 168-181
XOR (") operator, 53
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Yankee Software's JDO Learning Tools 1.0, 269-300
ant build scripts for, 270-271
downloading, 270, 272
the five learning programs, 269
getting started with, 271-276
the two example program sets, 269

s
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